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Abstract

In videoconferencing systems, the views of remote participants need to be laid out on the display according to context/importance of each view, and to the existing display setup. Current approaches require the user to be involved in the control process of videoconferencing systems, and consequently cause an increase of time and cost when using this technology. We propose a novel approach based on the real estate market theory to automatically manage the layout of any type of display setup in videoconferencing systems while being aware of the context of the videoconference. We analyze the suitability of the proposed approach by comparing it to another layout manager approach, namely rule-based approach. The major advancement of this approach is that it gets the videoconferencing technology closer to its goal: to make participants able to communicate as if they were located in the same room.
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Chapter 1

Introduction

1.1 Background and Motivation

Videoconferencing is the use of telecommunication and multimedia technologies to bring multiple parties together from remote locations and to “allow them to communicate with each other as if they were seated in the same room.” [25]. The main advantages of using this technology are to decrease traveling costs and time, and to increase flexibility by bringing team members spread across multiple sites together [2]. The advancements of the solutions supporting videoconferencing and the need of this technology have created a massive demand on this technology both in the industry and academia.
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Video streams received from multiple sites during a videoconference are displayed in desktop windows. Many techniques are used to layout the windows (or views) of the remote sites on the local display. The simplest of these techniques is the “continuous presence” where only the presenting site is displayed; the disadvantage is that the interaction is restricted between the presenter and the site watching him/her, whereas in videoconferences all conferees can interact with each other at any point of time.

Another simple technique is the “Hollywood squares” where each site is displayed on a separate screen or window as seen in figure 1.1.

![Figure 1.1 Hollywood squares](https://example.com/hollywood_squares.png)

Tele-cubicles system [9, 10, 11] is another form of Hollywood squares, however the way the remote sites are is different, each site is displayed in one side of the user as seen in figure 1.2.
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The main disadvantage here is scalability; that is, the number of conferees cannot scale. Moreover, this approach does not reflect the context of the conference because all views are treated equally and they are displayed statically with the same size.

Another more advanced technique is the rule-based approach where the user has to specify the rules or constraints of how to layout the views on the display. Such technique uses finite state machine (FSM) triggered by timers or events, similar to systems in [22] and [23]. Figure 1.3 shows three state finite state machine to determine at any given moment which camera is selected as the output camera [42].
The disadvantage of this technique is that, in each state of the FSM, the user has code the layout rules for all possible scenarios that might happen during the videoconference, and the result will be a long list of if/else statements, therefore this technique is not scalable. Moreover if the display setup changes, the user has to code new layout rules, so this technique is not adaptable to new display setups.

During a videoconference, the context parameters including the number of participants, their status, the numbers of views, and the video quality of the views, are all subject to change at any time. Moreover, the hardware display setup may differ among multiple sites participating in the videoconference. Therefore the need of a generic layout management system that adapts to both the videoconferencing context and the different hardware setups, without involving the human user, is the driving force for us to conduct research in the area of automated layout management.
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1.2 The Existing Problem

The research in the field of Human-Computer Interaction (HCI) aims to study and facilitate interaction between humans and technology [12]. Thus the optimal goal is to make the interface between them fully transparent and to free the user from the burden of controlling the technology rather than using it. However in videoconferencing systems this goal is still far beyond reach, because the human is still involved in the control process when using this technology. The aspects of this involvement are described below.

First, with the advancements in the production of higher quality displays (high definition) and lower costs, the use of large screens is becoming more common in videoconferencing systems; an example is the system developed at Magor Communication Inc [2]. This opens up the possibility to have different hardware setup on every site and thus creates the need to configure videoconferencing systems by specifying new layout rules for every new setup. For example the setup made of two high definition (HD) screens has different layout rules than a video wall made of 3*3 HD screens. This task needs to be done by expert users who specify the rules to layout the views on this new setup.

Second, there are many factors that contribute to providing the context of a videoconference and thus affect the layout of views, such as the number of participants, the role of each of them, his/her status, and the quality of the video stream. Some of
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these factors, such as the video quality, can be automatically determined by the system, however for the other factors the user intervention is needed to provide the necessary information, similarly to system [24] where the user is needed to describe the features of the content of the captured video.

Moreover, if the user wants to add more parameters that the system or the user can detect, he/she needs to change the implementation of the system according to his/her needs. As an example if a user wants to evaluate the views and to layout them according to the volume level of a talking participant, he/she needs to manipulate the system to take into consideration this parameter. In this case the task of the user is even harder, that is manipulating the implementation of the system.

1.3 Objectives and contributions

1.3.1 Objectives

The engagement of the human in videoconferencing technology, and the resulting time and cost of his/her engagement are the main motivations to develop a scalable and automated layout management system that manages the layout in videoconferencing systems.

This system should work on different types of display setups, without any intervention from the user in this process. In other words this system should work for different
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display setups of different number and size of screens and/or cameras, contrary to the rule-based approach where the user has to code new layout rules for new display setups. Also this system should be aware of the context during the videoconference by detecting the changes in the context, and adapting to them by changing the layout accordingly.

Therefore the name of our approach is "context aware layout manager for videoconferencing systems".

1.3.2 Contributions

The contributions of this thesis can be summarized in the following:

- Design and development of an automated layout management algorithm based on the real estate metaphor in order to manage the display of diverse hardware setups: PDA, laptop, wall size displays, etc, by using a real estate market metaphor.

- Design of context aware component capable of evaluating views of multiple sites according to their context.

- Using the results of the evaluation in the automated layout management algorithm to layout the views according to their context.

- Design of functions to enable a user to add/remove the features that he/she thinks are relevant/irrelevant to the context of a videoconference.
The above developed algorithm was also integrated into an application called LayoutViewer developed at Magor Communications Corporation [2].

1.4 Thesis organization

The remainder of the thesis is organized as follows:

Chapter 2 presents an overview of background literature and related studies. Background concepts on human computer interaction, context awareness and automated layout are provided first. Next, the main techniques for automated layout are described in general, and then the following systems are described with details: DesignComposer [21] a context-based automated layout generator for web pages, and then the iCam [22] system used in automated videography, and finally two applications where the user can customize the display according to his/her preference.

Chapter 3 presents the proposed idea and elaborates on the system design phase. The design phase includes the system overall architecture, the design of context awareness component, and the design of layout management component.

Chapter 4 focuses on the implementation of the system. This includes the technology and deployment, the tool used to simulate the layout manager component, and the implementation software architecture of the system.
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Chapter 5 presents the layout and performance results for rule-based and real estate layout managers using the viewer tool described in chapter 4. Then the results of a usability test are presented and described, followed by a discussion of all the previous results.

Finally the work is summarized in Chapter 6, which also includes a conclusion and a discussion of potential future work.
Chapter 2

Literature Background and Related Work

2.1 Literature Background

2.1.1 Human-Computer Interaction

"Human-computer interaction is a discipline concerned with the design, evaluation and implementation of interactive computing systems for human use and with the study of major phenomena surrounding them." [12]. Here what is meant by computer systems is not only the computer hardware, but also any user interface application used to facilitate the interaction between human and computers. From this definition it is understood that the human, specifically the computer system user, is the major concern for computer systems developers. This is referred to as “User-centered design” which is rooted in the idea that users must take center-stage in the design of any computer system [13].
The reason that makes Human-Computer interaction an important field of study is the fact that people should not have to change the way they use a system in order to adapt with it, instead, the system should be designed to match and adapt their to requirements[14].

Thus the goals of Human-Computer interaction are to:

- Understand the factors that determine how people use technology i.e. their needs and vulnerabilities.
- Develop tools and techniques to enable building systems with good usability to achieve efficient, effective, and safe interaction between users and computers.

The best of the user interfaces are the ones that are most transparent to the user and that give users a sense of mastery of their environment [26], meaning that the user interact with the system without noticing the barriers between himself/herself and the system, thus he/she feels immersed in the environment he/she is interacting with as if they are interacting with real environment.

2.1.2 Context Awareness

2.1.2.1 Definition of Context in Computing

Schilit and Theimer [15] refer to context as location, identities of nearby people and objects, and changes to those objects. The authors claim that the important aspects of context are: where you are, who you are with, and what resources are nearby. They also divided context into three categories [16]:
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- Computing context: which includes network connectivity, communication costs, and bandwidth, and nearby resources such as printers, displays, and workstations.
- User context: including user’s profile, location, people nearby, and current social situation and relationships.
- Physical context: such as lighting, noise levels, traffic conditions, and temperature.

Dey defines context in [17] as “any information that can be used to characterize the situation of an entity”. According to this definition, an entity is a person, place, or object that is relevant to the interaction between a user and an application, including the user and applications.

Chen and Kotz define context in [18] as the group of environmental states and settings that either determines the behavior of an application or in which an application event happens and is interesting to the user. Here they defined the first kind of context as active context that influences the behaviors of an application, and the second kind of context as passive context that is relevant but not critical to an application. They also considered that “time” is an important context for many applications, and that when recording the user and physical context across a time span, we obtain a context history that can be useful for several applications.

Starting from the definition of Chen and Kotz which is more practical than the previous definitions we think that the context used in our system falls under the category of active
context that affects the application's behavior. To prove this classification we define the context of our system and we show how it affects its behavior. The context in our system is the environment of the videoconference including on each site: the conferees identities, their status (speaking or silent), the history of the conferees, the importance of the site (CEO office, regular meeting room, etc), the manipulation of a shared desktop between conferees, and the hardware display setup at this site. The context of each site affects how the view of that site is allocated on the display of other sites with the proper position and size. Thus according to the definition of Chen and Kotz, the set of environmental states and settings on each site determines the application's behavior.

Time is considered a part of the videoconferencing context. When the history of a conferee is recorded across a time interval, it affects the allocation of his view on the display (position and resolution). For example, a conferee active only during the last hour is displayed on a less important location and size (side of the screen) relative to an active conferee during the last two meetings (displayed on the middle of the screen.)

2.1.2.2 Context-aware Applications

Schilit defines context-aware computing by categorizing context-aware applications as follows [16]:

1. **Proximate selection**: is a user interface technique where the objects located nearby are emphasized.
2. **Automatic contextual reconfiguration**: is a process of adding new components, removing presented components, or altering the connections between components due to context changes.

3. **Contextual information and commands**: can produce different results according to the context in which they are used.

4. **Context-triggered actions**: are simple if-else rules used to specify how context-aware systems should behave. The category of context-aware software is similar to contextual information and commands; the difference is that context-triggered action commands are invoked automatically according to the if-else rules.

Pascoe [19] proposes taxonomy of context-aware features, including contextual sensing, contextual adaptation, contextual resource discovery and contextual augmentation

Dey lists three categories of context-aware features that applications may support: presentation of information and services to a user, automatic execution of a service, and tagging of context to information for later retrieval [17].

Chen and Kotz [18] distinguish between two ways to use context: automatically adapt the behaviors according to discovered context, using active context; or present the context to the user on the fly and/or store the context for the user to retrieve later, using passive context. They have two definitions of context-aware computing:
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1. Active context awareness: an application automatically adapts to discovered context, by changing the application’s behavior.

2. Passive context awareness: an application presents the new or updated context to an interested user or makes the context persistent for the user to retrieve later.

In our system, the active context-aware computing is of our interest, because it helps making videoconferencing systems less controlled by the user and thus eliminate the burden of the tasks that consume his time, such as allocating the views on the proper location on the display. So by making videoconferencing application actively context-aware we are helping this technology to be automated, consequently we are facilitating the interaction between humans and this technology.

2.1.3 Automated Layout

Layout, in the videoconferencing context, is the procedure of determining the position and size of visual objects on the display, and the result of that process [20].

Automated layout is the use of a computer program to automate the layout process. It is at the crossroads between artificial intelligence and human computer interaction. Automated layout is becoming more and more important because the amount of data needed to be presented quickly surpasses our ability to present it manually [20].
2.2 Related Work

In this section the two most adopted methods that address automated presentation layout are shown, afterwards we present a context-based automated layout generator for web pages, and then iCam system used in automated videography, and at the end we present two applications where the user can customize the display according to his preference.

2.2.1 Automated Layout Techniques

Lok and Feiner [20] distinguished between two methods that address automated presentation layout: the constraints-based method and the learning technique. The goal of the constraints-based method is to take the constraints between the material intended to be viewed (components), and make a constraint network to generate a set of positions and sizes for each of the components in the network. There are two types of constraints:

1. Abstract: the constraint describes a high-level relationship between two components that are to be included in the layout (e.g., “Caption x describes picture y”).
2. Spatial: the constraint enforces position or size restrictions on the components (e.g., “Caption x below picture y”).

Figure 2.1 shows an example of both spatial and abstract constraints. Figure 2.1 (a) shows a network of constraints that might be used in an automated layout system. Figure 2.1 (b) shows a set of spatial constraints that express the constraint network. Figure 2.1 (c) shows a set of abstract constraints that express the same relationships.
The vast majority of research in automated layout to date focuses on constraint-based methods (e.g. [27-38]).

In the learning technique, the system "learns" based on interaction with the user. For example the user sets the system into training mode where the relative locations of components are demonstrated. Spatial constraints that will be used to generate the layout are then extracted from the interactions with the user. Systems in [34], [39] and [40] have some form of learning used during the interactive specification of constraints.

In videoconferencing systems the constraints approach is not feasible. Since the content of a view affects its layout, and since the content features of a view are not limited, it will be a burden on the user to specify the constraint rules for each of these features i.e. the status (talking or silent) of each conferee, their roles, their locations, etc. Moreover
the user has to specify the constrains to deal with all possible number of views, for example a display with three views has constraints rules different from those with five views. Even more, the display setup can be different between videoconferencing sites, again the user has to specify the constraint rules for every possible display setup configuration, for example a display made of two 1920*1080 screens and an HD camera has constraints different than the display of 15.4” laptop with a webcam. To be more specific, if we use constraint based approach the number of rules needed in videoconferencing systems equals the number of all features of a view, times the number of the views, times the number of possible display setups that shows these view. Thus it is clear that the constraint-based approach is not feasible.

In videoconferencing systems the learning technique is not feasible as well, because one of the advantages of videoconferencing systems is to reduce the travel time of conferees. So adding extra time to train the system about how to layout views in these systems before the start of the meeting will diminish this advantage and the conferees will not be satisfied with the system as a whole.

2.2.2 DesignComposer: A Context-based Automated Layout Generator for Web Pages

The rationale of DesignComposer [21] is that online presentations are often partially or fully dynamic. They are displayed in heterogeneous environments of various hardware and/or software and the contents might be generated during display time from a
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knowledge source like a database. Using a static layout under these conditions may result in layout deficiencies which have a negative effect on readability and understandability of the offered information.

DesignComposer is created based on a hybrid approach, combining constraints, rules and pattern techniques. One of the main techniques used is the separation of layout from the presentation; this means that the constraints of how to present objects are separated from their content. The knowledge is bundled into a layout style, which inherits the following advantages:

- Support of document classes: one style can be applied to different presentations; a presentation can be shown in different styles.
- The author is freed from the often cumbersome and difficult layout task.
- Maintenance of layout knowledge is simplified.

Figure 2.2 Different layouts for one presentation in DesignComposer [21]
DesignComposer is targeted to be used for webpage and uses XML or HTML scripts to interact with the elements of the Document Object Model (DOM), thus it cannot be used in the videoconferencing context. Also it does not consider heterogeneous hardware setups, which is the case in the videoconferencing technology.

2.2.3 iCam

In iCam [22] system there are multiple software modules called Virtual Cameramen (VC). Each VC controls a camera, automatically tracking a lecturer or a talking audience member. The VCs communicate with another software module called Virtual Director (VD), which is responsible for selecting the best camera shot given the available camera shots from all VCs by using a timed automaton (finite state machine with timers). For example, when a student asks a question, the VD will automatically switch to the camera that shows the student; when a camera has been on air for a certain period, the VD will switch to another camera to improve the output. This system is a timer-driven switch.
Since only the presenter or a talking audience is shown at any point of time in iCam, so this system is considered of type “continuous presence”, thus it cannot be used in videoconferencing context where multiple conferees need to be shown at the same time.

2.2.4 Virtual Director for Multi-side Distributed Education System

The virtual director for multi-side distributed education system [23] is an automated display management system used in distributed education where the lecturer and the student can be located in more than one class room. In this system a user can configure his/her preferred streams to be shown and the time and events that trigger the transition between different views. As seen in Figure 2.1, the model is formed of three layers:
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Figure 2.4 The three layer model of the virtual director [23]

- First, the user layer enable the user to set:
  - Preference score for every camera in the system: must show, show in rotation and do not show.
  - Timing constraints: minimum and maximum show time for every camera.
  - Transition idioms: special transitions (example: after x seconds of the beginning of the class show camera C).

- The second layer is the execution layer. It selects the camera streams according to the user preference. Rely on finite state machine: states and transitions (time and event triggered)

- The third layer is the display layer that displays the given streams form the previous layer. It either shows one stream at a time or multiple ones (split screen or picture-in-picture layout).
The advantage of this system is that each site has its own virtual director; this gives the user at each site the ability to enter his/her preference for the display. The disadvantages of this system are that only one view can be shows at the time, and it cannot adapt to different hardware setups.

2.2.5 Automatic Video Production with User Customization

Automatic Video Production with User Customization (AVPUC) system [24] composes multiple camera streams depicting the same event from multiple perspectives into a video program that is customized to audience's preferences. As seen in Figure 2.2, this system is made of four components:
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Figure 2.5 The architecture of AVPUC [24]

1- Content Capturing Station: its purpose is to capture video content and provides metadata that describes the features of the captured content based on computer and human annotation.

2- Transmission Channel: to connect the three other components

3- Content Evaluation Station: evaluates the content streams from the first component and publishes the corresponding rating streams.

4- Personal Production Station: Each audience receives the content and meta-data streams from the Content Capturing Stations and rating streams from Content Evaluation Stations, and performs the task of modifying their rating scores based on audience preference, comparing the streams by their interest scores and composing a final video
program rendered on the user interface. The last step is done by comparing the final score of all video streams, for example if the score of stream 1 is considerably greater than stream 2 score and the latter is greater than the rest of the streams, then the display is picture in picture (stream 1 occupy the larger area of the screen). There are five types of display: single, p-i-p, up-down, 2-p-i-p, and 4 split screen as shown in Figure 2.3.

![Various types of display in AVPUC system](24)

The advantage of AVPUC is that it can show more than one view on the display according to features evaluation results of all existing views, this concept is adopt in the proposed layout manager to make it aware of the context of each site participating in the videoconference. A major limitation of this system is that human is still part of the feature detection and scoring processes which make it impossible to be used as full automated layout manager in videoconferences. Another limitation is that this system does not adapt to different hardware setups.
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System Design

This chapter describes the real estate metaphor used in the system, followed by illustration of the overall system architecture along with detailed description of the design of the two main components: the context awareness component, and the layout manager component, with the novel algorithm discussed in details.

3.1 Real estate metaphor

The real estate metaphor is used as a real-world-scenario to solve the problem of allocating the views received from multiple sites on the display setup. First we introduce
the problem space of the metaphor, followed by an overview of the idea of the metaphor and how it helps to layout views on the display.

3.1.1 Real Estate Problem Space

According to the real estate market theory, the unit that is offered for sale is a piece of land that has a price. A buyer should have money more than the price of the piece of land in order to buy it. When a buyer wants to buy a piece of land he/she searches for the most appropriate one in term of price, location and size. If two buyers are competing on a piece of land, the buyer that is willing to pay more money will get it.

In order to make this problem space similar to our problem space we make the matching between the terms used in the real estate market and the technical terms used in layout systems: a display resembles a “land” that is divided into equal size blocks called “lots” each having a “price” associated with it. A set of lots having a rectangular shape is called “site”. A view resembles a “development”; it is the buyer of a site on the land. From this point on the names reflecting the real-estate metaphor will be used instead of the technical names (view, display, and block). Figure 3.1 shows one screen and the used metaphor terms.
3.1.2 Using The Metaphor

In this section we are not describing the details of the algorithm of allocating the developments on the land, this is done in section 3.4.2; rather this section mentions the relevance between the real estate market theory and the proposed algorithm for laying out the developments on the display.

In order to apply the real estate metaphor in the layout management problem space we imitate the features of a piece of land and the behavior of the buyer. In the algorithm we consider that a development of size $n \times m$ tries to allocate a site with the same size and with a price less than its credit. Among the possible options, the development chooses the most expensive site it can afford. This site can be free so it allocates it, or can be occupied by another development so a competition between the two developments takes place, the winner allocates it and the loser looks for another site to allocate. The competition is represented by raising the price of the site. Therefore similarly to what happen in real estate market the price of a site is subject to changes.
Moreover, to distinguish between the importance of the developments, we assign a credit for each depending on how important is the content. The content can be either a video or a desktop, a video is the view captured by a camera on one location, and a desktop is shared between participants who can manipulate and/or see it. The factors that contribute to give credit to developments are listed in table 3.1. These factors are derived from a brainstorming session with a researcher at Magor Corporation Inc [2], therefore according to videoconferencing experts the following are the most important factors that can be used to measure the importance of a view based on its content.

<table>
<thead>
<tr>
<th>Feature</th>
<th>Possible Value</th>
</tr>
</thead>
<tbody>
<tr>
<td>Participant Role</td>
<td>CEO, Manager, Team leader, Engineer, etc</td>
</tr>
<tr>
<td>Participant History</td>
<td>Very active, active, silent.</td>
</tr>
<tr>
<td>Participant status</td>
<td>Talking, Silent, Active but currently silent.</td>
</tr>
<tr>
<td>Location</td>
<td>Board of directors meeting room, sales department, etc</td>
</tr>
<tr>
<td>Video Quality</td>
<td>HD video, medium resolution video, low resolution video.</td>
</tr>
<tr>
<td>Network status</td>
<td>Congested, normal flow.</td>
</tr>
</tbody>
</table>

Another aspect relevant to the real estate metaphor is what is referred to as “the first time buyer plan” in which a new development gets extra credit to give it priority over the other developments and thus allow it to allocate a more important site on the land.
3.2 System Architecture

3.2.1 Overview

Figure 3.2 shows the schematic view of the overall system. The followings are explanations for each of its comprising components:

A **View** can either show the shared desktop between conferees, so it is called desktop view, or it can show what a camera captures on one location so it is called video view. One location can have one or more video views.

**Hardware Display** is the physical display setup where the views are laid out. It is formed of one or multiple screens, and one or multiple cameras.
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The **Context Awareness Layer** receives the views from different sites and evaluates them according to the list of features found in table 3.1. The role of this layer is to assign a credit value for each view by extracting the features from the views and add up the credit worth of each feature. The "**Credit Configuration**" database stores the credit worth of every feature. As an example, a feature is "the participant role", its value is "CEO", and its credit worth is 100. This layer is described in details in section 3.3.

The **Layout Management Layer** receives the list of views along with their evaluated credits from the Context Awareness Layer. The **Engine** module is the core of the system that uses the algorithm described in section 3.4 to allocate the views on the hardware display. The "**Display Configuration**" storage contains the geometric description of the display that are transformed by the Surveyor to 2D matrix of Lots, and then edited by the Appraiser to assign a price for each Lot; this process is detailed in section 3.4.1.

### 3.2.2 Use Case Model

In this section we describe the high-level user-centric functional requirements of our application using UML-based use case diagram. The use case diagram in Figure 3.3 shows the interactions between external actors and the application. The actors are:

- Display Configurator that describes the geometry of the display i.e. locations and dimensions of screens and locations of cameras.
- Credit Configurator that assigns a credit for every feature value that a view can have i.e. video showing a CEO has credit of 100.
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- A Viewer that represents any participant in the videoconference who can see the display and can be captured by any of the cameras.

The use case model consists of several use cases which are described briefly in this section:

- **Configure Display:** this use case is used by the Display Configurator to specify the locations and dimensions of the screens and the locations of the cameras; the reference point is the top left corner of the display setup. The display configuration is specific to one display setup i.e. one participating site.
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- **Configure Credits**: this use case is used by the Credit Configurator to assign a credit for every feature value used to evaluate a view. The changes that the user makes are visible by all sites participating in the videoconference.

- **View Display**: this use case is used by the viewer, and actions that the user performs are the same actions in a face to face conference i.e. seeing the display, talking, listening, gestures, etc.

One user can perform all the above three mentioned use cases.

### 3.2.3 System Features

The prototype of "context aware layout manager for video conferencing systems" presents an implementation in accordance to the presented architecture, which is introduced in section 3.1.1 and offers the following highlighted features:

- Controls the layout of any hardware setup and any number of views using the real estate metaphor without the user intervention and specifying any rules for layout.

- Evaluates views according to a list of features in order to give them credit to be able to buy the most appropriate area on the display.

- Gives the user the ability to represent any display setup he/she wishes to use by specifying the dimensions and position of every screen, and the position of every camera.

- Uses a novel algorithm for allocating views to any hardware setup described in section 3.4.2.

These features are described in the following two sections.
3.3 Context Awareness component

The proposed system is considered context aware because, according to the definition of "Context" in [8] the external information is utilized to adapt the data and the behavior of the system. More specifically, the received views from remote participants are analyzed for the purpose of assigning credit value for each of them by extracting the features stored in “Credit Configuration” database as described in section 3.2.1. Thus in the proposed system each receiving site is responsible for the analysis of the remote views in order to assign credit for each of them. The advantage of this technique is that each site can specify its own features that define the context of the videoconference. As an example, one site might want the importance of views to be affected only by the roles of participants in them, regardless of their status (active or silent); other sites can specify new features other than the one mentioned in table 3.1: for example, the lighting condition of the views. However the disadvantage of this technique is the views analysis and the credit computation is done at each site, so possibly the same analysis is done at more than one site. For example it is possible that all sites assign credit for views according to the activity of the participants inside them.

To overcome the latter limitation, another technique can be used. The view(s) produced at a site is (are) evaluated at the same site in order to calculate its (their) credit worth.
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Then the credit is sent along with the view(s) to the other participants. The advantage of this technique is that the receiving sites do not need to evaluate the views, and thus reducing the overhead processing time at each site. The disadvantage is that the views are evaluated according to the preference of the sending site not the received site.

The factors listed in table 3.1 are used by the proposed system to evaluate the views and generate credit accordingly. To achieve this, the system needs to measure these factors. For the implementation of the system we omit the context awareness component, instead we show the techniques that can be used to measure some of the factors.

To measure the activity of a participant, his/her audio level can be used, if it exceeds a certain threshold the participant is considered talking and thus active. A more advanced technique is mentioned in [22] where a microphone array is used to estimate the source of the sound; this technique can be used in the proposed system if there are more than one participant at one site. The history of the participant in a view can be measured by calculating the percentage of time during which the participant was active: the higher the percentage the more credit the view gets.

The role of the participant can be identified by the login username for every user; the “Credit Configuration” database should contains the credit value for each user. None identified users can be assigned a default value. This technique can be used to identify the location from which the user logs in to the system. Another, more advanced, well
known technique is face recognition that is feasible for both still images and videos. The techniques mentioned in [1] can be used for this purpose.

The video quality can be measured by measuring the resolution of the remote video in pixels. The resolution is affected by the camera used to capture the video.

3.4 Layout Management component

The Engine module is the core of the system, its role is to:

• Transform the list of screens stored in “Display configuration” to 2D matrix of Lots.
• Assign a price to a Lot according to its position on the Land (section 3.4.1).
• Controls the prices of the lots during the allocation of developments.
• Most importantly, allocate a development on a site of the land using the algorithm described in section 3.4.2.

3.4.1 Building the land

As mentioned earlier the system is adaptable to new display setups without needing the user to be involved in the complicated and time consuming process of creating layout rules such as in systems [22] and [23] that are based on finite state machine and time and/or events triggers. All what is required from the user is to specify the geometry of the display i.e. the dimensions and the position of each screen, and the position of each camera, by storing these values in “Display Configuration” database. Afterwards, the Surveyor uses this information to construct a 2D matrix of uniform sized Lots. At last,
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the Appraiser uses this 2D matrix and assigns a price for each Lot according to its position on the Land.

Since the middle of the screen is where the user looks at by default, then it is considered more important than the sides of the screen, thus the Lots in the middle have higher price comparing to the Lots close to the sides of the screen. The bezel, which is the black border around the edge of the each screen, is represented by arrays of Lots having infinite price to forbid any development from allocating them (see Figure 3.4).

This way of assigning price is not the only one, a user can specify other ways of pricing depending on his/her needs, for example if he/she wants the views to be shown close to the camera(s) to provide eye contact between participants, then he/she can assign the price of a Lot according to the distance between the Lot and the nearest camera, the closer to the camera the higher is the price. Figure 3.5 show a camera on the bezel of the screen, the closest Lot to the camera has the highest price (70) and the furthest Lot has the lowest price (10).
The main advantage of the automated construction of Land is that the system can be used with any display setup and the user’s task at this location will be merely to specify the physical geometry of the display. Whereas in rule-based systems, the user has to create new rules for each new display setup and manipulate the system accordingly. This is a clear limitation if these systems are used in videoconferencing because the display setup is not necessarily the same among multiple locations.

3.4.2 Allocation Algorithm

The algorithm imitates the real-estate market theory to allocated developments on the land. Same as the land buyer has many options to buy a piece of land, the algorithm provides a list of options for the sites that a development can allocate, afterwards the best one is chosen and then allocated.

The input of the algorithm is the list of developments. The output is a list of bindings between one development and one site. Following are the details of the different phases for the allocation of one development on the Land.
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### 3.4.2 Initialization phase

When a display setup is used for the first time or when it is changed, the Land is built according to the description of section 3.4.1. For example if a screen or a camera is added or removed, the system adapts with the changes dynamically without the need for it to restart or disconnect the current videoconference.

Afterwards the average Lot price is calculated. It is used to give extra credit to the newest development; this is similar to the “first time buyer plan” in real estate. The newest development gets extra credit according to its size, if the size is \( n \times m \) then the extra credit will be \( n \times m \times \text{average Lots price} \).

We use the Land shown in Figure 3.6 as the illustration example for the rest of the algorithm description. The average Lots price is 26.

![Figure 3.6 Land used in algorithm description](image)

We assume a development X of size \( 2 \times 3 \) and credit of 280 is requesting to be displayed on the Land. Since it is the only and the newest development so it gets extra credit of \( 2 \times 3 \times 26 = 156 \). The total credit of the development is \( 156 + 280 = 436 \).
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After this phase the Land is ready for the allocation phase.

3.4.1.2 Allocation phase:

Whenever a new development is created, or an existing development is deleted, all the existing developments are allocated even if they are already allocated. The allocation phase is illustrated in Figure 3.7.

Figure 3.7 Allocation steps of developments list
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The major steps to allocate a development are the following:

**Step 1: Listing and Sorting all affordable sites**

Similarly to the real-estate market where the buyer must afford the price of the land he is buying, a development must afford the price of the site it is trying to allocate. Assuming a development has a size of \( n \times m \). In order to find the best site to allocate, it scans the land to search for all \( n \times m \) sites regardless of whether they are free or occupied by another development. All sites having a price less than the development’s credit are stored in options list. The list name indicates that all sites in this list are possible candidates for allocation. Afterwards the list is sorted from the most expensive to the least expensive. If there is more than one site with the same price they will be sorted from the sites with least occupied lots, or free, to the sites with the most occupied lots.

Using the example of the Land in Figure 3.6 we know that the development size is 2*3, so the Land will be scanned to find all possible 2*3 sites. The first site scanned is the top left one which has a price of \( 10+20+30+20+30+40 = 150 \). After scanning the Land, the prices of sites in options List are as follows: 150, 170,150, 210, 230, 210, 210, 230, 210, 150, 170, and 150. Then options list is sorted, the order becomes: 230, 230, 210, 210, 210, 210, 170, 170, 150, 150, 150, 150, and 150. That is from the most expensive site to the least expensive.
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Step 2: Choosing the best site

In this step, options list is used to choose a candidate site for allocation. This step is divided into two distinct sub-steps.

Sub-step 1: Starting from the most expensive site in options list, the first site satisfying the two conditions: free (i.e. none of its lots are occupied), and having a total price more than half of the development credit (to assure fairness as will be explained later in section 3.4.4.2), is chosen as the candidate site.

Sub-step 2: If none of the sites satisfy the two conditions of sub-step 1, the most expensive site in options list is chosen as the candidate site for allocation.

For the example used above, the chosen site in options list is the first site because it is free and its price 230 is greater than half the development credit (436/2=218).

Step 3: Allocating the chosen site

In this step the chosen site is allocated. Here there are two possibilities: if the chosen site is free it can be simply allocated by the development, otherwise if at least one of the lots of the chosen site is allocated by another development a competition takes place. Before going into the details of competition, the following two concepts need to be clarified.

Each lot has two prices: actual price is the price that the occupying development uses when competing with the development trying to allocate this lot that uses the asking price. The actual price is always less than the asking price.
If a competition takes place on an occupied site between a requesting development and an occupying development, both the actual and the asking prices of the occupied lots increase by a fixed amount. As a result of this price increase one of three cases take place:

1. *The requesting development loses the competition:* this happens when the occupying development can afford the actual price of the site it is occupying, and the requesting development cannot afford the asking price of the site it is requesting. The result is that both actual and asking price matrices are reset to their original value, and the requesting development choose the next site in options list and repeat step 3 to allocate it.

2. *The requesting development wins the competition:* this happens when the occupying development cannot afford the actual price of the site it is occupying, and the requesting development can afford the asking price of the site it is requesting. The result is that the requesting development is allocated to the requested site, and the occupying development is removed from the land and placed at the first position in the list of developments want to be allocate.

3. Both developments afford their corresponding prices. The result is that step 3 is repeated again until one of both developments wins.

For the illustration example we described before, since the chosen Site is free so it can be allocated the development directly. Therefore the development occupies the Site at position 1, 1 and size 2*3 as seen in Figure 3.8.
3.4.3 Walk Through Example

To clarify the algorithm more, and to go through some of the cases that we did not encounter in the simple previous example, we assume there are two developments need to be allocated: the newest development X of size 3*3 of credit 100, and a development Y of size 2*3 of credit 400. Development X gets extra credit of 3*3*26 = 234, its total credit becomes 100 + 234 = 334. The order of prices of 3*3 Sites in the sorted options list is the following: 330, 300, 300, 300, 300, 270, 270, 270, and 270. The site of price 330 is chosen since it is free and has price more than half of X’s credit (330 > 334/2). So development X allocates the site at position 2, 2 and size 3*3 as shown in Figure 3.9.

Figure 3.9 Allocation of development X
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Now development Y is added. The order of prices of 2*3 Sites in the sorted options list is the following: 230, 230, 210, 210, 210, 170, 170, 150, 150, 150, and 150. None of the sites is free, so the first 2*3 site at position 1, 1 is chosen as shown is Figure 3.10.

\[
\begin{array}{cccccccc}
9999 & 9999 & 9999 & 9999 & 9999 & 9999 & 9999 & 9999 \\
9999 & 20 & 30 & 40 & 40 & 20 & 9999 & 9999 \\
9999 & 30 & 40 & 50 & 40 & 30 & 9999 & 9999 \\
9999 & 20 & 30 & 40 & 40 & 20 & 9999 & 9999 \\
9999 & 10 & 20 & 30 & 20 & 10 & 9999 & 9999 \\
9999 & 9999 & 9999 & 9999 & 9999 & 9999 & 9999 & 9999 \\
\end{array}
\]

Figure 3.10 Development X (orange) and the chosen site of development Y (green box)

This Site cannot be allocated directly rather there is competition between developments X and Y. The asking price is the price we were using until now. The actual price is the price that the occupying development uses when competing with a development trying to allocate some of its Lots. For our example the actual price matrix is shown is figure 3.11. The asking price of any Lot is five credits more than its actual price.

\[
\begin{array}{cccccccc}
9999 & 9999 & 9999 & 9999 & 9999 & 9999 & 9999 & 9999 \\
9999 & 5 & 15 & 25 & 15 & 5 & 9999 & 9999 \\
9999 & 15 & 25 & 35 & 25 & 15 & 9999 & 9999 \\
9999 & 25 & 35 & 45 & 35 & 25 & 9999 & 9999 \\
9999 & 15 & 25 & 35 & 25 & 15 & 9999 & 9999 \\
9999 & 5 & 15 & 25 & 15 & 5 & 9999 & 9999 \\
9999 & 9999 & 9999 & 9999 & 9999 & 9999 & 9999 & 9999 \\
\end{array}
\]

Figure 3.11 Actual price matrix of the land

Development X uses the actual price in the competition since it is the occupying development. From figure 3.11 we can see that the price of the site it is occupying is 285. As mentioned in the algorithm description, the competition is represented by an increase
of overlapping lots, in this case the lots in the green box in Figure 3.10. The price of each lot increases by five, so the price of both sites increases by 30 (5*6 lots). After two iterations, development X loses the competition because the price of its site become 285 + 2*30 = 345 which is more than 334. This means development Y allocates its requested site as shown in Figure 3.12.

![Figure 3.12 Development X loses the competition and Y Allocates the green site.](image)

Now it is the turn of development X again. Since there are no sites of size 3*3 it will be resized, its size is now 2*3. The order of prices of 2*3 Sites in the sorted options list is the following: 230, 230, 210, 210, 210, 210, 170, 170, 150, 150, 150, and 150. The first free site of price more than half of Y’s credit is of price 170 (170 > 334/2) at position 3, 1. This site is allocated as in Figure 3.13.

![Figure 3.13 Development X is allocated after being resized](image)
3.4.4 Algorithm Discussion

This section discusses the two major concerns in the algorithm, stability and fairness.

3.4.2.1. Stability

The algorithm should be stable when allocating new development, meaning that the land should converge to a stable allocation after executing the algorithm and not looping infinitely trying to find a site for a development. This scenario happens when a development has a small credit comparing to the blocks prices, the development might keep trying infinitely to allocate a site without succeeding. The algorithm assures stability by the following:

a. Resizing: When a development fails to allocate all sites in options list due to insufficient credit, it will be resized. Consequently, with a smaller size and the same credit, the development has more chance of affordance and thus is more capable of allocating a site on the land. This prevents a development to loop infinitely if it cannot afford any site of its size.

b. The algorithm minimizes the competition between a new development and the occupying development. When selecting a site, the new development does not choose the most expensive site it can afford if this site is occupied; rather it chooses the first free site in options list having a price more than half of the new development credit. By doing so, the development is not greedy when choosing a site because it accepts to allocate a site with price less than what it can afford.
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c. The lots prices are reset to their original value after allocating every developments, this assures that the prices are always stable even if they go up due to competitions between developments, and not increase infinitely.

d. During competition, the algorithm considers two types of site prices: actual price for the occupying development and asking price for the requesting development. The actual price is always less than the asking price to give the occupying development the advantage on the requesting one, thus a requesting development cannot remove another development with the same size unless it has a total credit greater than or equal to the sum of the occupying development credit, plus the total number of lots multiple the difference between the actual and asking price. For example if two developments both of size 3*3 lots, the occupying development have credit of 20, and assuming the difference between the actual and asking price is 2, the requesting window should have at least credit of 38 that is 20+(3*3*2) to be able to remove the occupying development. By doing so the algorithm assures that there is few switching between developments, and that the layout is consistent if there is slight change in developments’ credits, which assures stability.

3.4.4.2. Fairness

Similarly to what happens in the real estate market, a buyer with a certain credit buys a piece of land which has a price less than or close to his credit. As and example, a buyer
with total credit of 100 would not accept to buy a piece of land that has a price of 30, simply because he can afford more expensive piece, so why buying a cheap one! The algorithm assures fairness by:

a. In step 2, a new development chooses the first free site in options list with the condition that this site has a price more than half of the development credit. This means that a development chooses only the sites that do not have low credit relative to its credit.

b. When a new development is introduced, the algorithm gives it a bonus credit proportional to its size. This is similar to the “first home plan” in real estate market where a buyer gets a discount if he is buying his first home. The algorithm considers that only one development has this privilege at a time. This assures that a new development is displayed even if its credit is relatively small.
Chapter 4

Implementation

This chapter presents the implementation details of the real estate layout manager. We start with the technology and the deployment of the system, followed by a brief description of the layout viewer tool used to simulate the layout manager, then a description of the interface between the tool and the manager, and finally we describe the software architecture of our layout manager system.

4.1 Technology and Deployment

The technology used in the implementation is Java2 Platform, Standard Edition, v1.6 (J2SE). The layout manager that uses the real estate market metaphor was first
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implemented as a standalone Java application. A simple GUI similar to the one shown in
the example presented in section 3.4.3 was first implemented to proof the correctness of
the layout management algorithm. All components were implemented according to the
design except the sub-components of the context-awareness components that are
responsible for detecting and extracting the factors that generate credits for views.
However the implementation of the context-awareness component is able to add up the
hardcoded credit worth of each factor and return the total credit of each view to the
layout manager.

Then the real estate layout manager was integrated with a layout viewer application
developed at Magor communication Inc [2]. Similar to the first implementation the
credit factors were hardcoded to generate credit for each view. A brief description of the
layout viewer application before integration the real estate layout manger is given below
in section 4.2.

4.2 Layout Viewer Application

The layout viewer application was developed at Magor communication Inc. to simulate
real display setup with screens and cameras. The layout manager used to control the
display is a rule-based or constraint-based manager similar to the technique described in
[20] and mentioned in section 2.2.1. The application specifies the layout rules for six
predefined setups as seen in the menu of Figure 4.1, this screen shot shows how one
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desktop view and two video views are allocated on a setup formed of 2-panels and 2-cameras.

Figure 4.1 Screenshot of layout viewer application with predefined setups in the menu

The user can also specify a customized display setup if the desired setup is none of the predefined setups. As seen in Figure 4.2, the user can specify the number of screens horizontally and vertically, each screen resolution, and bezel width.

Figure 4.2 Customized display setup configuration
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4.3 The Layout Manager-Viewer Interface

An interface between the layout viewer application and the layout manager is needed because each application has its specific problem-space i.e. its own data types and techniques to allocate views on the display. For example a view in layout viewer application (called resource) has no size and credit, where as in real estate layout manager the views (called developments) should have a size and a credit and the display should be a matrix of Lots.

Figure 4.3 shows the UML class diagram of the interface. The most important class is RealEstateLayoutAdapter. The role of the adapter is to make the translation between the layout viewer and the real estate layout controller, by:

- Transforming the list of screens to a Land i.e. a 2D matrix of Lots as described in section 3.4.1. The class Surveyor is used to create the 2D matrix of Lots and the class Appraiser is used to assign prices for Lots in this matrix.
- Transforming the list of Resources to a list of Developments.
- Using the RealEstateLayoutController to get the list of bindings between developments and sites namely DevelopmentSiteBinding list.
- Transform DevelopmentSiteBinding list to ResourceLayoutBinding list used by the LayoutController.
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As shown in Figure 4.3, the RealEstateLayoutAdapter class implements the LayoutController abstract class by providing a definition for method layoutResources(). The RealEstateLayoutAdapter class uses Surveyor and Appraiser classes to create a 2D matrix of lots that represents the land, this happens when the display setup is changes i.e. screens position or dimension, or cameras position is changed. In such case a new RealEstateLayoutController is created, and then the method allocateDevelopments() is called to get a list of bindings between developments and sites. Afterwards this list is transformed to ResourceLayoutBinding list that is returned to the parent class LayoutController.
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The UML sequence diagram in figure 4.4 shows how the class RealEstateLayoutAdapter uses the classes Surveyor and Appraiser to create the 2D matrix of lots. First the Surveyor uses the list of screens to create a 2D matrix of lots, and then this matrix is used by the Appraiser to assign a price for each lot according to the method described in section 3.4.1.

![UML class diagram of land creation](image)

**Figure 4.4 UML class diagram of land creation**

### 4.4 Layout Manager Implementation

The real estate layout manager has been implemented using the design concepts described in the chapter 3. We start with the explanation of the software architecture of the system, and then we present selected pseudo-code sections of the implementation of
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the algorithm describe in section 3.4, and at the end we present a UML sequence diagram showing the allocation of a Site by Development.

4.4.1 Software Architecture

The UML class diagram in Figure 4.5 shows the software architecture of the layout manager. The main class that implements the real estate layout management algorithm is the \texttt{RealEstateLayoutController}. This class has a 2D matrix of lots i.e. the land, and has a list of developments that need to be allocated on the land.

![UML class diagram of the software architecture of the layout manager](image)

The method \texttt{allocateDevelopments()} is used to allocate the developments on the land. The following is the pseudo-code in this method:

```pseudocode
while (the list of developments is not empty) {
    current development is the first in the list;
    scan the land and store Sites in options list;
    if (options list is not empty) {
        sort options list;
        choose a site from options list;
        allocate the chosen site;
    }
}
```

56
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This method uses the following four private methods:

- **scanLand()** to create options list that contains all sites affordable by a development. The following is its pseudo-code:

  ```java
  for (all vertical lots in Land: i) {
    for (all horizontal lots in land: j) {
      create new site that starts at position i,j of same size as current development;
      if (price if site < credit of current development) {
        store it in options list;
      }
    }
  }
  ```

- **sortOptionsList()** to sort options list using the comparator specified in OptionsListComparator class. The following is the pseudo-code of the comparator:

  ```java
  compare (site s1, site s2) {
    if (price of s1<s2) {
      position of s1 greater than position of s2;
    }
    else if (price of s1>s2) {
      position of s1 lower than position of s2;
    }
    else if (both prices are equal) {
      if (number of occupied Lots is s1 < number of occupied Lots in s2) {
        position of s1 lower than position of s2;
      }
      else {
        position of s1 lower than position of s2;
      }
    }
  }
  ```

- **chooseSite()** to choose a site from options list to allocate. The following is its pseudo-code:
Implementation

current site = the first element in options list;
while (a site is not chosen yet AND the end of options list is not reached) {
    if (the current site is free and has price > half of current development) {
        choose this site;
        place it at the first position in options list;
    } else {
        current site = next element in options list
    }
}
if (no site is chosen) {
    choose the first Site in options list;
}

• allocateSite() to allocate the chosen site. The following is its pseudo-code:

current site = the first element in options list;
while (end of options list is not reached AND current development still not allocated) {
    if (current site is free) {
        current development allocates current site;
        create a binding between both;
        if (current development is not already in bindings list) {
            add the binding to the binding list;
        }
    } else { // there is competition between occupying and requesting developments
        increase the asking and actual prices of the occupied Lots in current site;
        if (current development can afford the asking price of current site) {
            for (all occupying developments: d) {
                if (development d cannot afford the actual price of its site) {
                    deallocate d from its site;
                    place it at position 1 of developments list;
                }
            }
        }
    } else {
        reset the prices of all Lots;
        current site = next element in options list;
    }
} // end of while loop
Implementation

if (current development is not allocated) {
    resize current development;
}

4.4.2 Site Allocation Sequence Diagram

The sequence diagram in Figure 4.6 shows the interaction between different objects to assign a site to a development. We start by assuming that the site that a development wants to allocate is free, this means none of its Lots is occupied. First the sole object of class RealEstateLayoutController checks if the object of the chosen site is free, the value is then returned. The box titled “opt” represents an option that the interaction sequence may go through. We assume that the chosen site is free so the sequence continues inside this box. The method assignSite() of the object of class Development is called, then this object calls setReserved() method of the chosen site object. The latter, in its turn, calls the method reserve() on all the Lot objects of the chosen site, here lote_n_m is the object of the last Lot in the chosen site. At last, a binding between the development and the chosen site is formed by creating an object of type DevelopmentSiteBinding.
Implementation

Figure 4.6 UML sequence diagram for site allocation
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Evaluation and Results

In this chapter we evaluate the real estate layout manager system to justify the suitability of our proposed approach. Using the layout viewer application described in chapter 4, we compare the layout results of both: the rule-based layout manager and our proposed real estate layout manager. Then we show the performance of both managers, followed by the results of the usability study that we performed to confirm the effectiveness of different aspects of our system. Finally, we provide a discussion as per the obtained results.
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5.1 Experimental Setup and Procedures

The following experiment is performed using the layout viewer application on both layout managers: the rule-based layout manager and our proposed real estate layout manager. The experiment is performed on a Desktop PC (Intel Pentium 4, 2.2 GHz, 1 GB RAM) running Eclipse SDK v3.4 on Windows XP Home edition.

A resource is a window that contains a video or a desktop view. The following test cases are performed:

1. Using the rule-based layout manager and the “2 panel with 2 cameras” predefined display setup, we use up to seven resources.
2. Using the rule-based layout manager and the “Matrix” predefined display setup, we use up to seven resources.
3. Using the rule-based layout manager and a customized display setup made of 3*2 screens, we use up to eleven resources.
4. Using the real estate layout manager and the “2 panel with 2 cameras” predefined display setup using up to seven resources.
5. Using the real estate layout manager and the “Matrix” predefined display setup, we use up to eleven resources.
6. Using the real estate layout manager and a customized display setup made of 3*2 screens, we use up to eleven resources.
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5.2 Results

The results of the six test cases are presented here. First we show the results of our proposed system followed by the results of the rule-based system, and then a usability study, and at the end we discuss the obtained results.

5.2.1 Rule-based Layout Manager Results

In this section we show results of test cases 1, 2, and 3 where the rule-based layout manager is used.

5.2.1.1 Test Case 1

In test case 1 a “2 panel 2 cameras” display setup is used. Figure 5.1 shows the layout of seven resources. They are all aligned horizontally and the sizes of the resources on the left screen do not allow viewers to see the content of the video clearly.

Figure 5.1 Rule-based manager with seven resources on “2 panel 2 cameras” setup
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5.2.1.2 Test Case 2

In test case 2 a "Matrix" display setup is used. Figure 5.2 shows the layout of seven video resources and one desktop resource. One of the screens is left empty, the desktop resource allocates one screen, and the video resources allocate the lower two screens similar to test case 1.

![Figure 5.2 Rule-based manager with one desktop and seven video resources on "Matrix" setup](image)

5.2.1.3 Test Case 3

In test case 3 a customized display setup, made of 3*2 screens, is used. A customized display setup means that there are no rules used to manage the layout; rather they are allocated in a pseudo-random way. Figure 5.3 shows the layout result of seven resources.
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We made the width of the bezel larger to show that resources can be allocated on two or more screens as in the case of the video in lower right corner, and that resources can overlap, as in the video in the middle left, or even completely cover each other.

Figure 5.3 Rule-based manager with seven resources on 3*2 screens setup

5.2.2 Real Estate Layout Manager Results
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In this section we show the results of test cases 4, 5, and 6 where the real estate layout manager is used.

5.2.2.1 Test Case 4

In test case 4 a “2 panel 2 cameras” display setup is used. Figure 5.4 shows the layout of two resources, each occupying the total space of a screen.

Figure 5.4 Layout with two resources on 2-panel setup

Figure 5.5 shows the layout of three resources, the new resource occupies one screen and the two older resources are allocated on the other screen.
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Figure 5.5 Layout with three resources on 2-panel setup

Figure 5.6 shows the layout of more than five resources. Similar to Figure 5.5, the new resource occupies one screen and the four other resources occupy the other screen, the remaining resources are not displayed because they are resized to a point that their size becomes less than the minimum acceptable size.

Figure 5.6 Layout with more than five resources on 2-panel setup
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5.2.2.2 Test Case 5

In test case 5 the “Matrix” display setup, made of 2*2 screens, is used. Figure 5.7 shows the layout of seven resources, the newest resource is always the one that gets the largest space on the display.

![Figure 5.7 Layout with seven resources on Matrix setup](image)

Figure 5.7 Layout with seven resources on Matrix setup

Figure 5.8 shows the layout of eleven resources. The new resource is allocated on one separate screen; three resources are allocated on one screen; three other resources on another screen; and the remaining four screens are allocated on the fourth screen.
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5.2.2.3 Test Case 6

In test case 6 a customized display setup, made of 3*2 screens, is used. Figure 5.9 shows the layout result of eleven resources. The new resource is allocated on one screen, and on the remaining five screens a pair of resources is allocated on each.
5.2.3 Performance Evaluation

The only quantitative measurement of the layout manager is the response time. This factor is measured in the layout viewer application using the "Matrix" display setup. Figure 5.10 shows the response time of the rule-based layout manager for a number of views between one and eleven views. The response time of the system as function of number of views is always less than three milliseconds. This high performance is due to
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the limited processing in the rule-based approach where the rules are simply retrieved and applied on the existing views.

Figure 5.10 Response time for rule-based layout manager

Figure 5.11 shows the response time of the real estate layout manager for the same number of views in Figure 5.10. The response time for the first four views is less than 100 ms; afterwards it increases significantly. This is because the “Matrix” display setup can layout four views, each on one screen. After adding the fifth view, competitions occur between the views and some of them are resized which cause the system to perform more processing and eventually experience higher response times.
5.2.4 Usability Test

We have performed a usability test to qualitatively evaluate our proposed system. The usability test consists of twelve volunteers of age group between 22 and 35, and of experience with videoconferencing systems. The users were requested to perform the six test cases listed in section 5.1 and to fill up a questionnaire to evaluate the proposed system using Likert scale [6] in which the answers are in the range of 0-4 (the higher the rating, the greater the satisfaction).
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Figure 5.12 shows the average values and the standard deviation for responses of users on four questions on both the rule based and real estate layout managers. Following are the questions 1 to 4:

- Question 1: The sizes of views are visually pleasant.
- Question 2: The positions of views are visually pleasant.
- Question 3: As the number of conferees increases, the layout of the videoconference becomes unacceptable.
- Question 4: The response time is acceptable.

Figure 5.12 shows that the users are more satisfied with real estate layout manager than the rule-based layout manager as per the size and position of the views on the display, which means that the real estate layout manager makes better utilization of the display area and the layout results are visually pleasant to the viewer. The standard deviation of responses about the sizes of views in rule-based layout manager is around 1.3; this means users have different opinions about this question, because some of them consider the situation when there are many views and the sizes are very small to be seen, and other users do not consider this factor.

The results of question 3 showed that users are much more satisfied with the real estate layout manager as the number of conferees increases; the average satisfaction of the latter is 3.5, whereas this value is 0.8 for the rule-based layout manager. The reason of this satisfaction is that only the important views are displayed in a size greater than the
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minimum acceptable size in the real estate layout manager, whereas in the rule-based layout manager all views are displayed on a horizontal line in the middle of the screen regardless of their sizes.

The results of question 4 show that users’ satisfaction of the response time of the rule based layout manager is 2.8, and it is 2 for the real estate layout manager, which is the middle of their satisfaction in Likert scale. This means that even though the response time of the layout manager is in the order of few seconds as shown is Figure 5.11, but this is still acceptable and usable for the users.

![Figure 5.12](image)

**Figure 5.12** Average values and standard deviations for responses of users on questions comparing rule-based and real estate layout managers

Figure 5.13 shows the user response percentage of the following three questions:
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- Question 1: The newest view has always occupied the largest space on the screen compared to other views.
- Question 2: Real estate layout manager has clear advantages over rule-based layout manager.
- Question 3: The consistency issue has distracted me in the videoconferencing session.

The answers of question 1 show that eight out of twelve users strongly agree that the newest view has always occupied the largest space on the screen when the real estate layout manager is used. This means that the implementation of algorithm performed according to its design that has specified that the newest view gets the “first time buyer bonus” and thus allocated a larger area on the display.

The answers of question 2 show that all users believe that the real estate layout manager has clear advantages over rule-based layout manager, simply because the position and size of the former are more satisfying than the latter, and because the former can adapt to any display setup which is not the case in the latter.

Question 3 is included in the questionnaire to evaluate the effect of one of the limitations of the system, namely inconsistency in the layout of views, in which the positions of views change between screens after adding or removing one view. Six of the twelve users agree that the inconsistency distracted them during the test, one strongly agrees, three did not agree, and two are neutral. Thus for most of the users, inconsistency is an
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important issue that should be considered in the real estate layout manager despite their overall satisfaction.

![Figure 5.13 Users response percentage on the evaluation of the real estate layout manager](image)

---

**5.2.5 Results Discussion**

After examining the allocation results of the real estate layout manager we can easily notice that it takes advantage of the total space of the display as demonstrated by the results of test cases 4, 5 and 6, and does not leave any screen empty as in the results of test case 1 of the rule-based manager. Also it assures that the size of a resource is not less than the minimum acceptable size for a viewer, in contrast with the results of the rule-based manager that reduces the sizes of resources when a new resource is introduced regardless of whether they are visible by the viewer or not, as shown in the results of test cases 1 and 2. These advantages have been confirmed by the results of the usability test where the satisfaction of users scores higher values for question about positions and sizes of views of the real estate layout manager compared to their satisfaction with the rule-based layout manager.
Evaluation and Results

The most important advantage of the real estate layout manager is that it adapts with any display configuration, which is not the case in the rule-based layout manager. Comparing test cases 3 and 6 where a customized display is used, the real estate layout manager was able to allocate eleven resources on positions that look visually organized and symmetric, and their sizes is acceptable with respect to the screens sizes. Whereas the rule-based layout manager was allocating the resources in a pseudo-random fashion, and many resources are completely or partially covered by other resources, and half of one of the screens is empty. Thus we can claim that our manager is dynamic in the sense it can adapt to any display setup and generally produces better layout results than the rule-based layout manager. This causes all users in the usability test to confirm that the former has clear advantages over the latter.

Finally concerning the two limitations of the system, high response time and inconsistency, the usability test shows that the users are slightly affected by the high response time, but it does not diminish their satisfaction with the proposed system as long as it produces desirable results within reasonable response time. On the other hand, they notice the inconsistency in the positions of the views, which is not desirable for them when they focus on one of the views and it moves from one screen to another. This issue can be addressed in the future by allowing a view to change its position in the same screen and not among screens.
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Conclusion and Future Work

6.1 Conclusion

In this thesis, we presented a novel approach for managing the layout of views of sites in videoconferences using the real estate metaphor. This approach is considered novel because it manages the layout of views on any display setup dynamically without needing the user to specify any layout rules; his/her task is limited to providing the display setup geometry to the system.

Moreover, the context of the videoconference and the content of remote views affect their layout on the display. The proposed approach is able to evaluate the views according to a list of features specified by the user; therefore the system is context-aware.
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The important improvement is that the user is freed from the burden of controlling the videoconferencing technology which makes the interface between them more transparent.

There are some limitations in the proposed system. The response time of the system is higher than its competitors, specifically the rule based layout manager; this is because there are more memory usage and computation involved. Using high performance computers can make the response time of the system more acceptable. Another limitation is the consistency issue; during the videoconferencing session participants join and leave causing a change in the layout. Viewers can be distracted when the positions of views change. We want to address this issue in the future releases of the system.

6.2 Future Work

The most important work need to be done in the future is to make the system able to measure the context parameters and automatically compute the credits for views. Some techniques are suggested in section 3.3. Also more context parameters can be investigated and added to the system to meet users’ expectations.

One possible extension of the system is to give the viewer the freedom to make/change the layout manually. This work is part of the layout viewer not the layout manager, but adding this feature to the system increases the user satisfaction and allow him/her to control the layout in case he/she has a unique preference or in case of a system crash.
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