Zhiyong Weng

AUTEUR DE LA THÈSE / AUTHOR OF THESIS

M.Sc. (Computer Science)

GRADE / DEGREE

School of Information Technology and Engineering

FACULTÉ, ÉCOLE, DÉPARTEMENT / FACULTY, SCHOOL, DEPARTMENT

A Framework for Mobile E-Commerce Based on Intelligent Agents

TITRE DE LA THÈSE / TITLE OF THESIS

Thomas Tran

DIRECTEUR (DIRECCTRICE) DE LA THÈSE / THESIS SUPERVISOR

CO-DIRECTEUR (CO-DIRECTRICE) DE LA THÈSE / THESIS CO-SUPERVISOR

EXAMINATEURS (EXAMINATRICES) DE LA THÈSE / THESIS EXAMINERS

Anil Somayaji

Jochen Lang

Gary W. Slater

Le Doyen de la Faculté des études supérieures et postdoctorales / Dean of the Faculty of Graduate and Postdoctoral Studies
A Framework for Mobile E-Commerce Based on Intelligent Agents

Zhiyong Weng

Thesis submitted to the
Faculty of Graduate and Post Doctoral Studies
In partial fulfillment of the requirements
For the Masters in Computer Science Degree*

School of Information Technology and Engineering
Faculty of Engineering
University of Ottawa
© Zhiyong Weng, Ottawa, Canada, 2007

* The Masters program in Computer Science is a joint program with Carleton University, administered by the Ottawa-Carleton Institute for Computer Science
NOTICE:
The author has granted a non-exclusive license allowing Library and Archives Canada to reproduce, publish, archive, preserve, conserve, communicate to the public by telecommunication or on the Internet, loan, distribute and sell theses worldwide, for commercial or non-commercial purposes, in microform, paper, electronic and/or any other formats.

The author retains copyright ownership and moral rights in this thesis. Neither the thesis nor substantial extracts from it may be printed or otherwise reproduced without the author's permission.

In compliance with the Canadian Privacy Act some supporting forms may have been removed from this thesis.

While these forms may be included in the document page count, their removal does not represent any loss of content from the thesis.

AVIS:
L'auteur a accordé une licence non exclusive permettant à la Bibliothèque et Archives Canada de reproduire, publier, archiver, sauvegarder, conserver, transmettre au public par télécommunication ou par l'Internet, prêter, distribuer et vendre des thèses partout dans le monde, à des fins commerciales ou autres, sur support microforme, papier, électronique et/ou autres formats.

L'auteur conserve la propriété du droit d'auteur et des droits moraux qui protège cette thèse. Ni la thèse ni des extraits substantiels de celle-ci ne doivent être imprimés ou autrement reproduits sans son autorisation.

Conformément à la loi canadienne sur la protection de la vie privée, quelques formulaires secondaires ont été enlevés de cette thèse.

Bien que ces formulaires aient inclus dans la pagination, il n'y aura aucun contenu manquant.
Abstract

Mobile e-commerce has offered new channels for trading products in e-marketplaces over mobile devices by applying the intelligent and mobile agent technologies. These existing e-commerce applications have two specific limiting factors. First, it is difficult for them to be integrated together due to the lack of common communication languages and interaction protocols. Secondly, they might cause expensive participation cost because mobile devices are required to maintain a longtime connection with the network when mobile agents are employed. This thesis proposes a feasible FIPA-compliant framework to address these problems. The standard agent communication language and interaction protocols defined by the FIPA specifications are incorporated in the framework. This enables agents to talk in multiple marketplaces. The use of mobile agents is improved to reduce connection time and simplify the manipulation of mobile devices.
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Chapter 1 Introduction

1.1 Introduction

As a growing area of electronic commerce, Consumer-to-Consumer (C2C) applications have helped individuals to conduct their own e-business transactions. Without a sole reliance on companies any longer, consumers are increasingly connected within e-business via such channels as online auction sites, classified ads sites and for-sale forums or newsgroups. Nowadays, mobile devices such as personal digital assistants (PDA) and mobile phones are gaining popularity among business and consumer users. Many people professionally use mobile devices to access any type of information through the Internet. According to JupiterResearch, there were nearly 195 million mobile phone users in the world in 2006 [21]. Ever-increasing mobile phone users are pinpointed in e-commerce markets. Advances in mobile and wireless technologies are making anywhere and anytime computing a reality. As a result, consumers become mobile because new wireless communication channels are more and more applied in the e-commerce domain.

Obviously, e-commerce environment will be more complicated and extended with the applications of agent and mobile technologies. Growingly accepted into normal daily life, agents (also called personal agents) are being deployed in mobile devices, to cater the demands of mobile users, who desire to the ability of participating in e-businesses from anywhere and anytime. Therefore, it is necessary and important to construct frameworks for developing e-marketplaces that facilitate the transactions between consumers with mobile access and user support capabilities. In the next section, we will discuss the emerging challenges in the process where the traditional e-business structure evolves into the new mobile e-commerce environment. After outlining the potential problems, a framework is proposed to address the challenging issues.
Chapter 1. Introduction

1.2 Problem Description

Compared to traditional Internet-based e-commerce applications that are typically developed over the Web architecture for human-computer interactions, agent-based e-marketplaces do not require that consumers have to login to the intended Web sites from their static personal computers in person. Nonetheless, most agent-based application developments involve wired infrastructure and do not satisfy the mobile demand due to their lack of a wireless channel for consumers’ participation. With the convergence of Internet and mobile communication networks, mobile e-commerce is approaching the business forefront and enables the conduct of business and services over mobile devices.

Indeed buying small things through mobile devices brings great convenience to mobile consumers and saves them a lot of time. Technically speaking, personal agents are deployed and customized in mobile devices to meet the demands of consumers, whatever they want and whenever they want (e.g. [11][17][22][26]). However, it should be noted that mobile devices suffer not only from the limitations of battery life, memory, data storage, and computing power, but also from small screens, cumbersome input, and limited network bandwidth and network connections [59]. Most existing mobile e-commerce applications (e.g. [5][22][33][37]) have introduced mobile agent technology to overcome the limitations of mobile devices. Mobile agents are initiated from mobile devices, are able to move to e-marketplaces through the Internet, and conduct trading on behalf of buyers or sellers. These applications, nevertheless, do not address and solve the potential issues that they could involve long-time manipulation of mobile devices and require costly long-standing connection with the Internet. Also, they are standalone applications without an interface for linking to other mobile e-commerce systems. They only support their own agents and thus might not be interoperable with other e-marketplaces.

Furthermore, the distributed nature of e-commerce indicates that consumers may require access to worldwide Internet markets. Obviously, those standalone applications could not interconnect with each other and thus could not form a scalable mobile e-commerce community. If they could comply with a commonly recognized standard, they would be more interoperable, can be integrated together and provide dynamic connectivity among
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buyers and sellers in the multiple e-marketplaces. Mobile agents therefore need to operate in heterogeneous and dynamic e-marketplaces. Hence, mobile agents will have to comply with a set of standards concerning the agent communication language and interaction protocols to be used. Most existing e-marketplaces have been designed with a single communication language or interaction protocol. Consequently, local agents are not able to communicate with other remote agents from outside these systems. Mobile Agent System Interoperability Facility (MASIF) [34] is a standard of Object Management Group (OMG) that provides definitions and interfaces for the interoperability between mobile agent systems. MASIF focuses on standardizing agent management, agent transfer, and names for agents and agent systems. MASIF extensively addresses inter-system agent communication by Common Object Request Broker Architecture (CORBA). However, MASIF does not address the issue of agent communication. Therefore, no communication or negotiation protocols are defined and these are left to implementers.

1.3 Motivation

Mobile e-commerce means making online purchases and/or transactions anywhere and anytime. We believe that the next phase of electronic business growth will be in the area of mobile e-commerce. In Section 1.2, we already discussed the issues emerging in the existing mobile e-commerce applications. We should take these issues into consideration when designing a framework for the mobile C2C commerce. We strongly believe that an approach combining agent mobility and intelligence will offer us abilities to design and develop a multi-agent e-market framework. We can deploy some intelligent agents that cooperate with each other, represent the user's needs, and contact appropriate partners in the marketplaces when some pre-specified condition holds. As the remote representatives of users, mobile agents will migrate over the Internet anytime to perform trades on behalf of mobile device users, thus mitigating the suffering of mobile devices. Although there is not a universally accepted set of standards for developing multi-agent systems, the Foundation for Intelligent Physical Agents (FIPA) [10], which aims at providing one language commonly understood by most participants in e-commerce, is obtaining a growing acceptance. Agent
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communication language is well-formed defined by FIPA whereas it is not addressed by MASIF. With FIPA becoming a de facto standard in this field, we are able to develop a FIPA-compliant mobile e-commerce system with enhanced interoperability.

1.4 Thesis Objectives

The main aim of this thesis is to construct a feasible framework that is:

- Based on mobile, intelligent agents. Agents can pro-actively monitor trading opportunities, search for trading partners, and make trading decisions to satisfy users’ preferences in an e-marketplace and visit other e-marketplaces if required. A trade pattern is also designed for reducing users’ participation cost via mobile devices.

- Compliant with FIPA standard. This is to improve the interoperability of the framework, which can be integrated with other FIPA-compliant e-marketplaces, thus enabling agents to migrate among them.

- To resolve the current constraints in mobile devices. The framework is to assist mobile users to perform tasks in e-commerce by manipulating their mobile devices with minimal intervention.

- Extensible. Our current work focuses on employing mobile agents, which act on behalf of consumers and migrate to remote marketplaces to participate in a C2C e-commerce application. As an expansion from online B2C e-commerce, C2C transactions will continue to grow in popularity and provide facilities for B2C and even B2B exchange. One obvious reason is that individual consumers can become small businesses when they post items or services for sale more often. Thus, the framework should also extend, encourage and assist e-commerce not only between consumers but also between businesses.
1.5 Thesis Contributions

This thesis proposes a feasible framework that combines agent mobility and intelligence for consumer-oriented e-commerce applications. The main contributions of this thesis are listed as follows:

- A paradigm is presented for future mobile e-commerce applications—an anytime anywhere mobile multi-agent e-market framework—that can be integrated with other global multi-functional e-marketplaces in a cost-effective manner.

- This framework can complement the current Web-based Internet commerce systems via means of mobile agents. Mobile devices would not suffer limitations and mobile users survive from expensive participation cost.

- This thesis provides an implementation to evaluate the feasibility of the conceptual framework. This implementation lays a foundation for practical applications in the future.

- The agent communication languages and interaction protocols are based on FIPA standard. This technology further ensures an interoperable architecture for a fully distributed dynamic wireless e-commerce environment.

- This framework has been exposed to the research community of the field and resulted in two technical paper publications: One paper was published in the International Journal of Information Technology and Web Engineering [60] and another was published in the Proceedings of the Sixth International Conference on Mobile Business [61].

1.6 Summary and Thesis Organization

Chapter 1 provides a brief introduction on why mobile and agent technologies should be integrated into e-commerce applications during the evolution of e-commerce. This chapter also points out the possible problems commonly faced by most agent-based e-commerce systems. In addition, the objectives and contributions of this thesis were introduced. The following outlines the remaining structure of this thesis.
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Chapter 2 introduces the background knowledge and related work regarding mobile agents, which are necessary investigations for the compilation of the requirements for the proposed framework. This chapter is intended to establish a firm understanding of mobile agent technology and survey the current state-of-the-art technology in existing mobile agent-related research.

Chapter 3 provides a detailed specification of the system framework, discussing the basic concepts, functions, and features. This chapter also addresses generic operations and possible scenarios. All types of agents are explained in aspects of their functionality. Mobile agents are also characterized under two areas, migration behavior and negotiation process.

Chapter 4 presents a reference implementation of the framework, as a proof of concept, using a scenario as an example for simulation. This chapter also describes the design methodology of the framework, presents the different technologies used in the framework, and summarizes some lessons learned.

Chapter 5 analyzes the benefits that our framework brings in and various existing problems based on the experiments. Chapter 6 concludes the thesis and discusses future work.
Chapter 2 Background and Related Work

2.1 Agent Technology

2.1.1 What is an Agent?

Agent technology is one of the most promising areas of software applications, increasingly emerging as a new paradigm for developing e-commerce applications. Agent paradigm has been claimed to be the next breakthrough in the development of innovative e-commerce applications [26]. This thesis is concerned with software agents and adopts the definition of agents proposed by Object Management Group CFTF RFP3 in Section B2.1 [38]: "Agents are programs that have an ability to move and have an ability to start executing autonomously." An intelligent agent is a software program, which differs from the traditional one, is widely characterized by five properties: autonomy, reactivity, social ability, pro-activeness and mobility [63], exhibited as the following concepts:

1. Autonomy: a software agent is an autonomous entity, able to control its actions and to operate without the direct intervention of humans or other systems.

2. Reactivity: a software agent is aware of its situated environment and responds to changes occurring in the environment.

3. Social ability: a software agent cooperates with other agents (and possibly humans) to fulfill its tasks via agent communication language.

4. Pro-activeness: a software agent is capable of behaving in a goal-directed manner by taking the initiative.

5. Mobility: a software agent has the ability of moving among the hosts in the network.
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In the argument over the relationship of agents and objects, some hold that agents are objects, and others hold that objects are agents. Below we offer some points of view on how the relationship of objects and agents can be defined:

1. Agents are similar to objects. Like objects, conceptually agents are objects, in the sense that agents have identity (to tell one agent from another), have their own state and behavior, and have interfaces by which they communicate with each other.

2. Main differences between agents and objects:
   - Agents are autonomous and reactive— they can individually decide whether to respond to messages from other agents. In contrast, objects do what they are asked to do. Agents model things in an active manner; objects might be considered to model things in a passive manner.
   - Intelligent agents use agent communication language to communicate with each other. They can change their behavior based on what they learn, and respond to different messages over time. Objects, by contract, use a fixed set of messages in communication.

Shoham [46] proposed an Agent-Oriented Programming (AOP) paradigm that introduces a formal language with syntax and semantics to describe agents in terms of the mentalistic, intentional notions that represent the properties of agents. Shoham's first attempt at an AOP language was the AGENT0 system. In the AGENT0 programming language, an agent is specified in terms of a set of capabilities (things the agent can do), a set of initial beliefs and commitments, and a set of commitment rules which determine how the agent acts [57].

2.1.2 Agent-based E-commerce

Software agents can autonomously mediate purchases for consumers when they shop over the Internet. In traditional e-commerce, consumers typically visit many websites to search and compare the prices of particular products. This tedious and time-consuming process could involve consumers gathering all relevant information and considering the availability of products in person. However, with agent technology being applied to the e-commerce domain, consumers can delegate an agent to handle all of the information gathering, price
Chapter 2. Background and Related Work

comparing, decision-making, and payment processing. In this case, consumers simply state what they want and do not need to direct an agent manually how the task is done. Several wired agent-based e-commerce systems have been proposed to address these problems. Kasbah [4], for example, serves as an electronic marketplace where buying and selling agents can carry out trade transactions. Bidding agents are realized on eBay [9], the world's number one online auction site, to facilitate individuals to trade their privately owned items. Ebay is considered one of the most successful C2C e-businesses. Other examples of C2C applications, such as Monster.com and Workopolis.com, provide a valuable service for consumers to look for jobs. Consumer-to-Consumer applications are a growing area of e-commerce. With the expansion of online business, peer-to-peer transactions in C2C continue to grow in popularity. Nonetheless, these existing systems do not satisfy the mobile demand of consumers due to their lack of providing a wireless channel for consumers to participate.

2.2 Mobile Agent Paradigm

2.2.1 Introduction of Mobile Agent

In contrast to stationary agents that execute only on the system on which they are started, mobile agents are defined as programmed entities that travel autonomously and freely through a computer network. On behalf of users, mobile agents fulfill a task specified by their users, such as gathering information, or getting closer to the necessary resources to exploit them locally rather than remotely. A mobile agent is not bound to the system on which it begins execution, and hence can be delegated to various destinations [23][27]. Started in one execution host, it has the capability of carrying its state and code with it to remote servers, where it resumes execution [28]. Mobile agents are a specific form of mobile code and execution state. The term "state" typically means the attribute values of the agent that help it determine what to do when it resumes execution at its destination. In the object-oriented context, "code" means the necessary class code for an agent to be executed. During the self-initiated migration, mobile agents work autonomously and communicate with other agents and host systems.
Several mobile agent systems have been designed in recent years. Telescript [62] is the first commercial mobile agent system developed by General Magic. Telescript provides transparent agent migration and resource usage control. Aglets from IBM [27] is also a mobile agent system based on the concept of creating special Java applets (named aglets that are capable of moving cross the network). JADE [1] is one of the agent development tools that can support efficient deployment of both agents' mobility and intelligence in e-business applications. As a middleware implemented in Java and compliant with the FIPA specifications, JADE can work and interoperate both in wired and wireless environment based on the agent paradigm. JADE supports weak mobility; that is, only program code can migrate while no state is carried with programs. NOMADS [49] supports strong mobility and secure execution; that is, the ability to preserve the full execution state of mobile agents and the ability to protect the host from attacks. Telescript describes a scenario in which a personal agent is dispatched to search a number of electronic catalogs for specific products and returns best prices to a PDA from where it starts [62]. An integrated mobile agent system called Nomad allows mobile agents to travel to the eAuctionHouse site (http://ecommerce.cs.wustl.edu) for automated bidding and auction monitoring on the user's behalf even when the user is disconnected from the network [40]. They all aim at reducing network traffic and latency.

2.2.2 Benefits and Applications

There are several advantages in using the mobile agent paradigm rather than conventional ones such as client-server based technologies [3][28][31][32]:

(1) Reduced network traffic by moving computation to data as compared with the client-server paradigm. The general idea is to move code close to a large database instead of transferring lots of data to a client; thus only relevant data is sent back to the client, which saves network bandwidth.

(2) Introduction of concurrency and asynchronous execution on multiple heterogeneous network hosts. This feature makes mobile agents suitable for nomadic computing,
meaning that mobile users can start their agents from mobile devices that offer only limited bandwidth.

(3) Delegation of tasks. A user can employ a mobile agent as a representative to roam the network and perform tasks for her. This goal would be very desirable in the short term while the user is not connected with the network.

The typical applications of mobile agents in the past decade included electronic commerce, personal assistance, distributed information search and retrieval, information monitoring and notification, real-time control, and parallel processing [3][28]. Recently, Satoh proposed a framework for building and operating agent itineraries for network management systems [42]. Satoh also explored mechanisms of mobile computing for mobile agents to mask temporal disconnections in the networks and to migrate through unstable networks [41].

_Flying Emulator_ [43] applied mobile agent technology in software testing methodology by means of running software on mobile computers. In future, mobile agents will be useful and essential technologies in real distributed systems. In particular, we focus on the applications of mobile agents in electronic commerce. When more than one single shopping website is involved, e-commerce becomes distributed and dynamic in nature. Consequently, the mobile agent paradigm is introduced to offer more coverage of information sources. Mobile agents offer delegation of tasks and asynchronous task execution by interacting with a number of distributed websites. With the capacity of traveling the network, mobile agents can roam on the Internet on consumers' behalf to search many electronic catalogues for interested products with the best possible prices. To meet customers' needs, mobile agents can carry out such duties as choosing products and vendors, interacting with other agents, negotiating the purchase and arranging payment. With asynchronous interaction, mobile agents can perform these tasks even when consumers' computers are disconnected from the network. When consumers' computers are reconnected, mobile agents will migrate back to their hosts with results. Therefore, one obvious benefit of the mobile agent paradigm is that mobile devices need only a few seconds of connectivity. We believe that mobile agents will be deployed widely and become the main paradigm for the next generation of distributed systems.
2.3 Multi-agent Systems

A Multi-agent System (MAS) is a system consisting of multiple intelligent agents interacting with one another [39]. The agents can cooperatively share a common goal or pursue their own interests selfishly. MAS-technologies focus on the development of agent communication languages (ACL), interaction protocols, and agent architectures. An agent communication language allows agents to communicate while hiding the details of their internal workings. Two major ACLs have been introduced, Knowledge Query and Manipulation Language (KQML, a language and protocol for exchanging information and knowledge) and FIPA ACL (more details in Section 2.4.2). Agent interaction protocols govern the exchange of a series of messages among agents. Several interaction protocols have been devised for agent systems, such as coordination protocols, contract net protocols, blackboard systems, negotiation protocols and market mechanisms [33]. MAS-based approach is the best way to design distributed e-commerce applications. In agent-mediated e-commerce, agents operate effectively and negotiate with each other productively, exchanging goods or services. Multi-agent infrastructure facilitates the virtual electronic market, governing the interaction of self-interested agents and handling multiple and various negotiation protocols. In addition, MASs have the ability to solve problems that are too large for a centralized agent to solve because of resource limitations; to provide solutions to problems that can naturally be regarded as a society of autonomous interacting agents (e.g. a scheduling agent that manages the calendar of its user in meeting scheduling); to provide solutions that efficiently use information sources that are spatially distributed, for example, information gathering from the Internet [50].

2.4 FIPA Standard

2.4.1 FIPA Agent System

The Foundation for Intelligent Physical Agents (FIPA) is an IEEE Computer Society standards organization that focuses on the promotion of agent-based technology and issues
related to the interoperability of agents [12]. FIPA was originally formed as a Swiss based organization in 1996 and was officially accepted by the IEEE as its eleventh standards committee in 2005. Current thirty-six members of the IEEE FIPA Standards committee are mainly from famous companies (e.g. Boeing Company and Siemens) and educational institutes (e.g. Carnegie Mellon University). Some working groups and study groups have been formed and approved within the scope of the FIPA Standards Committee, such as Agents and Web Services Interoperability Working Group and Review of FIPA Specification Study Group [12]. As we introduced earlier, the JADE middleware was developed based on the FIPA specifications.

![Abstract Architecture](image)

**Figure 2-1: FIPA Abstract Architecture Mapped to Various Concrete Realizations [13]**

FIPA defines issues on agent communication, including agent communication languages, message transport protocols, ontologies², and agent mobility. Figure 2-1 depicts the mapping between FIPA abstract architecture and various concrete realizations. To achieve interoperability and reusability, this architecture focuses on creating semantically meaningful messages. Agents may exchange messages using different messaging transports, different ACLs, or different content languages. This model includes Message Transport Service which

---

¹ More information on KQML can be found at [http://www.cs.umbc.edu/kqml/](http://www.cs.umbc.edu/kqml/).

² An ontology provides a vocabulary for representing and communicating knowledge about some topic and a set of relationships and properties that hold for the entities denoted by that vocabulary. More information on ontologies can be found at [http://www.fipa.org/specs/fipa00086/XC00086C.html](http://www.fipa.org/specs/fipa00086/XC00086C.html).
provides functions to support the sending and receiving of transport-messages\(^3\) between agents, Agent Directory Service which provides a location where agents register their descriptions as agent-directory-entries (contains basic information related to how to communicate with the agent, such as agent name and location), Service Directory Service which provides a location where services can register their service descriptions as service-directory-entries (allows agents to search services which match their interest), and ACL message structure. FIPA agent message transport protocol specifications deal with different network transport protocols for delivering ACL messages. An agent system may use OMG Internet Inter-ORB Protocol (IIOP), HTTP protocol, or Wireless Application Protocol to transmit ACL messages.

\textbf{2.4.2 Agent Messages}

In FIPA agent systems agents communicate with each other by sending messages encoded in an agent communication language based on the speech-act theory. Originally formulated by the British philosopher John Langshaw Austin, speech-act theory categorizes speech, distinguishing between informing, requesting and offering; each communicative act involves different presuppositions and has different effects \cite{47}. FIPA ACL is the language that provides a set of language primitives for agents to exchange regardless of the ontology or content languages they use. A FIPA ACL message consists of a set of message parameters \cite{14}. The following parameters are some crucial ones contained in an ACL message: \textit{performative}, which is a required parameter to denote the communicative act of the message (such as \textit{inform}, \textit{request}, \textit{propose}, etc.); \textit{sender}, which is an omissible parameter to identify the name of the agent that sends the message; \textit{receiver}, which is a compulsory parameter to identify the name of the intended receiving agent; \textit{content}, which expresses the meaning of the message; \textit{language}, which denotes the language used to express the content of the message; \textit{ontology}, which indicates the ontology used to construct the content expression. An example of ACL message structure, (\textit{inform} :\textit{sender} X :\textit{receiver} Y :\textit{content} "weather (today, raining)" :\textit{language} Prolog :\textit{ontology} weather), shows that the sender X informs the weather

\(^3\) A transport-message is an encoded ACL message, plus the envelope which includes the information about how to send the message.
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condition (today is raining) to the receiver Y upon Y’s query (e.g. what’s the weather like today?). In this structure, the programming language Prolog is used to express the content and the weather ontology attempts to describe the notion of weather.

2.4.3 Interaction Protocol

FIPA defines a set of interaction protocols that indicate certain message sequences exchanged among agents in typical conversations [15]. There are some typical patterns in the interaction protocols. Figure 2-2 depicts one example of the Contract Net Protocol, which is used in fully automated negotiation among agents, for instance, between buying and selling agents in electronic marketplaces. In this protocol, an agent can be an Initiator or a Participant or both at any time. The Initiator sends out a Call for Proposals (CFP) and multiple Participants review CFP and bid on feasible ones. Finally, the Initiator chooses the best bid and awards a contract to that Participant.

![Figure 2-2: FIPA Contract Net Interaction Protocol](image)

Figure 2-2: FIPA Contract Net Interaction Protocol
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2.5 Mobile e-commerce

2.5.1 Definition

Mobile e-commerce [35], also known as m-commerce, is the buying and selling of goods and services through Internet-enabled wireless handheld devices such as cell phones and PDAs. As next-generation e-commerce, m-commerce enables users to buy, sell, and advertise goods and services by accessing the Internet anywhere and anytime via their mobile devices.

2.5.2 Technologies

The Wireless Application Protocol (WAP) is the emerging technology behind m-commerce that enables access to the Internet by means of a mobile phone or PDA. Inherited from Internet standards, WAP is an application communication protocol used to access services and information. WAP enables the creating of Web applications for mobile devices by using Wireless Markup Language (a mark-up language inherited from HTML but based on XML). The purpose of WAP is to enable easy, fast delivery of relevant information and services to mobile users. To fit into a small wireless terminal, WAP uses a Micro Browser that is a small piece of software that makes minimal demands on hardware, memory and CPU. To exploit the potential of the m-commerce market, some handset manufacturers such as Nokia, Ericsson, and Motorola are cooperating with carriers such as AT&T Wireless to develop and deploy WAP [36]. Most wireless handset manufacturers have adopted the WAP standard. WAP enables operators, infrastructure, terminal manufacturers and content developers to develop value-added services, for example, the delivery of mobile video, mobile game, mobile ring-tone and mobile music.

Extensible Markup Language (XML) [57], released as a World Wide Web Consortium (W3C) Recommendation in 1998, is a mark-up language that uses an XML Schema to describe data that is wrapped in XML tags and stored in plain text format. XML tags are not predefined so that XML allows users to define their own tags. Providing a cross-platform, software and hardware neutral way of exchanging information, XML has become the most common tool for manipulating and transmitting data. Making use of a more efficient
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bandwidth, XML is playing an increasingly important role in the data exchange of e-commerce.

Web Services (WS) technologies are currently the most appropriate technologies to realize e-commerce applications switching from the wired Internet to the mobile Internet. The mobile Internet refers to the access of Web sites from mobile devices, which still suffers from interoperability problems. This is partly due to the incompatibility of mobile devices with different operating systems. Providing a standards-based model, WS technologies therefore offer a simple and flexible solution for binding the different platform applications together over the Internet. Web services are self-contained and self-describing application components that communicate using open protocols (e.g. HTTP). WS can offer application components like currency conversion, weather reports or even language translation as services. WS architecture, based on XML, consists of some critical technologies including Simple Object Access Protocol (SOAP), Web Service Description Language (WSDL) and Universal Description, Discovery, and Integration (UDDI) [7][56]. SOAP provides a framework for packaging and exchanging XML messages while WSDL describes Web services. UDDI is used to register a Web service with the repository and find the appropriate Web service. The basic Web services platform is XML plus HTTP, where the HTTP protocol is the most used Internet protocol and XML provides a language for expressing complex messages and functions.

Short Message Service (SMS) is a service for sending text messages of up to 160 characters (the length depends on the language used) between mobile phones that use Global System for Mobile (GSM) communication [45]. SMS was first introduced in 1991 in Europe, with three basic features: high reach, low cost and high retention. SMS messages do not require the mobile phone to be active and within range. Once a message is sent, it is received by a short message service center (SMSC), which provides a store-and-forward mechanism for message sending, meaning that if a recipient is not reachable, the message is stored in the queues and delivered to its recipient at a later time when the device is within range. There are many services available on the Internet that permits users to send text messages to a mobile device free of charge.
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2.5.3 Applications and Limitations

M-commerce can be applied to a B2C area, such as mobile shopping, mobile banking, mobile retailing, mobile auction, mobile ticketing, and mobile advertising. It can also be applied to a B2B area. Leung & Antypas [30] suggested that mobile commerce can enhance business efficiency by distributing information to the workforce remotely and by offering new channels on which to interact with customers. Varshney et al. [53] further suggested that organizations that are capable of harnessing the power of mobile technologies to automate and streamline business processes may reap the benefits of improved productivity, lowered operational cost, increased customer satisfaction, and improved decision-making. Compared to traditional e-commerce, m-commerce has some different features: (1) ubiquity: business entities are able to discover customers anywhere and anytime through mobile devices; (2) personalization: information and services are personalized to present to the specific users; and (3) flexibility: mobile users may be engaged in running activities because of the portability of mobile devices.

Internet technologies are mostly designed for desktop computers in reliable data networks and supported with high bandwidth connectivity. Compared with desktop computers, mobile devices present a more constrained computing environment [54]: less powerful CPUs, less memory, smaller displays, and clumsy input. Compared with wired networks, wireless data networks present a more constrained communication environment than traditional networks [54]: less bandwidth, more latency, and less connection stability. Nonetheless, mobile devices also open the door to new applications and services, by following their owners wherever their owners go. They make it possible to access the Internet while driving, looking for a nearby restaurant or gas station; or to arrange for taxis to come and pick us up after business meetings; or to launch a mobile agent to perform remote e-business. With benefits as discussed in Section 2.2.2, mobile agent paradigm is a promising technology to overcome those constraints on which mobile devices impose. We discuss more mobile agent applications in the next section.
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2.6 Related Work

Mobile agents have been recognized as a promising technology for mobile e-commerce applications. The interest of implementing mobile agent systems for mobile devices has increased during the recent years. The growing research on deploying mobile and intelligent agents in advanced e-commerce includes location-aware, mobile and networked comparison shopping, and mobile contract negotiation.

2.6.1 Location-aware Shopping

*Impulse* [17] explores a scenario in which e-commerce meets concrete commerce through a system of buying and selling agents representing individual buyers and sellers that undertakes multi-parameter negotiation and runs on wireless mobile devices. *Impulse* deploys personal agents on mobile devices to help users seek agreement on the terms of purchase. In this setting, users are not limited to performing comparison-shopping from their homes or offices because mobile devices can be carried by them around wherever they go. However, the personal agents are directed to move to online shops to participate in negotiations. This results in a potentially long-time and costly connection with the Internet.

*Agora* [11] is a project conducted at HP Labs to develop a test-bed for the application of agent technology to a mobile shopping mall. A typical scenario consists of mobile shoppers with PDAs interacting with store services while in the mall, on the way to the store, or in the store itself. The Zeus agent toolkit, developed by British Telecommunications, was used to implement all agents in the *Agora* project. Only the infrastructure agents speak the FIPA ACL, causing the framework to conform partly to FIPA. Although more effort in conformance is needed, the purpose of the *Agora* project is to gain experience in agents' communication protocols and to realize the significance of architectural standards.

*EasiShop* [22] introduces a context sensitive system using mobile agent interaction facilitated by the Bluetooth wireless transmission medium. It describes a scenario in which a shopper equipped with a PDA is alerted to services and products when passing by retail outlets. A shopper barter agent on the Bluetooth-enabled PDA might migrate to the marketplace
installed with an Agent Virtual Machine and negotiate the price with the retailer barter agent.
Bluetooth [2], which is a radio standard and communications protocol, primarily provides
wireless connection and information exchange for mobile devices in short range. This
framework is also implemented through the Zeus agent toolkit.

2.6.2 Comparison Shopping

Mihailescu and Binder [33] proposed an agent-based framework for m-commerce, which
provides three kinds of agents, i.e. device agents, service agents and courier agents. The
device agents reside on mobile devices and provide access to wireless services. The service
agents are owned by service providers that handle service requests from users and only
operate within the wired network. The courier agents are lightweight agents that can migrate
from a service agent to a device agent. However, they are single-hop agents that cannot travel
back to the service agent or mobilize to another location. A test bed has been implemented
for a shopping center scenario where consumers do product comparison by accessing a Web
portal wirelessly via their PDAs.

MAgNET [8] is a mobile agent-based system for networked electronic trading, developed
with Java and IBM Aglets SDK at University of California. MAgNET presents some
decision-making capabilities that allow the shopping agents to compare quotes from different
seller sites that they can visit. In this framework, a buyer dispatches a mobile agent that
compares quotations for a product obtained from those online suppliers by moving among
their sites in its itinerary. The mobile agent then returns to the buyer with the best offer that it
has obtained and the reservations it has made. A supplier can also create a mobile agent to
survey customer response from potential buyers.

2.6.3 Mobile Contract Negotiation

InterMarket [25] is a project based on a mobile agent system, Tracy (a general-purpose
framework developed at the University of Jena). InterMarket proposes intelligent trading
agents to automate the users’ decision-making and negotiation tasks in e-marketplaces, and
mobile agents to support deployment of the trading agents and offer mobile access and
communication to e-marketplaces from mobile devices. Its purpose is to enable mobile access and automated trading in e-marketplaces based on integration of mobile agents and intelligent decision-making agents, demonstrated as an add-on commercial component in a real-world e-commerce trading scenario. The work on the InterMarket attempts to demonstrate several benefits such as reduced participation costs, easy access from different mobile devices and increased efficiency of trading in e-marketplaces.

DynamiCS [52] is an actor-based framework, proposed by University of Hamburg, to implement a negotiation strategy into mobile agents. The framework is based on a plug-in mechanism enabling dynamic composition of mobile negotiation agents and involves integration of intelligent decision-making capabilities into mobile agents. It also uses rule management mechanisms to manage actors and coordinate plug-in mobility.

2.6.4 JADE-LEAP-based Applications

Moreno et al [37] used JADE-LEAP (JADE Lightweight Extensible Agent Platform) to implement a personal agent on a PDA. This agent belongs to a multi-agent system that allows the user to request a taxi in a city. The personal agent communicates wirelessly with the rest of the agents in the multi-agent system, in order to find the most appropriate taxi to serve the user.

IMSAF [5] is a framework designed to fulfill the requirement of impulse-introduced mobile shopping and implemented using JADE-LEAP tools. Six agents are instantiated on the mobile device when a mobile shopper turns on it. IMSAF is designed to assist users to make customizable decisions when impulse-induced purchases happen. LEAP can also be used to deploy multi-agent systems spread across mobile devices and servers; however, it requires a permanent bi-directional connection between mobile devices and servers. Considering the current expensive connection fees for cell phones, such a required permanent connection is not affordable for consumers in practice.
2.6.5 Challenging Issues

The transition from traditional e-commerce systems to mobile e-commerce systems offers many potential advantages. Nevertheless, the adoption of m-commerce is still hindered by many obstacles as we mentioned earlier in Section 1.2, primary including mobile device limitations, high prices of wireless mobile Internet access, the lack of ubiquitous wireless network coverage, and the lack of global standards for agent communication. As a result, consumers and businesses have not fully accepted m-commerce as previously predicted. Therefore, m-commerce faces and needs to address many challenging issues. Some of the key challenges are further discussed below:

First, it is important to consider the limitations of mobile devices, such as low-battery, low bandwidth, high latency, limited computing ability and expensive connection fees. The small screens of mobile devices have created many design challenges (e.g., inadequate to display meaningful data). Also, their limited input capabilities have made applications hard to use. In addition, the high costs of Internet access together with the slow access speed have not helped to add value to the mobile commerce. Besides this, the short battery life is another limitation in mobile devices. These constraints should be taken into consideration while designing m-commerce solutions.

Second, global technical issues such as standardization and integration of different multi-agent systems must be addressed. The m-commerce field is dominated by a variety of platforms and standards. Each application differs from others in terms of agent communication languages. With the globalization of m-commerce, it introduces the question of how to interact with the different systems due to agents’ mobility and agent communication languages. There are already a number of research works in mobile e-commerce mentioned earlier in this section. Most systems, we think, were designed with a single communicative protocol for all agents. This presents drawbacks due to the heterogeneity of exchanged information and leads to an inflexible environment, which is only able to accept those agents especially designed for it. The fact that consumers in our physical world may need to access the worldwide markets and distributed e-commerce environments requires the agents to operate in heterogeneous and dynamic environments and talk a
common language. An advance on this is provided by standardization activities such as FIPA, which offers formal definitions of several standard interaction protocols. An ontology is also a key technology to solve this problem, contributing to communication and interchange, and used as a method of exchanging meaning between different agents.

Third, mobile devices also introduce new risks in addition to the advantages that they offer for users. Internet security threats and privacy issues are the main concerns in a mobile e-commerce environment. Security is a critical component regarding the safety of the information exchanged over the wireless networks. Mobile devices are likely to be lost or stolen such that sensitive information becomes vulnerable. Another privacy concern for consumers is that their location might be revealed to interested businesses at all times.

Clearly, the above problems are interdependent and their solutions may affect each other. We must be sensitive to these attributes.

2.6.6 Proposed Framework

In contrast to the works presented above, we are motivated to propose a mobile agent-mediated framework that enables users' wireless participation in several e-marketplaces through their mobile devices. The mobile agents can move across the network and perform trading tasks on behalf of their users when the users are disconnected from the network. Our framework also attempts to overcome the shortcomings raised by the challenging issues. The choice of the design is based on the objectives as mentioned in the introduction and primarily inspired by the following considerations. Mobile users would be engaged in e-commerce environments from anywhere at anytime, such that they can reach out to a global market. Also, the target users' personal preferences would be considered. The proposed framework provides an interoperable solution to allow users dynamically to connect to the network by means of their mobile devices only when needed. Especially, the mobile devices will not suffer those limitations mentioned above, when an agent is deployed in the mobile device and creates the related mobile buying or selling agent in a mediator server. In this framework, the advantage of mobile agents will be more obvious if the user has a mobile phone and is
interested in minimizing connection costs. Furthermore, this framework is compliant with the FIPA standards.

2.7 Summary
In this chapter, current situations of agent technology and mobile agent paradigm were outlined, and hence gave an overview on how mobile agent techniques have been applied in m-commerce applications. It has also described some examples of mobile agents and different approaches for developing m-commerce applications. In addition, challenging issues were pointed out, as well as the directions of current research. The chapter ended by discussing the advantages and drawbacks of the existing research and introducing the proposed model. The next chapter is dedicated to describing the design of this model.
Chapter 3 System Architecture

This chapter presents the concepts and design of a mobile agent-mediated framework. First, the goal and requirements of the system are identified. Following that, an overview of the framework is provided and a trading scenario is used to illustrate the functionality of the system. Then, the components and the processes of the architecture are explained. The details of all agents in the system are summarized. Also, the activities inside the agents as well as communication protocols between the agents are detailed.

3.1 Objectives

Based on the thesis objectives that we have outlined in Section 1.4, we further discuss the goals, the requirements and the methodology of the designed framework in this section.

3.1.1 Goals

The major goal of this thesis is aimed at implementing a multi-agent e-commerce system to assist with experimentation of real-world wireless C2C e-commerce scenarios. This chapter delivers a conceptual architecture that combines intelligence and mobility to facilitate e-business in the dynamic wireless e-commerce environment. It provides mobile device users with a model for navigation of the Internet. A key requirement for agents is the ability to relieve mobile users from time-consuming e-business processes in a cost-effective manner. Agent mobility is used to avoid direct involvement from the mobile users.

3.1.2 Design Constraints of Wireless Clients

The constraints imposed by a mobile network are significantly larger than those of a typical Web browser connected to the Internet. Generally speaking, mobile devices suffer from high latency, limited bandwidth and intermittent connectivity. In the design of the wireless client-
side architecture, some objectives are adopted to address the mobile device limitations: a mobile client should connect to the network only when needed; a mobile client should consume only as much data as needed from the network; a mobile client should remain operable when disconnected.

3.1.3 System Requirements

An intelligent and mobile agent paradigm is adopted and a set of high-level requirements for the proposed framework is identified:

- Interoperability: The system should provide an e-marketplace for automated trading and allow mobile access for remote agents. The agent communication languages and interaction protocols in the system should be compliant with the FIPA standard. Therefore, the system can be integrated with other FIPA-compliant systems and agents can communicate and negotiate with each other in these systems.
- Mobility: The mobile agent should be able to migrate to remote e-markets to participate in dynamic negotiations. Mobile users should be capable of conducting e-business anyplace via mobile devices.
- Usability: Users can easily learn how to use their mobile devices to participate in the marketplaces.
- Extensibility: the architecture should not be constrained on C2C domain. For e-commerce applications, the model should also be suitable for B2C and B2B fields.

These requirements can be regarded as boundary conditions that always need to be kept in mind when discussing mobile agents with intelligent capabilities.

3.1.4 Methodology

Modeling languages for multi-agent systems help to explore the use of agents and other abstractions. Thus, the Unified Modeling Language (UML) is a good starting point to design the concepts and notations of agent systems since it is widely accepted as a de facto standard for object-oriented modeling. In this chapter, UML diagrams are used to describe the design
of the proposed framework. Use Case Diagrams are used to define the functionality and to describe the relationships between agent roles. Activity Diagrams are used to model the behaviors of agents. Sequence Diagrams are also used to model the interactions between agents.

3.2 Overview of Framework

3.2.1 Introduction

Fundamentally, the proposed framework offers a Web service that can be accessed from a mobile device. This Web service helps a mobile device user to conduct business in a FIPA-compliant environment via a mobile and intelligent agent. This agent will return the result of a business transaction to the user via the mobile device. The Web service will be published in the UDDI Registry Server\(^4\) via a UDDI agent\(^5\), to indicate that our framework complies with FIPA, provides wireless connections and supports agent migration. This framework also represents a distributed e-marketplace that allows local agent to move out and permits foreign agents to move in. In this thesis, we assume that the migration function of e-marketplaces is primarily oriented to buyers. This means that an e-marketplace assembles local selling agents and attracts local or remote buying agents to participate in the trading. Local selling agents do not move out but local buying agents are allowed to move to remote e-marketplaces. We will further discuss this assumed feature in Section 3.4.2.6. Figure 3-1 shows a distributed C2C wireless e-commerce environment and a traditional wired e-commerce one.

---

\(^4\) UDDI Registry Server [10] enables businesses to publish service listings and discover each other, and defines how the services interact over the Internet.

\(^5\) Detailed descriptions of the UDDI agent and publishing are provided in Section 3.4.2.5.
Consumers can connect their mobile devices, such as a PDA or mobile phone, to the mediator server through wireless connection and then send a request for creating a mobile buying or selling agent to undertake a specific business task on their behalf. The mobile agents will autonomously travel to multiple agent-based servers on the Internet. These agent-based servers also publish their Web services in the UDDI Registry Server and can be discovered by the mediator server via the UDDI agent. Also, these agent-based servers offer places for selling and buying agents to meet and negotiate with one another. The mediator server sits in the fixed network and provides services such as generating mobile agents according to various consumers' needs. The proposed mediator server contains two main components: the Web services server, which offers Web services using standard technologies (e.g. WSDL, as we introduced in Section 2.5.2) for service descriptions and deployment, and the multi-agent system, which manages the agents and plays the role of a marketplace similar to an agent-based server. Also, the mediator server provides a Web-based interface, as shown in the figure, for a consumer to connect a laptop or a desktop PC to the network and launch
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an agent to execute on the mediator server\textsuperscript{6}. In this thesis, we focus on the electronic trading of second-hand products for owners of mobile devices.

Web services server and multi-agent system are not new, respectively. The main idea is to combine these two technologies into the mediator server. In our architecture, a consumer will request the mediator server to create a buying or selling agent and then dispatch it to agent-based servers on the Internet. The major operation that occurs in an agent-based server is price negotiation, where buying agents negotiate price with selling agents. According to the consumer's preferences, the buying agent may travel to different e-market sites, known by the mediator server, to seek goods when the consumer desires to conduct a global multiple markets comparison. The consumer's preferences can be represented in XML format.

3.2.2 A Trading Scenario

To understand the environment better, let us consider a typical scenario taken from daily life, where two hypothetical customers, named Mary and Tom, try to participate in an eBay-like auction. Mary wants to sell her used Sony MP3 player. At her office, she initiates a selling agent from a PDA, through a wireless LAN connection with the mediator server in the building. Then this selling agent lives in the server and waits for potential shoppers. Due to some unpredictable event, Mary may have to leave her office and cannot access the selling agent via her PDA (because of no available wireless LAN network coverage). However, she is able to reconnect later on.

Haphazard, Tom enters his buying preferences into his Java-enabled mobile phone, trying to buy a second-hand Sony MP3 player under a maximum price. The personal agent on his mobile phone establishes a connection with the mediator server in his community and asks the server to launch a mobile buying agent according to his preferences. Then Tom disconnects his cell phone from the server. The mobile agent knows where and how to migrate, as instructed in the migration itinerary. As days pass while this buying agent is roaming around the Internet, it enters into Mary's mediator server and searches for services

\textsuperscript{6} In the experiment (described in Chapter 4), we developed a GUI for users to launch a buying or selling agent.
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provided. After the negotiation between the selling agent and buying agent, they reach an agreement on the item and price. With that, the buying agent will return to its host server and sends a SMS-based notification to the personal agent running on Tom’s mobile phone, about the potential seller gathered from the Internet. Also the selling agent sends an Email-based notification to the personal agent running on Mary’s PDA.

Finally, things left to Mary and Tom seem to be simple and easy since they could find either the cell phone number or the email address from the information reported by the personal agents, respectively. As we have seen, mobile consumers only need a small bandwidth connection twice, once for initiating a migrating mobile agent and once for collecting the results when the task is finished.

3.2.3 Roles and Functionality

Figure 3-2: Use Case Diagram including Agent Roles

Figure 3-2 describes the use case diagram that models the trading scenario. Use cases are an effective way to capture the functional requirements of this system. The approach is to use the concept of agent roles in the use cases to capture their behaviors. These behaviors define the communication and cooperation between agents. First, the different agent roles need to be
specifying in this system. From the system's point of view, a user can be viewed as a kind of special agent, and two roles, buyer role and seller role, are developed in the trading case.

Considered as a true representative of the user, a personal agent that resides on the mobile device is needed to interact directly with the user. The personal agent represents the user's interests and allows the user to have a choice of delegating desired tasks, purchasing or selling. The personal agent needs to convey the user's tasks to the proxy agent in the multi-agent system via wireless connections. The tasks will be delegated to the mobile agents. Before the delegation, collaboration between the proxy agent and the white-page agent is required for the creation of either mobile buying agent or selling agents. On behalf of the users, the buying agent and the selling agent enter into the marketplace. Selling agents publish their products or services to the marketplace via the yellow-page agent, and buying agents query the yellow-page agent in order to discover relevant services. With common interests, buying agents and selling agents meet together, negotiate with each other, and make a purchase decision. Upon a task finished, the mobile agents are responsible for notifying the user via the personal agent. Both the buyer and the seller are instantly informed about the results of trading. If for some reason the user would like to conduct a global marketing, mobile agents need to migrate to several remote marketplaces. A UDDI agent provides information about remote sites for mobile agents' migration. The details of agents' roles and responsibilities will be refined in Section 3.4.

3.3 Architecture

3.3.1 Hardware Components

From the hardware components perspective, as described in the upper-left block of Figure 3-1, two classes of components exist in the scope of the conceptual framework, mobile devices and a mediator server. The relationship between them is many-to-one, that is, many mobile devices can wirelessly connect to one mediator server. Carrying the mobile devices, the user can move around within the wireless coverage. From the functional aspect, as we can see from Figure 3-2, the mediator server is decomposed into two parts, the Web services server,
which facilitates the personal agent to interface with other agents in the multi-agent system, and the multi-agent system, which manages the agents and plays the role of a marketplace similar to an agent-based server. From the deployment's point of view, the Web services server and the multi-agent system can be deployed in the different servers. The mediator consequently is viewed as a server cluster and such a cluster provides a stronger computing capability and more resources. The Web services server consists of one or more components, each of which is called the Web container that controls servlets' execution and lifecycle, as depicted in Figure 3-3. From the networking perspective, this system allows two types of connections, wireless connections for mobile devices connecting to the mediator server and Internet connections for the mediator server connecting to other servers on the Internet.

3.3.2 Software Components

![Figure 3-3: Architecture Components](image)

From the software components perspective, as illustrated in Figure 3-3, this architecture is split into two tiers, the client side and the server side. As we can see, these two tiers overlap.

---

7 Servlets are modules running in a web container to answer client requests, most commonly used with HTTP.
on the Web container component. Therefore, the Web container component can be viewed as
the intermediary between mobile devices and the multi-agent system. The Web container
component constructs a bridge for communication between mobile devices and the multi-
agent system. Both sides provide places for agents to live. Consequently, agents are primary
software components in the framework.

3.3.2.1 Client-side Agent Components

On the client side, the personal agent running on the mobile device provides a graphical user
interface (GUI)\(^8\) for its user. As a manager of the user's personal preferences, the personal
agent gathers user trading item information through the user's input and displays results to
the screen of the mobile device after receiving a notification from the mobile buying agent or
selling agent. It is also in charge of connecting the mobile device to the mediator server. In
the communication phase, the personal agent provides the functions for encoding the request
data into XML format and parsing the XML-based response message into text format.

3.3.2.2 Server-side Agent Components

On the server side, the servlets in the Web container transmit the personal agents' requests of
creating mobile agents to the multi-agent system. The multi-agent system provides four
interfaces in total: the creation interface, the marketplace interface, the migration interface
and the notification interface. The creation interface handles all requests from the servlets via
a proxy agent. The proxy agent\(^9\) is an agent in the multi-agent system that interacts with the
servlets. The marketplace interface offers a place for the negotiation between buying and
selling agents. The migration interface enables the mobility capacity of mobile agents,
allowing local agents to travel over remote systems and permitting remote agents to migrate
into the local system. The notification interface provides a function for buying and selling
agents to inform end users, by two approaches: notifying mobile phone users using SMS-
based messages or notifying PDA users using email-based messages. The mediator server

---

\(^8\) The user interface requirements for mobile devices are different from those for desktop computers. We will discuss it more
in Section 4.3.1.

\(^9\) So called "proxy", more details in Section 3.4.2.2.
therefore provides the required supports for the creation of mobile agents, messaging among agents, as well as the migration, collaboration, destruction and control of mobile agents. The JADE mobile agent framework has been proposed to provide such a supporting environment. Obviously, any multi-agent system can be used here as long as it provides the required supports mentioned above.

### 3.3.3 Operation Process

This section explains how the proposed system works as a whole. Figure 3-4 illustrates the system operation process and introduces the agents existing in the system. Solid arrows denote communications between agents that are in direct contact and dashed arrows denote the movement of mobile agents.

As shown in the figure, mobile devices are supported by personal agents and connected to the mediator server via a wireless connection. A personal agent is a static agent running in a mobile device and offers a GUI for its user to communicate with the system. The mediator
server is connected to the Internet where other mediator servers or other FIPA-compliant systems exist. In a Web container of the Web services server, a servlet answers any requests from a personal agent and is linked to the behavior of a proxy agent in charge of handling the requests. The proxy-agent interfaces with several servlets and constructs a bridge between the Web-service server and the multi-agent system. The proxy-agent has multiple behaviors\(^{10}\) to handle multiple servlets’ requests in parallel. Each behavior of the proxy agent connects to the white-page agent (Agent Management Service as defined in FIPA, i.e., the AMS agent\(^{11}\)), asking for the creation of a buying or selling agent in the multi-agent system, as well as providing a response to the servlets. Each buying or selling agent can connect to the yellow-page agent (Directory Facilitator as defined in FIPA, i.e., the DF agent\(^{12}\)). For a selling agent, it publishes its services to the DF agent. For a buying agent, it retrieves a list of selling agents advertising services with the DF agent. A remote buying or selling agent must register in a local mediator server via the AMS agent once it migrates into this mediator server. Then it can communicate with the DF agent residing in this local mediator server.

A complete process of a user performing a trading is separated into two parts: the user delegates a task resulting in the creation of a relevant buying or selling agent, and the buying or selling agent takes up the task until the completion of the task. It is a synchronous process when the user requests the dispatching of an agent, while it is an asynchronous process when the agent is doing business on behalf of the user, as further detailed in the subsequent sections. The term “synchronous” means that the user has to keep a connection with the mediator server and can not launch a second request before a preceding request is responded. The term “asynchronous” means that the user can either disconnect from the mediator server after a request is responded or keep the previous connection for launching more requests after a request is responded.

\(^{10}\) In the programming context, an agent is implemented as a class with multi-threaded capacity.

\(^{11}\) Detailed description of the AMS agent is provided in Section 3.4.2.4.

\(^{12}\) Detailed description of the DF agent is provided in Subsection 3.4.2.3.
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3.3.3.1 Synchronous Process

This synchronous process requires that mobile devices keep the connection status with the mediator server. As illustrated in Figure 3-4, the synchronous procedures from (1) to (6) for mobile phone users (or from 1' to 6' for PDA's users) depict how users, according to their preferences, create buying or selling agents:

1. (or 1') At this first step a user configures his (or her) preferences via his (or her) personal agent. The personal agent then establishes a connection with the server and sends an XML-based request to the servlet.

2. (or 2') The servlet accepts the request and communicates with the proxy agent.

3. The proxy agent cooperates with the white-page agent, which lives in the same multi-agent system to create a buying or selling agent.

4. If the buying or selling agent is created successfully in the system it might be mobilized to other systems to undertake the task or just stay in the system for local interactions.

5. (or 5') The proxy agent sends the agent creation information to the servlet.

6. (or 6') The servlet responds to the personal agent and finishes its task. After receiving the response from the servlet, the personal agent informs the user of the relevant buying or selling agent being created. Meanwhile, information about the buying or selling agent is recorded in the mobile device. Subsequently, the user might cancel the task by looking up the agent.

After this synchronous process, the user can disconnect from the server at will. He (or she) can gather the task results in the following asynchronous process.

3.3.3.2 Asynchronous Process

This asynchronous process does not require mobile devices to be connected with the mediator server, because at this point, buying or selling agents can take over the task on behalf of their users. As illustrated in Figure 3-4, the procedures from (7)-(13) describe the behaviors of a buying or selling agent during its lifetime when targeting a task:
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(7) From the beginning of its lifetime, the selling agent publishes the user’s products or services in the system via a yellow-page agent, and the buying agent acquires a list of sellers through a query to the yellow-page agent.

(8) Once relevant products or services are matched, the buying agent and the selling agent negotiate with each other and attempt to reach an agreement.

(9) In the case of doing a global search, the buying agent might migrate to remote sites. In this case, a UDDI agent prepares a detailed migration itinerary for mobile agents.

(10) Mobile agents start their travel and prepare to enter the next possible hopping site.

(11) In the new site, mobile agents communicate with local agents. Note that remote mobile agents actually become local at this stage.

(12) Mobile agents need to migrate back to the host site.

(13) (or 13’) Buying and selling agents send notifications to their personal agents.

The above is a process during which the user can disconnect from the network at will. Even if the user decides to disconnect from the network, he (or she) will still receive an SMS-based notification from the mediator server via an interface with the wireless carrier, or an email-based notification from the mediator server via an interface with a mail server, as soon as he (or she) reconnects to the network.

3.4 Different Types of Agents in the Framework

The following agents co-exist in this framework, namely personal agents, the proxy agent, the UDDI agent, buying or selling agents, the yellow-page and white-page agents. Among them only buying agents are mobile agents (selling agents’ mobility is not activated according to our assumption), while personal agents, the UDDI agent and the proxy agent are stationary agents. Both the yellow-page and white-page agents are fixed at the mediator server. The details of these agents are described as follows.
3.4.1 Naming Scheme

According to the FIPA specifications, an Agent Identifier (AID), which is a globally unique identifier, identifies each agent. A very simple mechanism is used to label and distinguish an agent, in particular, a buying or selling agent. An AID is constructed by concatenating an agent name to its home site, separated by the ‘@’ character. The agent name reflects the properties of this agent, including the functionality provided by the agent, owner, and creation time (timestamp). The home site consists of the server name where the agent is created, in convention, using a form of the type service.organization.domain [48] (e.g., www.site.uottawa.ca) in the context of the Internet. Therefore, a full name of an agent could be BuyBook5550000Jan12006180001@www.site.uottawa.ca, meaning that the user with the id 5550000 (id is generally combined with user’s telephone number in this case) created an agent for buying books, starting from January 1st 2006 18:00:01. Adopting a timestamp as a part of an agent’s name guarantees the name’s uniqueness when the same user requests the same kind of functionality. The aim of such a naming scheme is to provide a good human readability and to select a suitable name to represent the agent in the distributed and mobile agent environment.

3.4.2 Agents in the Framework

The role and responsibilities of agents were derived from the use case diagram as shown in Figure 3-2. Responsibilities decide the behaviors of the agents.

3.4.2.1 Personal Agent

A personal agent is a stationary agent that runs on a user’s mobile device and provides a graphical interface to allow the user to configure a mobile buying or selling agent from the mobile device. The personal agent can establish a wireless connection between the mobile device and the mediator server when the user needs to access the mediator server to perform tasks. It will close the connection when the user stops accessing the network. When starting the personal agent on the mobile device, the user can choose either to initiate a new buying or
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selling agent or to recall a previous agent. The responsibilities of the personal agent are described in Table 3.1.

Table 3.1 Responsibilities of Personal Agent

<table>
<thead>
<tr>
<th>Agent type</th>
<th>Responsibilities</th>
</tr>
</thead>
<tbody>
<tr>
<td>Personal agent</td>
<td>1. Accepts users’ requests to initiate or terminate trading and forwards the requests to the Web services server.</td>
</tr>
<tr>
<td></td>
<td>2. Allows the user configure preferences about products or services.</td>
</tr>
<tr>
<td></td>
<td>3. Presents incoming notifications from buying or selling agents to users.</td>
</tr>
<tr>
<td></td>
<td>4. Manages wireless connections between the mobile device and the mediator server.</td>
</tr>
</tbody>
</table>

3.4.2.2 Proxy Agent

The proxy agent is also a stationary agent that links the multi-agent system to the servlet. It is one of the agents that is always up and running in the multi-agent system. It does a job that forwards messages between the servlets and the white-page agent. We therefore call it “proxy”. The proxy agent cooperates with the AMS (white-page) agent to create a buying or selling agent for each user. There is only one proxy agent per mediator server due to its unique multi-behavior ability. The responsibilities of the proxy agent are described in Table 3.2.

Table 3.2 Responsibilities of Proxy Agent

<table>
<thead>
<tr>
<th>Agent type</th>
<th>Responsibilities</th>
</tr>
</thead>
<tbody>
<tr>
<td>Proxy agent</td>
<td>1. Responds to the servlet’s requests from the personal agent</td>
</tr>
<tr>
<td></td>
<td>2. Forwards servlet’s requests to the white-page agent.</td>
</tr>
</tbody>
</table>
3.4.2.3 Yellow-page Agent

The yellow-page agent (i.e. FIPA DF agent) provides the service of yellow pages, by means of which agent can register information about available products, or find other agents providing necessary services to achieve its goal. The yellow pages contain some registries. Each registry consists of the service type, the service name or product name, and the identifier of the agent that provides the product or the service. In the case of trading, it is supposed that only sellers should have permission to advertise their products; however, buyers are allowed to post products they are looking for. Selling agents update yellow pages by publishing their services via the yellow-page agent. Once a service is no more available, selling agents must deregister it from the yellow pages via the yellow-page agent. Buying agents query relevant services from the yellow-page agent. As a response, the yellow-page agent will return to the buying agents with a list containing the identities of relevant selling agents that provide the required services. Buying agents may come from the local system or remote systems. The mechanism of the yellow-page agent allows for publishing and discovering products and services offered by an agent. The responsibilities of the yellow-page agent are described in Table 3.3.

Table 3.3 Responsibilities of Yellow-page Agent

<table>
<thead>
<tr>
<th>Agent type</th>
<th>Responsibilities</th>
</tr>
</thead>
<tbody>
<tr>
<td>Yellow-page agent</td>
<td>1. Provides the registration and deregistration of products or services for selling agents.</td>
</tr>
<tr>
<td></td>
<td>2. Offers product or service discovery for buying agents.</td>
</tr>
</tbody>
</table>

3.4.2.4 White-page Agent

The white-page agent (i.e. FIPA AMS agent) represents the management of white pages and provides naming services. The white pages store the information about identifiers of all agents in the system. These agents are either generated in the local system or come from remote systems. A request from the proxy agent that asks for the creation of a local buying or selling agent must be cooperated with the white-page agent. Then the created agent is
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registered in the system and is assigned a valid and unique AID through the naming services of the white-page agent. By naming scheme, the naming service ensures that each agent in the system has a unique name (an AID). Both buying and selling agents update white pages by registering in or deregistering from the system via the white-page agent. All remote agents must register with the white-page agent before they can operate in a local system regardless of where they come from. Likewise, they deregister from a local system before their leaving off. At the termination stage of a lifecycle, an agent must deregister from the host system via the white-page agent where it is originally generated. The mechanism of white-page agent allows for managing all local and remote agents that are allowed to operating in the system. The responsibilities of the white-page agent are described in Table 3.4.

**Table 3.4** Responsibilities of White-page Agent

<table>
<thead>
<tr>
<th>Agent type</th>
<th>Responsibilities</th>
</tr>
</thead>
<tbody>
<tr>
<td>White-page agent</td>
<td>1. Responds to the requests from the proxy agent for creating a local buying or selling agent.</td>
</tr>
<tr>
<td></td>
<td>2. Provides the naming services for assigning a unique AID to a newly local agent.</td>
</tr>
<tr>
<td></td>
<td>3. Manages the registration and deregistration of all agents.</td>
</tr>
</tbody>
</table>

3.4.2.5 UDDI Agent

The mediator server should be exposed to the Internet for foreign agents migrating into, and be able to discover other FIPA-compliant servers and then to dispatch local agents to the remote servers. This mechanism can be realized by a UDDI agent, as described in Figure 3-5. As we introduced in Section 2.5.2, UDDI provides a standard way to publish and discover Web services using XML, WSDL provides a standard way to describe Web services using XML and SOAP provides a standard way to exchange messages. In the figure, UDDI Registry Server provides a central repository and a standard way to publish and discover Web services offered by our mediator server and other servers around the world. The repository contains a set of registries. Each registry mainly consists of the name of the server that
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publishes its Web services, the description of the published Web services, and the location information associated with the server where the Web service is offered.

Figure 3-5: Expose or Discover Web Services on the Internet

The UDDI agent is responsible for publishing Web services to the UDDI Registry Server and discovering other Web services providers that are exposed in the UDDI Registry Server. Recall that Web services defined in this thesis means a kind of services that provide a FIPA-compliant environment for mobile agent to do trading. Note that specifications of Web services are governed by W3C [55][56], and specifications of MAS are governed by FIPA. This means that agents and Web services use different protocols, i.e., agents use ACL whereas Web services use SOAP. Therefore, we need a gateway that acts as a middleware between MAS and Web services framework without changing existing specifications of both technologies. Shafiq, M.O. et al. proposed an AgentWeb Gateway middleware [44] that provides protocol transformation without changing any specifications of FIPA and W3C. Through this gateway, the UDDI agent can publish and discover the Web services in the UDDI Registry Server. By the UDDI agent’s discovery, the mediator server maintains a list of remote servers’ name and location information. Mobile agents will visit these remote servers in sequence according to a migration itinerary prepared by the UDDI agent. A migration itinerary contains a set of names and locations of several servers. Before launching a round trip, mobile agents request this migration itinerary from the UDDI agent. The UDDI agent is therefore responsible for organizing the itinerary and responding to the mobile agent’s request. The responsibilities of the UDDI agent are described in Table 3.5.
Table 3.5 Responsibilities of UDDI Agent

<table>
<thead>
<tr>
<th>Agent type</th>
<th>Responsibilities</th>
</tr>
</thead>
<tbody>
<tr>
<td>UDDI agent</td>
<td>1. Publishes Web services in the UDDI Registry Server to expose the mediator server on the Internet.</td>
</tr>
<tr>
<td></td>
<td>2. Discovers Web services in the UDDI Registry Server so as to achieve a list of servers that will be visited by mobile agents.</td>
</tr>
<tr>
<td></td>
<td>3. Maintains the migration itinerary in the mediator server.</td>
</tr>
<tr>
<td></td>
<td>4. Responds to the agent requests for the migration itinerary.</td>
</tr>
</tbody>
</table>

3.4.2.6 Buying and Selling Agents

Buying agents are mobile agents, each of which is a peer agent of a corresponding personal agent and is involved in the traffic movement on the Internet. A buying agent first negotiates with other selling agents in the same host mediator server before migrating among multiple Web sites to communicate with other agents, provided that they can talk in a common language. The migration process of a buying agent is determined by the migration itinerary that is obtained from the UDDI agent. For selling agents, they are conceptually able to migrate over the Internet. If a selling agent wants to travel, its itinerary can also be determined by querying the UDDI agent. Recall that we made a reasonable assumption in Section 3.2.1; that is, the migration function of our framework is mostly buyer-oriented. The reason is due to a common fact that buyers do shopping by accessing multiple shops and sellers operate at the stationary sites in our real world. Therefore, such an itinerary is more appropriate for a buying agent. In addition, if a pair of potentially matching buying and selling agents migrates without any coordination algorithm, they may never meet with each other. In our design, for these reasons, we assume that only buying agents can migrate over the network and selling agents remain where they are created. Their responsibilities are described in Table 3.6.
Table 3.6 Responsibilities of Buying and Selling Agents

<table>
<thead>
<tr>
<th>Agent type</th>
<th>Responsibilities</th>
</tr>
</thead>
<tbody>
<tr>
<td>Buying agent</td>
<td>1. Serves the trading task from personal agent</td>
</tr>
<tr>
<td></td>
<td>2. Negotiates with selling agents</td>
</tr>
<tr>
<td></td>
<td>3. Sends a notification to personal agent</td>
</tr>
<tr>
<td></td>
<td>4. Migrates over the Internet</td>
</tr>
<tr>
<td>Selling agent</td>
<td>1. Serves the trading task from personal agent</td>
</tr>
<tr>
<td></td>
<td>2. Negotiates with buying agents</td>
</tr>
<tr>
<td></td>
<td>3. Sends a notification to personal agent.</td>
</tr>
<tr>
<td></td>
<td>4. Resides in the server.</td>
</tr>
</tbody>
</table>

3.4.3 A Prototype of Buying or Selling Agents

In this framework, the information on the GUI of personal agents presented to the mobile user reflects the properties of the buying and selling agents. A prototype for buying and selling agents is necessarily to be designed. It is presented with attributes as depicted in Table 3.7 below. This presentation means that a user will configure a mobile buying or selling agent on her mobile device, precisely according to the following characteristics. In the migration procedure, mobile agents will carry their execution code as well as these attributes.

3.4.4 Internal Behaviors in Buying and Selling Agents

The actual job an agent has is typically carried out within the agent’s behaviors. The activity diagrams are used to describe the behaviors of agents. Figure 3-6 shows a general activity process for buying and selling agents: registration, migration, negotiation and deregistration (Note: as discussed before, selling agents have no migration process because their mobility will not be activated in our application). More details will be explained in the following subsections for buying agents and selling agents respectively.
### Table 3.7 Attributes of Buying and Selling Agents

<table>
<thead>
<tr>
<th>Attributes</th>
<th>Description</th>
</tr>
</thead>
<tbody>
<tr>
<td>Agent type</td>
<td>Indicates the type that user can choose, either a buying agent or selling agent.</td>
</tr>
<tr>
<td>Agent server</td>
<td>Indicates the configuration of the mediator server address.</td>
</tr>
<tr>
<td>User id</td>
<td>Indicates the user identification: an email address, cell phone numbers or IMEI (International Mobile Equipment Identity).</td>
</tr>
<tr>
<td>Item</td>
<td>Describes information about the predefined product.</td>
</tr>
<tr>
<td>Quantity</td>
<td>Describes the numbers of predefined product.</td>
</tr>
<tr>
<td>Price</td>
<td>For a buying agent, this is the maximum price the agent can bid; for a selling agent, this is the minimum price the agent can accept.</td>
</tr>
<tr>
<td>Current Price Inquired</td>
<td>For a buying agent, this is the best price offer collected from the Internet.</td>
</tr>
<tr>
<td>Lifetime</td>
<td>Indicates the total time an agent can be away before being recalled or terminated.</td>
</tr>
<tr>
<td>Mobility</td>
<td>Specifies whether the user desires to enable the agent’s migration ability, i.e. in the context of a local single or global multiple market comparison.</td>
</tr>
<tr>
<td>Per-server Activity Time</td>
<td>Indicates the maximum time an agent can spend on each server before migrating.</td>
</tr>
</tbody>
</table>
3.4.4.1 Behaviors of Mobile Buying Agents

As illustrated in Figure 3-7(a), a mobile buying agent starts with its registration in the system and ends with deregistration at the point of timeout of its lifetime. These three events indicate the behaviors of the agent: (i) query time event; (ii) maximum server active time event; and (iii) total lifetime event. In query time event, the agent obtains a list of sellers by sending a request to the yellow-page agent, and starts its negotiation process at regular intervals (e.g. every minute). (The negotiation process is described in Figure 3-7(b) and is conducted concurrently until no more sellers are involved within the deadline.) In a maximum server active time event, the agent starts its migration travel. Note that no agent causes buying agents to migrate; but buying agents autonomously mobilize themselves. After traveling over a list of sites in sequence, the agent will start a new round trip. The migration itinerary is updated from a UDDI agent once the agent migrates back to the home site. The agent ends its lifecycle when its lifetime is exhausted. Wherever the agent is, it should go back to the home server and terminate execution after sending out the notification to the personal agent. The migration process will be discussed in subsection 3.4.4.3.
Figure 3-7(a): Activity Diagram of Mobile Buying Agents

Figure 3-7(b): Activity Diagram of Mobile Buying Agents Negotiation
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Figure 3-7(b) describes the negotiation process. This process is involved in buying agents and selling agents. Before entering the negotiation process, buying agents master a list of selling agents. The interaction between agents complies with the FIPA-Contract-Net Protocol [12]. This protocol allows the buying agent (initiator) to send a CFP to a set of selling agents (responders), evaluate their proposals, and then accept the preferred one (or even refuse all of them). Both initiators and responders should register in the system before they negotiate with each other. It is likely that buying agent will receive several proposals with different prices from the selling agents that are competing for the same buyer.

3.4.4.2 Behaviors of Selling Agents

![Activity Diagram of Selling Agents]

Figure 3-8: Activity Diagram of Selling Agents

Most behaviors of selling agents are similar to those of buying agents. At the beginning of a lifetime selling agents register in the system and deregister at the moment of end of lifetime.
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As described in Figure 3-6, they have two events resulting in two processes: negotiation and termination. However, unlike buying agents, selling agents are not initiators but participators of the negotiation. Therefore the different negotiation behavior is described in Figure 3-8. Selling agents need to publish their products or services to ensure that it is possible for buying agents to discover them. Selling agents receive the CFPs from selling agents and then may refuse or suggest a proposal upon their product catalogue.

The selling agents and the buying agents work together to create a win-win relationship for both participants. While the buying agents collect information of preferred products and best prices, the selling agents sell the related products at sellers’ will with maximum profits.

3.4.4.3 Migration Process

![Figure 3-9: Agent Migration Process](image)

The general process of migration is depicted in Figure 3-9. The buying agent starts its migration from its host server (i.e. the mediator server) with the migration itinerary acquired from the UDDI agent. (Assume that there are \( n \) servers, which will be visited by the agent in sequence.) In each server, two events happen resulting in two actions respectively: if the agent reaches its lifetime, it will return to its host wherever it was created, and then end the migration process; and if the agent exhausts its per-server activity time, it will migrate to the
next hop. Additionally, before the agent migrates to the next hop, it should also make the decision if it has fulfilled the task at the current server. As we know, the task is finished when the agent receives the acceptable offer from another agent. The migration process actually describes a scenario of price comparison (finding a price less than a buyer's reservation price for buying, or searching a price more than a seller's reservation price for selling). The agent may access its host server repeatedly during its lifetime and updates its itinerary list every time when visiting its host server.

3.5 System Interactions

In this framework, two types of interactions were identified: user-to-agent interaction and agent-to-agent interaction. This leads to the identification about communication medium and protocols within the architecture. Additionally, the ways of interaction between buyers and sellers in the real world can be inferred: SMS and E-Mail messages. SMS message enables communication between mobile phone users; and E-mail allows communication between worldwide email users, thereby expanding the world of communication for users.

3.5.1 User-to-Agent Interactions

In the wireless environment, users conduct wireless e-businesses via mobile devices. Since users speak human language, some kind of translation is required between user and agent. In this architecture, a human user directly interacts with the personal agent running on the mobile devices. The personal agent provides a GUI for user interaction and displays SMS messages on the GUI for user notification. The user configures personal preferences on the GUI specifying tasks. The GUI typically works on user's specific tasks so that the user indirectly interacts with other agents in the system. Therefore, the communication between user and the system is completed via the GUI of the personal agent.

3.5.2 Agent-to-Agent Interaction
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It is noted that a personal agent is the only agent out of the multi-agent system in this architecture that is not managed. The main reason is that we take the scalability of the system into consideration. The issue of scalability will be discussed in Chapter 5. The communication between the personal agent and the proxy agent is done via the servlet. Figure 3-10 illustrates a basic wireless messaging scheme via a servlet between a personal agent and a proxy agent. The personal agent encodes a request and packages it in XML format. The servlet receives the request and forwards it to the personal agent. The proxy agent receives the request, decodes it, encodes it in ACL format and sends it to the multi-agent system. The proxy agent responds with XML-encoded messages to the servlet and the servlet forwards them back to the personal agent. The personal agent decodes the messages and presents them to the user. In this context, the proxy agent is a bilingual agent.

![Figure 3-10: Wireless Messaging between Personal Agent and Proxy Agent](image)

The interaction between the personal agent and the proxy agent is depicted in the part a/1 of Figure 3-11. The interaction between the personal agent and buying or selling agents actually is one-way communication. As observed from Figure 3-11 also, the personal agent receives SMS messages from buying or selling agents regarding the results of tasks. Except that the communications between the personal agent and (i) the proxy agent and (ii) the buying or selling agent are in different format (XML or SMS), other agents in the multi-agent system communicate with each other in the form of FIPA ACL language. As described in Figure 3-11, the part b/1 shows how the proxy agent forwards the request from the personal agent to the white-page agent. The part c/1 and c/2 explains how a buying agent and a selling agent are created. After born, both buying and selling agent register to the system via the white-page agent. The part d/1 describes how a selling agent posts its products or services to the
yellow-page agent. The part e/1 depicts the negotiation between the buying and selling agent. More details about the negotiation between the buying and selling agents will be explained in Section 3.5.3. After finishing delegated tasks, both the buying and selling agent deregister from the system via the white-page agent again.

![Sequence Diagram for Interactions of Agents](image)

Figure 3-11: Sequence Diagram for Interactions of Agents

### 3.5.3 Communication Protocol in Negotiation

The negotiation is conceptualized as an e-commerce scenario that consists of requesting, matchmaking, negotiating and making decision. The infrastructure for negotiations is constructed through a number of agents: buying agent, selling agent and yellow-page agent. This thesis considers a classic situation that a selling agent offers a single item to the highest bidder (similar to eBay), and the simplest type of bid is an offer to buy or sell one unit at a specified price. As shown in Figure 3-12, the buying agent sends a CFP to all the available
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selling agents (obtained from the yellow-page agent). After receiving the message, a selling agent can send the buying agent a proposal with the price for the product. If the product is not available or sold, it does not need to send any proposal. The buying agent will place a purchase order if the offer price is within the maximum price that the customer has specified. Results of price negotiations are sent back to the personal agent and showed in a graphical interface to the user. Since the system is fully asynchronous, an intention to make a purchase does not have to lead to a success. By the time the offer is made, other buying agents may have already purchased the last available item.

Figure 3-12: Sequence Diagram for Negotiation between Agents

3.6 Summary

The purpose of this chapter was to describe a feasible conceptual model to assist C2C e-commerce, using agent technologies. The agent aspects of intelligence and mobility were combined in the design. First, the objectives and some requirements of the system were listed.
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An overview of the architecture revealed the functionality of the model. All roles and responsibilities of the agents were discussed and behaviors were refined. From the Object-oriented software engineering perspective, the UML diagrams are helpful to present the various interactions of the system components. Based on this work, the next chapter will present an implementation of the framework.
Chapter 4 System Implementation

This chapter will present the development of the proposed framework as follows. A simple prototype was implemented to evaluate the concepts proposed in the framework. Section 4.1 describes the topology of the environment. Section 4.2 introduces the used software tools. Section 4.3 explains the implementation details of agents. Section 4.4 presents the message standard used in the framework. How to construct the mediator server is illustrated in section 4.5. Finally, this chapter summarizes the concepts presented in this chapter.

4.1 Implementation Environment

Figure 4-1: Topology of the Simulated Environment
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Figure 4-1 depicts the topology of the elements that comprise the mediator-based framework. Three servers are deployed in the Local Area Networks (LAN, IEEE 802.3 Ethernet), two serve as mediator servers (run a Tomcat Apache Servlet Engine and a JADE platform) and the third one runs a JADE platform and serves as an online agent-based website. J2ME MIDlet\textsuperscript{13} was also installed on two mobile phone simulators and a GUI is developed for the Web-based seller. So the development was divided into two main parts, mobile client and server applications. The client side provides User Interface support for mobile user to agent interaction and the server side offers services. The mobile client communicates with the server over HTTP protocol. The simulated SMS gateway was embedded in each mediator server for sending SMS to mobile phones over TCP sockets.

4.2 Software Tools

4.2.1 Programming Language

The object-oriented programming language, Java, was used for the programming and its latest version, Java 2 Standard Edition Development kit 1.5, was adopted. The advantages of using Java to develop are: (1) J2ME is the application platform for mobile devices; (2) in particular, Java supports working with XML and WSDL; (3) JADE is a FIPA-compliant agent platform developed in Java language; and (4) Apache Tomcat is the servlet container implemented in the specifications of Java Servlets and JavaServer Pages technologies. Thus, the framework was developed completely based on Java technologies.

4.2.2 JADE Middleware

JADE is one of the agent development tools that can support efficient deployment of both agents' mobility and intelligence in e-commerce applications. As a middleware for the development and run-time execution of peer-to-peer applications, JADE can seamlessly work and be interoperated both in wired and wireless environments based on the agent paradigm

\textsuperscript{13} MIDlet is a Java program generally running on a cell phone, for embedded devices, more specifically the Java ME virtual machine [19].
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[18]. JADE incorporates three basic management agents defined by FIPA: the Director Facilitator (DF), the Agent Management System (AMS), and the Remote Monitoring Agent (RMA) that manages a GUI of the JADE platform and all registered agents [18]. The RMA is not a part of the proposed framework. However, it provides a useful tool menu for us to interact with the DF and the AMS in the experiments, for example, view or modify the descriptions of registered agents. JADE also provides the service that supports migration between containers in the same platform. Integrating an add-on\(^\text{14}\) into the platform supports the migration service between platforms. The platform consists of one Main-container and one or more non-Main containers. The reason for using the open-source JADE platform is that it has good scalability, one of the best modern agent environments compliant with FIPA. We used JADE to develop and deploy the multi-agent system in our framework. Tracy\(^\text{15}\) is an alternative toolkit for developing multi-agent system, which major parts of Tracy are free software for non-commercial purposes supported by the University of Jena.

4.2.3 Apache Tomcat Servlet Engine

The Tomcat 5.0 servlet container was used to deploy the Web Services on a network. Apache Tomcat is the servlet container that is used in the official Reference Implementation for the Java Servlets and JavaServer Pages technologies. A servlet container is a runtime shell that manages and invokes servlets on behalf of users. The Java Servlets and JavaServer Pages specifications are developed by Sun under the Java Community Process. Java Servlets technology defines HTTP-specific servlet classes. Java Web Services Developer Pack (JWSDP) 2.0 is a tool kit providing APIs for core Java Web Services and the XML processing. The Web services architecture communications are based on JSR172\(^\text{16}\), J2ME Web services, which includes two independent parts: the JAX-RPC and JAXP. J2ME JAX-RPC APIs subset solves how to access the SOAP/XML Web services and JAXP APIs subset solves how to processes the XML messages. XML is chosen as the standard way for clients to interact with backend servers so as to use the remote services. We used Tomcat to develop

\(^{14}\) This add-on is a third-party software accepted by the JADE community [18].

\(^{15}\) Tracy is available on http://wiki.tracy.informatik.uni-jena.de/mobileagents/tiki-index.php.
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and deploy our Web services server in the framework. JWSDP was used to develop the servlet in the framework. Other than Tomcat, some Java application servers on the market can be also used in the development and deployment of the Web services server, for example, commercial WebLogic Server produced by BEA Systems\(^{17}\) and open-source JBoss Application Server supported by JBoss community\(^{18}\).

### 4.2.4 J2ME Wireless Toolkit

The Java 2 Platform, Micro Edition, Wireless Toolkit 2.2 [17] supports the development of Java applications that run on devices complaint with the Mobile Information Device Profile (MIDP) 2.0. The Wireless Toolkit also provides Wireless Messaging API (WMA) Bridge APIs for connecting J2SE clients to the toolkit’s messaging environment. WMA specification supports SMS that allows us to simulate SMS gateway, peer-to-peer messaging. KtoolBar, which is included in the Wireless Toolkit, is a simple development environment for compiling, packaging and executing MIDP applications. Use of an additional IDE, Eclipse\(^{19}\) is useful for editing and debugging of Java source files. A selection of mobile devices emulator is also provided for executing and testing of applications. The emulated devices have the capability of emulating the features in the CLDC, MIDP, and WMA specifications. The reason for choosing the Wireless Toolkit was primarily for the development of J2ME applications. J2ME has the following benefits: (i) it provides connectivity for applications with distributed system, talking in XML that is suitable for cross-platform; (ii) it offers user personalization with better manipulation; (iii) it allows an application to use multithreading; and (iv) it has low network usage and can operate when disconnected. We used J2ME wireless toolkit to develop the personal agent on the emulator that simulates a mobile device (e.g. a cell phone).

---

16 JSR172: J2ME Web Services Specification 000172, to define an optional package providing standard access from J2ME to web services [19].

17 WebLogic is available on BEA’s web site, http://www.bea.com/.

18 JBoss Application Server is available on http://labs.jboss.com/jbossas/.

4.3 Implementation of Software Agents

This framework is composed of different kinds of agents: the personal agent, the proxy agent, the buying agent, the selling agent, the UDDI agent, and the AMS and DF agent. Each mobile phone runs a personal agent. Only one proxy agent is implemented in the system, and only one AMS and one DF agent exist in the system. The reason is that the principle of the design thought is to limit the number of the agents to be as minimal as possible, resulting in an increase in the scalability. Except the personal agent, other agents are JADE agents performing tasks that are modeled and implemented as behavior objects [18]. Each JADE agent adds these behaviors into the list of tasks and executes them concurrently. These simple behaviors are categorized into one-shot and cyclic behaviors. The AMS agent and the DF agent are provided by the JADE toolkit and we do not need to reinvent the wheel. We implemented the personal agent, the proxy agent, the buying agent and the selling agent from scratch. We did not implement the UDDI agent in the system because it cannot interact with the UDDI Registry Server via the gateway on the Internet under the experimental circumstance. We focused on the migration itinerary managed by the mediator server and we manually configured it as a text file in the experiments. Therefore, in the experiments, we assumed that our mediator server is known by other servers in the LAN and it knows other servers as well. The text file includes these servers’ name and IP addresses. At the beginning of execution, a mobile agent loads this text file from its local mediator and then establishes an itinerary for its migration.

Figure 4-2 shows us a picture of agents living in the containers of the JADE platform. The main-container held the DF, AMS, RMA agents. The proxy agent was running in the container-1. The buying and selling agent was either in the main-container or in other non-main containers depending on the workload of the system. To balance the workload of the system, a simple algorithm was developed to distribute the mobile agents in the different containers. That is, each container holds a maximum of 10 agents at the same time. More containers will be created to hold the coming agents. The following sections present the implementation details for the agents (the AMS and DF are the default agents of JADE platform).
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4.3.1 Personal Agent

The personal agent is developed as a J2ME MIDlet application that offers the GUI interfaces for users to initiate or recall mobile agents, and dialogue with the mediator server. It is modeled and implemented based on the design pattern, Model-View-Controller (MVC) [17], which consists of three parts: model, view and controller. In MVC, the user interface (called the view) registers itself as a listener to certain parts of the application's underlying business and functional logic, as represented by the model. The model then notifies all registered views whenever there is a change in the data. Completing the cycle, the controller receives user actions and dispatches them to the model. Using MVC pattern improves the readability and robustness. This MIDlet communicates with a Java servlet in the server via HTTP, and over a secure channel (HTTPS) when necessary. From the user's perspective, Figure 4-3 depicts the tasks the personal agent can perform:

1. Creates a new agent: The user will be asked to create an agent profile with different agent type, buyer or seller. The user needs to configure user id with the telephone number, server URL, preferred item description and price, maximum per-server active time, and total lifetime. Optionally, the user can specify the mobility that decides whether the buying agent or selling agent travel among the servers or not.
Recalls an existing agent: After launching a buying or selling agent, the user may recall the agent to terminate the task or query the current state of the agent. The agent information is cached in the persistent storage of the mobile devices.

All these functions are implemented as separate modules in the personal agent. From the view of software engineering, they are reusable. Consequently, the user can repeat the
execution of functions at any desired time. Each task is performed under the circumstance of connecting the mobile phone to the server. All tasks, however, are only one round trip between the personal agent and mediator server. One of most important benefits is that it reduces the connection time. Personalization of information presented to the user by the personal agent on a mobile device allows complete user control. This leads to provide convenience for the user. In the MIDP, personal preference settings and mobile agent information were stored in persistent storage. Therefore they can be dynamically changed over time. It should be noted that the GUI classes included in the MIDP are not based on the Abstract Window Toolkit (AWT) which is designed for desktop computers. The central abstraction of the MIDP UI is a screen object that encapsulates device-specific graphics rendering user input, including components such as List and TextFields within a Form. The user can traverse through these items on the screen. Displaying SMS on the screen is not a part of our GUI programming but a functionality that is supported by the emulator of mobile devices.

4.3.2 Proxy Agent

The proxy agent is a JADE agent, linking the JADE platform and the servlet. It is synchronously created in the non-main container of JADE platform at the first initialization of the servlet. The purpose of that is to ensure that a proxy agent is associated to the servlets once and only once. Finally, the proxy agent uses the synchronizer to notify the servlet that it is ready to receive messages.

The proxy agent can communicate with personal agents, DF agent and the AMS agent. A personal agent contacts the proxy agent via a servlet when it needs to query the state of an agent, to create a new buying or selling agent, and to delete an existing buying or selling agent. The AMS agent passively contacts the proxy agent when it receives the request from the proxy agent regarding creating or deleting an agent. The DF agent also passively contacts the proxy agent when it returns the agent state upon query or it processes the registration of the proxy agent.
**Table 4.1 Proxy Agent Behaviors**

<table>
<thead>
<tr>
<th>Request Received</th>
<th>Response Action</th>
</tr>
</thead>
<tbody>
<tr>
<td><strong>New an Agent</strong></td>
<td>Requests AMS to create a new agent according to the information obtained from the servlet, and returns a result in a NewAgentResponse message.</td>
</tr>
<tr>
<td><strong>Kill an Agent</strong></td>
<td>Requests AMS to terminate a possibly existing agent according to the agent AID obtained from the servlet, and returns a result in a KillAgentResponse message.</td>
</tr>
<tr>
<td><strong>Get Agent State</strong></td>
<td>Obtains information of an agent with a given AID from AMS, and returns the information in an AgentStateResponse message.</td>
</tr>
</tbody>
</table>

The messages exchanged between them have a format specified by the ACL language defined by the FIPA for agent interoperability (expressed by JADE Management Ontology, FIPA Interaction Protocol and FIPA Semantic Language). The proxy agent has a cyclic behavior to accept all requests from the servlets and its other actions are defined by the one-shot behaviors as described in Table 4.1. In response, messages returned to the servlets are encoded in XML format.

### 4.3.3 Buying and Selling Agents

Both buying and selling agents are also JADE agents. They are identical agents created by the AMS agent upon the request from the proxy agent. They can communicate with the personal agent in one-way, that is, sending the SMS to the personal agent but it is not the case vice versa. The buying agent contacts the DF agent when it needs to search a list of active related sellers in the same platform. Similarly, the selling agent contacts the DF agent when it needs to post its products or services in the same platform. Buying agents attain the migration itinerary from the server once initialized. Their behaviors are autonomous and asynchronous.
### Table 4.2 Behaviors of Buying Agents

<table>
<thead>
<tr>
<th><strong>Class Name:</strong> TickerBehavior</th>
</tr>
</thead>
<tbody>
<tr>
<td><strong>Description:</strong> This behavior implements a cyclic task that must be executed periodically. It will be invoked at particular times.</td>
</tr>
</tbody>
</table>

<table>
<thead>
<tr>
<th><strong>Given Particular Time</strong></th>
<th><strong>Action</strong></th>
</tr>
</thead>
<tbody>
<tr>
<td>Query sellers time</td>
<td>Searches the relative-service sellers from the DF, and updates the list of sellers.</td>
</tr>
<tr>
<td>Per-server activity time</td>
<td>Migrates to the next hopping server.</td>
</tr>
<tr>
<td>Total lifetime</td>
<td>Migrates back to the host server, sends a SMS to the personal agent, and terminates itself execution.</td>
</tr>
</tbody>
</table>

<table>
<thead>
<tr>
<th><strong>Class Name:</strong> RequestPerformerBehavior</th>
</tr>
</thead>
<tbody>
<tr>
<td><strong>Description:</strong> This behavior is a multi-step task that implements a contract-net protocol.</td>
</tr>
</tbody>
</table>

<table>
<thead>
<tr>
<th><strong>Message Sent/Received</strong></th>
<th><strong>Response Action</strong></th>
</tr>
</thead>
<tbody>
<tr>
<td>1. a CFP sent</td>
<td>Sends the CFP to all relevant selling agents.</td>
</tr>
<tr>
<td>2. PROPOSE received</td>
<td>Receives all proposals/refusals from all relevant selling agents, evaluates the best price offered and updates the present best offer.</td>
</tr>
<tr>
<td>3. ACCEPT_PROPOSAL sent</td>
<td>Sends the purchase order to the selling agent that provided the best offer.</td>
</tr>
<tr>
<td>4. INFORM received</td>
<td>Receives the purchase order reply, and sends a SMS to the personal agent.</td>
</tr>
</tbody>
</table>
### Table 4.3 Behaviors of Selling Agents

<table>
<thead>
<tr>
<th>Class Name: TickerBehavior</th>
</tr>
</thead>
<tbody>
<tr>
<td>Description: This behavior implements a cyclic task that must be executed periodically. It will be invoked at particular time (i.e. lifetime) and sends a SMS to the personal agent, and terminates itself.</td>
</tr>
</tbody>
</table>

<table>
<thead>
<tr>
<th>Class Name: OfferRequestBehavior</th>
</tr>
</thead>
<tbody>
<tr>
<td>Description: This behavior is a cyclic task to serve incoming offer requests from buying agents.</td>
</tr>
</tbody>
</table>

<table>
<thead>
<tr>
<th>Message Received</th>
<th>Response Action</th>
</tr>
</thead>
</table>
| CFP              | (1) If the requested product or service is in the local catalogue, replies with a PROPOSE message specifying the price.  
(2) Otherwise, replies with a REFUSE message specifying not-available. |

<table>
<thead>
<tr>
<th>Class Name: PurchaseOrderBehavior</th>
</tr>
</thead>
<tbody>
<tr>
<td>Description: This behavior is a cyclic task to serve incoming offer acceptances from buying agents</td>
</tr>
</tbody>
</table>

<table>
<thead>
<tr>
<th>Message Received</th>
<th>Response Action</th>
</tr>
</thead>
</table>
| ACCEPT_PROPOSAL  | (1) If the relevant product or service is not sold to another buying agent yet, removes the relevant product or service from the catalogue, replies with an INFORM message to notify the buyer that the purchase has been successfully completed.  
(2) Otherwise, replies with a FAILURE message specifying not-available. |
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The different actions inside buying agents and selling agents are shown in Table 4.2 and Table 4.3 respectively. With regard to the migration problem in the implementation, in the context of programming, a mobile agent was represented in a Java Archive (JAR), which contains the serialized state of the agent. Then the mobile agent is transported by means of JAR on demands.

4.3.4 Third-party Selling Agent

A GUI was also developed, as shown in Figure 4-4, for a third-party seller to launch a selling agent. This agent can represent a seller of a company conducting online B2C business.

![GUI of the Third-party Selling Agent](image)

Figure 4-4: GUI of the Third-party Selling Agent

4.4 Message Standards

To improve the interoperability of the framework, the messages transmitted between the personal agent and the server are based on XML format, and the messages exchanged between JADE agents are encoded in the ACL message format.

4.4.1 XML Message

The communication between the personal agent and the proxy agent are encoded in XML format. XML provides a system-independent format for specifying the information to be exchanged. This design is to ensure that mobile phones can synchronize their data with the server where information is stored. This makes the data portable and improves the interoperability and flexibility of the personal agent. As described in Figure 4-5, XML document defined the structured data of a mobile buying agent. A set of data type definition
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(DTD), such as agent type, item description and lifetime, is defined and known to the server. The server retrieved data from the XML document by parsing it based on its meaning and structure. Therefore, both the personal agent and the proxy agent can agree upon what format of messages will be used and be able to handle them respectively. In the implementation, Simple API for XML (SAX), an event-based XML parser, was used because it is an industry standard and consumes less CPU and memory.

```
<?xml version="1.0"?>
<configuration>
  <agenttype>buyer</agenttype>
  <serverURL>http://localhost:8080</serverURL>
  <itemdescription>csi5389textbook</itemdescription>
  <preferredprice>50.00</preferredprice>
  <mobility>yes</mobility>
  <serveractivetime>100</serveractivetime>
  <lifetime>850</lifetime>
</configuration>
```

Figure 4-5: XML Document of a Buying Agent

4.4.2 ACL Message Delivery between Agents

The ability to communicate is one of the most important features of agents. In order to promote interoperability between agent platforms, FIPA ACL is used as a standard language to define the messages delivered between JADE agents. The asynchronous message passing as described in Figure 4-6 was adopted as the communication paradigm.
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Figure 4-6: JADE Asynchronous Message Passing Paradigm [18]

Figure 4-7(1): ACL Messages Between DF and Selling Agents

ACL messages exchanged by JADE agents have a format as shown in Figure 4-7 (1) and (2). This format comprises a number of fields and in particular: the sender of the message; the list of receivers; the content (i.e. the actual information included); the language (i.e., the syntax used to express the content); the ontology (i.e., the vocabulary of the symbols encoded in the
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content). Figure 4-7(1) describes the messages exchanged between the DF and a selling agent when the selling agent tried to register to the DF and post its products. The language FIPA S10 [10] was used in this case. The selling agent is able to encode or parse expressions complying with this syntax.

Figure 4-7(2) describes the messages exchanged between a buying agent and a selling agent when they were engaged in the negotiation. In this situation, the ontology of book trading was defined. The communicative act CFP expressed an intension that buying agent sent to the selling agent regarding a book request. The content of the message was the title of the book. The PROPOSE message carried the seller offers, e.g., the price of the book.

![ACL Message](image)

(a) ACL message description when a buying agent sent a CFP to seller agent

![ACL Message](image)

(b) ACL message description when a selling agent replied to buying agent with a proposal

Figure 4-7(2): ACL Messages Between Buying and Selling Agents
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4.5 Mediator Server

The mediator server plays an important role in the framework, containing a Web services server and a multi-agent system.

4.5.1 Web Services Server

The Web server provides connection services for mobile phones. It responds to the HTTP requests from mobile phones and forwards the requests to the multi-agent system. The servlet technology was applied to provide a simple mechanism for the functionality of the Web server. Tomcat Servlet Engine was used to set up the Web server. Each request from the personal agent was associated with a servlet. Then the servlet forwarded the request to the proxy agent. The function of Web server was not provided too much because it was not the most important aspect of the implementation. In other words, the extra unnecessary overhead of the whole server was avoided.

4.5.2 Multi-agent System

The JADE middleware was used to develop the multi-agent system. Like threads scheduling and messaging support, JADE agents share resources and services in a run-time environment where they are executed. One or more containers provide the run-time environment, which consists of a JADE platform and hosted by the Java Virtual Machine (JVM) [17]. Each agent has one logical reference, Global Unique Identifier (GUID) [18] which is used in the ACL message and then resolved into a physical address by the platform. To speed up the agents’ execution, "Just-in-Time" compilation that is provided by the JVM was used, and then most used parts of agent codes were compiled at run-time.

4.6 Scenario for a C2C E-commerce Application

The proposed system is simulated through a simple scenario. In the university community, students sell textbooks and other products to other students. They might advertise that they are subletting apartments (services) as well. More often than not, the neighborhood nearby
conduits garage sales. The University deploys several mediator servers in the university center and residence areas. In this case, both products and services are accessible by students (users) through their mobile phones connecting to the servers. It is also assumed that the servers have proper agreements with the wireless carriers.

4.7 Lessons Learned

This section summarizes our experiences when implementing our system, and aims to capture some practical lessons for future design and development.

4.7.1 Choosing an Appropriate Modeling Language

In our work, we modeled a multi-agent system at the agent level with an agent-oriented extension to UML and implemented it using the Java programming language. Role modeling was used to structure the collaborative capabilities of the agents. Especially, we used UML Activity Diagrams to model the dynamic behavior of mobile agents. However, the complexity of today's agent-based applications is increasing. Agent-specific concerns, such as autonomy, mobility, roles, learning, and error handling, have been involved in the software engineering of large MASs. The agent properties should be designed separately from the agent's basic behaviors because they are typically overlapping and crosscut the agent's basic functionality [16]. According to our knowledge, agent-oriented modeling languages and OO programming languages provide no adequate abstractions for separation of crosscutting concerns in the modeling and implementation levels. We discovered that developing new agents required extensive re-development of the existing system. As new agents were added, new functionalities and interfaces needed to be added to existing agents. When we chose an agent-oriented approach, we expected to use a small set of agents for the basic functionality of the system. As client requirements or technology capabilities evolved, specialized agents could be added or replaced with different versions.
4.7.2 Choosing Appropriate Tools and Technologies

We chose open source software, such as Apache Tomcat and JADE, as the tools of development and deployment of the system. The open source license allows users the freedom to run the program for any purpose, to study and modify the program, and to freely redistribute copies of the original or modified program. Also, open source forums are widely used in the community to ask questions and share answers. In our implementation, the JADE platform was used to support inter-agent collaborations and agent mobility. With the JADE middleware, we do not need to implement the multi-agent system from scratch. Therefore, we focused our development on the market mechanism rather than on the underlying communication infrastructure. Our system needs to handle a large number of clients, but JADE does not address scalability in any meaningful way. Finding an effective approach for scalability is extremely challenging. We therefore decomposed the platform between multiple containers in the several servers. This structure allowed us to decompose the message delivery tasks between containers and balance the workload of the whole system. Our hope for scalability depends on the enforced agent technology that is developed with more scalable mechanisms. In our implementation, we also ran into a number of bugs (especially when we used the third-party plug-ins). We found that errors could propagate from agent to agent through communication channels, making it difficult to identify the agent at fault. We finally fixed the problems due to contributions from the open source forums which is one of the benefits of open source.

4.8 Summary

This Chapter presented the implementation environments and tools integrated into the development of the mediator-based framework. The implementation used standard Web services technologies and Java technologies to show an approach with high feasibility. First, this chapter described the architecture topology, and then all kinds of software agents integrated in the framework were presented. Then the message standards and the construction of the server were illustrated. The next chapter will outline and discuss the evaluation criteria resulting from the issues listed in this thesis.
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5.1 Introduction

This chapter describes our experimental environment, our evaluation metrics and our results. Our main objectives are to present some criteria intended to validate the concept of the proposed framework and to evaluate the implementation through some experimental results. We will observe and measure the functionality of personal agents and mobile agents since personal agents represent the desire of users and mobile agents offer the delegation of tasks. The migration of agents will be examined to evaluate the mobility, which is an important aspect of our framework. We will look at communication languages used among agents to evaluate the interoperability and the extensibility. Also, we examine the scalability to evaluate the feasibility of our framework. Through these evaluation criteria, we verify the benefits for mobile device users, which are to meet the challenges discussed in earlier sections.

Our evaluation methodology is as follows. In the experiments, each agent has the ability of being tracked. Each agent recorded its lifecycle information in a log file, from the start of execution to termination. The log files store some necessary information, including timestamps, agent IDs, migration time, messages sent or received, and so forth. We can examine each agent’s lifecycle using these log files. Each server also kept track of its agents’ activities in some files, including the migration and negotiation information. These files provided effective information for our examining and analyzing the results of the experiments, for example, what price was offered to which buying agent by which selling agent, or into which server and at what time a buying agent migrated.
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5.2 Experiments

Some experiments have been performed according to the scenario described in Section 4.6. Several measurements were taken in the experiments. Because of some restrictions in the availability of network nodes, we limited the number of servers that will be visited by the mobile agent. In particular, we observed some specific experiments related to the requirements in the design.

5.2.1 Hardware and Software Configuration

Only three IBM personal computers were used to simulate three servers as distributed in the topology of Figure 4-1. The three hosts were connected within a 100Mbit/s Ethernet LAN, showing the same characteristics that are described in Table 5.1. In the experiments, we distinguished two roles for the computers involved: the host server and the guest server. The host server is the computer on which the agent is started and the other computers visited by this agent are called the guest servers.

<table>
<thead>
<tr>
<th>Item</th>
<th>Description</th>
</tr>
</thead>
<tbody>
<tr>
<td>Operating System</td>
<td>Microsoft windows XP professional version 2002 service pack 2</td>
</tr>
<tr>
<td>Processor</td>
<td>Intel® Pentium® 4 CPU 3.40 GHz</td>
</tr>
<tr>
<td>Total Memory</td>
<td>3.39 GHz, 0.99 GB of RAM</td>
</tr>
<tr>
<td>Network Adapter</td>
<td>Broadcom NetXtreme Gigabit Ethernet</td>
</tr>
<tr>
<td>Java</td>
<td>Sun JDK 1.5</td>
</tr>
</tbody>
</table>

5.2.2 A Test Scenario

It is unnecessary to elaborate on each experiment that was conducted. Out of them, we are solely interested in elaborating a specific and typical scenario, which helps students search the ideal used textbooks (e.g., the best price) in the campus. In this scenario, a student (buyer)
wanted to buy a used textbook, say CSI5389, and then launched a buying agent on the mediator server 1 via the emulator called MPE0. Another student (seller) desired to sell a used textbook, say CSI5389, and then started a selling agent on the mediator server 2 also via the emulator called MPE1.

![Diagram of buying agent creation](image1)

(a) MPE0 was ready to send a request of creating a buying agent

![Diagram of MPE0 response](image2)

(b) MPE0 received message that buying agent was created

![Diagram of selling agent creation](image3)

(c) MPE1 was ready to send a request of creating a selling agent

![Diagram of MPE1 response](image4)

(d) MPE1 received message that selling agent was created

Figure 5-1(a)-(d): The Creation Procedure of Buying Agent and Selling Agent

The two students were identified with their phone number, +5550000 and +5550001 respectively. The desired textbook cannot be found in the host server, but is available at a...
guest server. In the buyer's emulator, the mobility of buying agent was activated. For the sake of tracking, the mobility of the selling agent was not activated in the seller's emulator. As depicted in Figure 5-1 (a-b), the creation of the buying agent was a synchronous procedure. It means that the personal agent was unavailable to operate until the request was processed in the server. Similarly, the creation procedure of the selling agent is described in Figure 5-1(c-d). At any time, students may add items via their personal agents and specify their preferences such as a time limit and a preferred price for the trading, e.g., more desired textbooks. Also, students may check the state of mobile agents or change their mind to cancel the task.

5.2.3 Measurements and Observations

First, we examined the functionality of the personal agent and observed the following results: Users, with the assistance of their personal agents, can connect to the mediator servers via HTTP and initiate mobile buying or selling agents in the mediator servers. They do not need to instruct their buying or selling agents of what to do after configuring their preferences. Also, users can add new items anytime and relevant mobile agents will be created to handle the trading of these new items respectively. In addition, users can send instructions to the servers to kill their buying or selling agents in order to cancel their tasks.

Second, we examined how a buying or selling agent worked well as a peer agent of the personal agent. Both buyers and sellers should be informed by SMS messages from their personal agents, regarding the state of their buying or selling agents. In fact, SMS messages reflect the important milestones during the lifecycle of buying or selling agents. Buying agents report the results to their buyers from time to time. As we can see from Figure 5-2(a), the buyer received a SMS message that the best price (90) was found for item (csi1200textbook) from the seller with id +5550001. Following that, the buying agent placed an order with that seller because the preferred price was acceptable to the buyer (we assumed that the acceptable maximum price of buyer was 100.).
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(a) MPED received a SMS that the best price was found
(b) MPED received a SMS that the purchase order was placed
(c) MPE1 received a SMS that the product was ordered

Figure 5-2(a)-(c): SMS Messages Received by the Personal Agent from the Mobile Agent

As illustrated in Figure 5-2(b), a SMS message informed the buyer that the seller could be contacted once a purchase decision is made. On the seller’s side, the selling agent also informed the seller with a SMS message, as illustrated in Figure 5-2(c), that the related item (csi1200textbook) was offered to the buyer with id +5550000. Both buyer and seller therefore were relieved from the tedious negotiation procedure. Through the negotiation process of the buying and selling agents, students gained valuable information about making trading decisions. Buying agents can finally make an agreement with selling agents when the required item and price are matched. Mobile users then receive text messages from their servers, displayed on the screen of the simulators.

Third, we looked the ACL messages delivered between agents. Figure 5-3(a) shows a Message Sequence Chart (MSC) that describes a creation process of a mobile agent. The proxy agent took the request forwarded from the servlet and sent a REQUEST message to the AMS agent. The AMS agent replied with an INFORM message and informed RMA that a new mobile agent was created. With that, this new agent needed to register in the system, and then the AMS agent received a REQUEST message.
Figure 5-3(a): Message Sequence Charts Described a Creation Process of an Agent

Figure 5-3(b): Message Sequence Charts Described a Negotiation Process of Agents
Figure 5-3(b) shows a MSC that described a CFP negotiation process of a buying agent interacting with other agents. In this scenario, we suppose that among the sellers which exist in the system, only seller1 and seller2 offered the item that buyer1 wanted. However, the price offered by seller1 was lower than that of seller2. The first two messages describe the procedure that seller1 registered and posted its service to the DF agent. After buyer1 entered this system, this buying agent initiated a negotiation process. At the beginning, buyer1 acquired a seller list from the DF by sending a REQUEST. After that, buyer1 sent the CFP to all related sellers. Then, buyer1 received a PROPOSE from seller1 and seller2 respectively, as well as a REFUSE from other sellers. At this point, buyer1 needed to estimate the PROPOSEs. Since seller1 offered a more ideal price than seller2, buyer1 took the desired one and then sent an ACCEPT-PROPOSAL to seller1. Seller1 replied with an INFORM message to buyer1 and then they reached an agreement on the related item and price. Seller1 finally deregistered the related item via the DF agent since this item was sold.

Finally, we observed the migration process of a mobile agent. Mobile agents should be active in their servers within the specified time and migrate among the servers. Thus, we developed a scenario where we supposed that a buying agent started from server1 and continued searching the related service in server2 and server3 sequentially. We set up two parameters for this mobile agent: maximum server active time was set to 100 seconds; and total lifetime was set to 850 seconds. A migration route was depicted in Figure 5-4. As expected, the buying agent contacted the other agents in the server1 and then migrated to server2 after approximately 100 seconds. Similarly, the buying agent communicated with other agents in server2 and then traveled to server3. The same things happened in server3. Because there were no more sites to be visited, the buying agent migrated back to server1, ending with its first round of migration. The second round was started since the total lifetime was not reached. All the ways, the buying agent did the same things. We assumed that no sellers offered the required services to this buying agent. As the time elapsed, the buying agent was in its third round and roamed into server2. In this phase, the buying agent used up its lifetime of 850 seconds and predicted an ending of its lifecycle. Therefore it migrated back to the host server1, even though the third round trip was not finished.
In another scenario, we used the same parameters for the buying agent, except that the total time was increased to 1000 seconds. The difference was that a selling agent was dispatched in server2 at the moment the buying agent was ready to launch its third round trip. This selling agent exactly offered the service that the buying agent needed. As expected, the two agents met together and reached an agreement after negotiating with each other. This experiment confirmed that after completing its task, the buying agent migrated back to server1, regardless of more available lifetime to be exhausted. Figure 5-4 illustrates this experiment.

5.3 Analysis of Results

This section discusses some effective efforts we made towards the objectives. Some advantages and disadvantages based on the observations are presented as follows.

5.3.1 Usability and Mobile Devices Benefits

As a presentation to the user, the developed GUI of the personal agent did not require complex screen input and each function was implemented in one-step interaction. On the client side, therefore, it is easy for users to learn how to manipulate the mobile devices and participate in the e-businesses. Also, it requires users with minimal interaction and then takes users less time to accomplish a task. On the server side, the Web service allowed users to
access its functionality of launching the corresponding agents to perform tasks delegated by users. Therefore good usability was practiced in the experiments. For the mobile phone, it mitigates the limitations of smaller screen size and clumsy input capability, thereby reducing the complexity of user interactions. To make efficient use of the limited bandwidth of the wireless networks, we designed a method that a user can disconnect from the network after launching a buying or selling agent. Thus, the user only incurs minimal connection time and connection expense. In addition, no further computations are needed in the personal agent, because the buying or selling agent offloaded computations to available server resources. Mobile devices therefore can decrease the expense of battery life and survive from limited computing capacities. Since users' mobile devices are connected to the network only when needed, this makes efficient use of limited bandwidth and reduces the network traffic. Furthermore, it helps cell phone users save money.

One disadvantage here is the matching problem of the item. It is known that an item description may not be enough to describe a product or service. In the experiment, we developed an imperfect algorithm for agents to match the related item, that is, explicit comparison of description. We believed that, in future work, semantic technology could be applied to address a problem about fuzzy comparison. Considering the computing capacity and the presenting simplicity of the mobile devices, we had to make such a trade-off.

At the present, agents perform the tasks on their users' behalf in one-stop mode; that is, after specifying a desired item, the users do not need to interfere with the agents until receiving the negotiation results. It therefore brings the convenience to users but it also presents a drawback that users have to specify an exact item to buy, especially for a buyer. A possible solution to walk around this drawback is: buying agents could return a list of similar items for buyers to select before they make a contract with selling agents; the options display on the screen of mobile devices for buyers to refine their needs. However, this solution conflicts one of our objectives, that is, the manipulation on mobile devices will inevitably increases.
5.3.2 Mobility

The performance of agent migration depends on several factors, such as network quality, the size of agent code etc. Because there is no available benchmark suite for mobile agents, we did not assess the performance of the entire system and focused mainly on the specified migration times and fixed migration itinerary. In the experiments, we found that the two parameters, maximum server activity time and total lifetime, had effective impacts on the mobile agents’ migration strategy. On the basis of these parameters, the mobile agents autonomously directed themselves to the next hopping server along the route or to the host server after completing their tasks. Conveniently, users, through the GUI on the mobile devices, can determine these parameters. To fulfill a given task, the buying or selling agent and the personal agent (the representative of the user) work well together. From the view of the networks load, the proposed framework avoids high network latency and reduces the network traffic since buying or selling agents locally communicate with other agents in the system. Also, the instant SMS message enables the buying or selling agent to inform the results to the personal agent, that is, they become a pair of peers.

5.3.3 Extensibility

The proposed framework is extensible. On the one hand, XML-based communication is used to enhance extensibility. On the other hand, the framework could be easily extended to B2C, or even B2B business models. Not only individuals but also business companies can be attached to the framework. Actually, an individual customer may be growing up to a small company once he/she operates the business more professionally and broadly. As a matter of fact, since mobile phones and PDAs are already being used as extended enterprise tools, business companies, such as retailers and suppliers, can publish their product services on their servers via mobile devices. As long as these businesses take part in the framework parties, they could benefit from the automatic discovery of business partners. Also, it is possible for businesses, especially for retailers, to sell to potential buyers their products in an extra advertising way. For online retailers, they can expand their retail business onto the phone so that increase sales. Shopping through the phone becomes very alive and becomes an attractive new medium for retailers. In such a sense, this framework is an integration model
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of C2C, B2C and B2B e-commerce. Nonetheless, using mobile devices for complex tasks can be quite frustrating (e.g. difficult to enter data), so people will just not use it. An idea is to incorporate targeted messaging or advertising into our model, where businesses could send a message to users who are physically located in their vicinity. Agents could negotiate a transaction, and the buyer would already be located nearby to complete the purchase and pick up the item.

5.3.4 Scalability

To promote scalability, some measurements were taken: the personal agent was excluded from the MAS and distributed JADE agents in the different containers. It is unnecessary for the MAS to manage personal agents since they run on the each single mobile phone, respectively. Considering the large amount of mobile users involved in the system, the MAS benefits from lower workload without managing such personal agents. It can be noted that buying or selling agents will be linearly increased in scale upon the requests from the users. So, it is reasonable to assign them to different containers to balance the whole system workload. The lifecycle of the servlets is controlled by servlet containers which are built in the Web services server. The performance of Web services server would have an impact on the multi-threading capability of the servlets. In the experiments, we simply populated 30 mobile agents on each mediator-server, and the observation showed that they all ran in a good state. To some extent, scalability depends on the computing capability and available consuming resources of the server. Although there were not enough tests conducted in the experiment to verify the high scalability, some researches have attempted to evaluate it using JADE. Chmiel et al. [6] and Vitaglione et al. [54] presented the results of a high scalability and excellent performance in JADE through some scenario measurements. Based on the existing research, our intention in future is to benchmark both the software and the hardware and to demonstrate the scalability of the proposed framework.
5.3.5 Interoperability

We focused primarily on the interoperability between different systems for mobile agents. Interoperability is required in the systems where mobile agents can migrate into and leave off. Mobile agents in one system therefore can interact and communicate with other agents in the second system. In the framework, FIPA ACL message is used as the communication language during the interaction between agents. Adopting such a mechanism helps to improve the interoperability in mobile agent communities.

5.3.6 Security Issues

As for e-business and e-commerce applications, transaction security will remain a major issue for mobile commerce applications. When it comes to the online payment, people are concerned about the security of transactions, especially those that involve a great amount of money. In the proposed framework, however, both buyer and seller do not need to worry about their transactions. One of reasons is that no payment module was presented in the architecture. Admittedly, that does not mean that the payment module is unnecessary to consider. (This would be enhanced as a new feature in the system in the near future.)

However, an important security issue must be addressed. When mobile agents travel, their code and data are transmitted over the network. The users should be assured that they are secure enough. JADE supports weak agent migration from container to container within the inter-platform or intra-platform. In the design, very little was done to protect agents from being attacked once they run in a remote container. Thus further research in this area is needed, e.g., consideration of possible attacks. Some possible security problems are listed as follows:

1. Malicious mobile agents can try to access services and resources without adequate permissions. On the other hand, a malicious agent can assume the identity of another agent in order to gain access to platform resources and services, or simply to cause mischief or even serious damage to the platform.
(2) Mobile agents may suffer eavesdropping attacks from other mobile agents. A malicious agent can sniff the conversations between other agents or monitor the behavior of a mobile agent in order to extract sensitive information from it.

(3) Mobile agents may also suffer alteration attack from malicious hosts. To execute the agent and update its state, the host must definitely be capable of reading and writing the agent. A malicious host might steal private information from the agent or modify the agent to compute the wrong result or to misbehave when it jumps to another site.

Current research efforts in the area of mobile agent security adopt two different points of view [24]: First, from the platform perspective, the hosts need to be protected from malicious mobile agents such as viruses and Trojan horses that are visiting it and consuming its resources. Second, from the mobile agent point of view, the agent needs to be protected from malicious hosts. There are many mechanisms to protect a host against malicious agents. Digital signatures and trust management approaches may help identify the agent and evaluate how much it should be trusted. The malicious host problem, in which a malicious host attacks a visiting mobile agent, is the most difficult problem. We found some works in the literature about powerful techniques such as Sandboxing and Proof-Carrying Code (PCC). Sandboxing [58] is a software technique used to protect mobile agent platform from malicious mobile agents. PCC [29] introduces the technique in which the code producer is required to provide a formal proof that the code complies with the security policy of the code consumer. Therefore, it is envisaged that the security of mobile agents is an important issue that will encourage techniques and mechanisms for e-commerce in the future.

5.4 Summary

This chapter presented the evaluation that the mobile agent-mediated framework was subjected to. A number of addressed issues were briefly discussed after describing the technical feasibility of the suggested solutions. As confirmed by the experiments, mobile users connect to their servers only when they need to add new items or to cancel their tasks. This obviously results in such benefits as reduced bandwidth utilization, increased battery
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life for mobile devices, and no complicated computation conducted in mobile devices. Also, mobile agents can move to various servers to negotiate autonomously, and mediator servers can accept mobile agents from outside their systems. This feature enables users to participate in multiple markets on the Internet. Further research is needed in mobile agent and security issues, such as confidential information carried and communicated by agents.
6.1 Summary

In summary, the conceptual framework proposed in this thesis provides a feasible e-market environment for mobile e-commerce applications. This was successfully demonstrated through the implementation of a prototype system.

This thesis work is driven by the mobile needs for new solutions providing trading, mobile access and user support in the mobile e-commerce. We propose in this thesis a framework that allows traders to do business in inter-connected e-marketplaces by means of mobile, intelligent agents. This framework, which adheres to standardization efforts in multi-agent field such as FIPA, paves a possible way towards a near future when mobile agents can smoothly travel among different agent-based marketplaces to carry out tasks on their users’ behalf. Our purpose of presenting such an idea is to improve our understanding of the value of mobility and to encourage the conceptual construction of a global community. We do not claim that buyers and sellers around the world would have to buy into this to make it work, and worldwide C2B e-commerce would be revolutionized thereby. In practice, however, we hope that our work would be useful on a smaller scale and leads to new investigations that may result in new solutions to the problems we addressed.

The proposed framework assists users in C2C e-commerce and enriches the resources for users to perform comparison shopping activities at the point of purchase. It was discussed in the previous section that this model could also be applied to B2C and B2B applications. The proposed framework, aimed at providing new capabilities for advanced mobile e-commerce solutions, employs an approach that integrates the advantages of intelligent and mobile agents. Intelligent agents are aiming at making trading decisions on behalf of the users that emulate human traders’ behavior, while mobile agents are used to extend that support by allowing users to remotely participate in several e-marketplaces.
Chapter 6. Conclusions

In addition, we believe that intelligent and mobile agent technology is also a promising solution to the problems of low speed, high latency and limited computing ability that current wireless network is facing. It is envisaged that this approach can provide several benefits to industry including the reduced participation costs and easy access from different mobile devices.

6.2 Future Work

Currently, we propose an initial conceptual framework that can be improved. In [60] [61], we already discussed some concepts about agent migration and user’s mobility (the ability to conduct e-business via mobile devices anyplace and anytime). This thesis further demonstrates the proposed framework fully. Using this work as a starting point, a number of future research directions are outlined as follows:

(1) Negotiation protocols do not have to be hard-coded into the agents. Instead, mobile agents can adapt to all kinds of negotiations when they arrive at a new remote location. Thus, the framework paves the way for future research where more general architectures can be explored to allow mobile agents to take part in various negotiation protocols, such as factor negotiating (price, quality, delivery time etc.), electronic contracting, and so on. Currently, the negotiation strategy module is only a purchase determined by price (agents seek a preferable price by a fixed amount). FIPA defines auction protocols (e.g. Dutch and English auctions) as well as simpler strategies such as: fixed pricing, fixed pricing with a discount, and so on. We plan to add them into negotiation protocols in future research.

(2) Items are described only by their names. Obviously, other attributes, such as color, age, terms of warranty and delivery should also be considered. We believe that semantic technology would enrich the description of items and can help to solve this problem. It should be noted that the small screen of mobile devices will bring inconvenience to users when they specify many attributes of an item. A possible solution is to make use of the persistent memory of mobile devices to store users’ preferences.
(3) Mobile agent technology currently has some limitations, such as identity management, fault tolerance, protection of agents, and resource security. These limitations have brought up many concerns about the practical utilization of mobile agents. For example, primarily in the area of security, e-commerce applications involve dealing with money and thus users will hesitate to use mobile agents unless mobile agents are secure enough to be trusted. In the situation presented in this thesis, the mobile agents representing different buyers or sellers migrate over the Internet and then execute themselves on remote computers. These mobile agents are thus exposed to an open environment and may become vulnerable. Since the mobile agents execute on unknown computers and interact with unknown agents, a reliable security infrastructure is vitally needed for the future development of the intelligent mobile agent-based e-marketplaces.

(4) An additional component, a reputation system, will be necessary in our architecture. At this reputation system, agents could sign binding contracts and check user’s credit histories and reputations. The trust problem will be further studied in the continuing research (e.g., Jøsang and Ismail [20] present a Beta Reputation System).

(5) In a real business situation, we would have to ensure that messages are reliably delivered to the mediator server from the personal agents. Although this communication protocol’s reliability is not detailed in our architecture currently, we could use a reliable transport at the very least, such as Reliable HTTP (HTTPR) [51], for the communication between the personal agents and the mediator server. Another consideration is to encrypt the communication. Encryption technologies can also help ensure that even intercepted transmissions cannot be read easily.

(6) The argument might be made that agents in the system should be able to send SMS text messages to users in different languages. Obviously, the traders who come from different countries may only read their local languages. From this perspective, the system should provide an additional translation service for agents. An issue that should be taken into consideration is the possibility of a mistranslated text causing embarrassment to the communicating parties. In the meantime, users ought to be made aware that what they receive is a translated text.
(7) Currently, the experiments have been running on three computers, where all buyers and sellers are located. More generally, experiments with a large number of computers should be performed in the near future for the purpose of establishing scalability of the system.
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Appendix A: Ontology

This appendix attempts to introduce an ontology into the proposed framework. However, in this thesis, only a simplified trading ontology (that has to be refined in the near future) is shown in Figure A-1, based on the UML class diagram.

An ontology is a set of concepts and predicates referring to a given domain. A class expresses each ontological template, and a slot of an ontological template whose type is primitive (e.g., String) is expressed as an attribute of the corresponding class. Those entity templates are referred to as concepts, for example, item and agent. A concept can also be used to define an attribute of the corresponding class. For instance, both brand and price are two attributes of item. Both email and telephone number are two attributes of agent. A concept can be defined as the superclass of other concepts. For example, both buyer and seller are derived from agent. Those relation templates are referred to as predicates, for example, isOrdered and has that can be either true or false. A relationship can be described as, for example, who has what or what isOrdered by who. The instances of concepts and predicates in the ontology are encoded inside the content of ACL messages exchanged by two or more agents in the system. As we introduced in Subsection 2.4.2, an ontology can be used to construct the content expression of an ACL message. In an information retrieval scenario, a buyer may use an ACL message including an expression (e.g. query :sender buyer1 :receiver seller1 :content trading (has, item1) :ontology trading) to query the product information of one seller. In this example, buyer1 is an instance of the concept buyer, seller1 is an instance of the concept seller, item1 is an instance of the concept item, and has is an instance of the predicate has.
Figure A-1: Simplified Ontology of Trading Example in UML Class Diagram
Appendix B: Java Documentation

This appendix presents a summary of the Java documentation for all the classes of the system. Since the prototype of our system was fully implemented in the programming language Java, Java documentation helps us to analyze the structure of our application. The Java documentation was generated using the Javadoc generation tool. In our project, there are two primary packages, examples.mobiletrading and serverscript. The package is the top-level element in the documentation structure. The sub-level element, a Class Summary, lists all classes in the entire package. For example, we have three classes, BuyerAgent, SellerAgent and WMABridgeAPI, in the package examples.mobiletrading. Every class is demonstrated by respective sub-level elements, i.e., Nested Class Summary that summarizes nested classes, Field Summary that describes all fields defined in the class and Method Summary that presents all methods provided by the class.

**Package examples.mobiletrading**

<table>
<thead>
<tr>
<th>Class Summary</th>
</tr>
</thead>
<tbody>
<tr>
<td>BuyerAgent</td>
</tr>
<tr>
<td>SellerAgent</td>
</tr>
<tr>
<td>WMABridgeAPI</td>
</tr>
</tbody>
</table>

**examples.mobiletrading**

Class BuyerAgent

```java
java.lang.Object
  \- jade.core.Agent
    \- examples.mobiletrading.BuyerAgent

All Implemented Interfaces:
  jade.core.TimerListener, java.io.Serializable, java.lang.Runnable
```

```java
public class BuyerAgent
extends jade.core.Agent
```

**Nested Class Summary**
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### Field Summary

Fields inherited from class `jade.core.Agent`

- `AP_ACTIVE`, `AP_DELETED`, `AP_IDLE`, `AP_INITIATED`, `AP_MAX`, `AP_MIN`, `AP_SUSPENDED`, `AP_WAITING`, `D_ACTIVE`, `D_MAX`, `D_MIN`, `D_RETIRED`, `D_SUSPENDED`, `D_UNKNOWN`

### Method Summary

Methods inherited from class `jade.core.Agent`


#### examples.mobiletrading

**Class SellerAgent**

```java
java.lang.Object
  jade.core.Agent
    examples.mobiletrading.SellerAgent
```

All Implemented Interfaces:

- `jade.core.TimerListener`, `java.io.Serializable`, `java.langRunnable`

```java
public class SellerAgent
extends jade.core.Agent
```

### Nested Class Summary
### Nested classes/interfaces inherited from class jade.core.Agent

<table>
<thead>
<tr>
<th>Class</th>
<th>Description</th>
</tr>
</thead>
<tbody>
<tr>
<td>jade.core.Agent.Interrupted</td>
<td></td>
</tr>
</tbody>
</table>

### Field Summary

### Fields inherited from class jade.core.Agent

<table>
<thead>
<tr>
<th>Field</th>
<th>Description</th>
</tr>
</thead>
<tbody>
<tr>
<td>AP_ACTIVE, AP_DELETED, AP_IDLE, AP_INITIATED, AP_MAX, AP_MIN, AP_SUSPENDED, AP_WAITING, D_ACTIVE, D_MAX, D_MIN, D_RETIRED, D_SUSPENDED, D_UNKNOWN</td>
<td></td>
</tr>
</tbody>
</table>

### Method Summary

**void updateCatalogue(java.lang.String title, int price)**

This is invoked by the GUI when the user adds a new book for sale

**Methods inherited from class jade.core.Agent**


**examples.mobiletrading**

**Class WMABridgeAPI**

<table>
<thead>
<tr>
<th>java.lang.Object</th>
</tr>
</thead>
</table>

**L examples.mobiletrading.WMABridgeAPI**

**public class WMABridgeAPI**

extends java.lang.Object

### Field Summary

<table>
<thead>
<tr>
<th>Static int</th>
<th>Description</th>
</tr>
</thead>
<tbody>
<tr>
<td>DEFAULT CBS_MESS_ID</td>
<td></td>
</tr>
<tr>
<td>DEFAULT_SMS_PORT</td>
<td></td>
</tr>
</tbody>
</table>
### Method Summary

<table>
<thead>
<tr>
<th>Method</th>
<th>Description</th>
</tr>
</thead>
<tbody>
<tr>
<td><code>handleSMS</code>&lt;br&gt;<code>void handleSMS(java.lang.String toPhoneNumber, java.lang.String messageStr)</code>&lt;br&gt;handle the sms command</td>
<td></td>
</tr>
<tr>
<td><code>quit</code>&lt;br&gt;<code>void quit()</code></td>
<td></td>
</tr>
<tr>
<td><code>setPort</code>&lt;br&gt;<code>void setPort(java.lang.String argString)</code>&lt;br&gt;handle the setPort command</td>
<td></td>
</tr>
</tbody>
</table>

### Package serverscript

#### Interface Summary

<table>
<thead>
<tr>
<th>Interface</th>
<th>Description</th>
</tr>
</thead>
<tbody>
<tr>
<td>Interface</td>
<td>Interface file with functions that client can call on this service.</td>
</tr>
</tbody>
</table>

### Class Summary

<table>
<thead>
<tr>
<th>Implementation</th>
<th>Description</th>
</tr>
</thead>
<tbody>
<tr>
<td>Server functionality implementation.</td>
<td></td>
</tr>
<tr>
<td>Interaction</td>
<td>Interaction description Object used between the Servlet and the Proxy Agent to exchange an HTTP request and its response</td>
</tr>
<tr>
<td>ProxyAgent</td>
<td>Proxy Agent Agent linking the multi-agent system to the servlet by providing HTML interfaces.</td>
</tr>
<tr>
<td>Synchronizer</td>
<td></td>
</tr>
</tbody>
</table>

```java
public interface Interface
    extends java.rmi.Remote

Interface file with functions that client can call on this service.
```

### Method Summary

<table>
<thead>
<tr>
<th>Parameter Type</th>
<th>Method</th>
<th>Description</th>
</tr>
</thead>
</table>
Method Detail

request

```java
java.lang.String request(java.lang.String info, java.lang.String command)
    throws java.rmi.RemoteException
```

Request screen. Client state is defined by function parameters. Result of the function is string containing xml data describing next screen to be displayed on client.

Parameters:

- `id` - Client or client state id. Interpreted only by server. Initial value of client id is 0. Server in xml data returned can request client to change his id.
- `info` - Data entered or selected on client. In List it is name of selected item. In TextBox it is a value entered by user.
- `command` - Command name pressed by user.

Returns:

xml string representing next screen to be displayed on client.

Throws:

java.rmi.RemoteException

serverscript

Class Implementation

```java
java.lang.Object
    └ serverscript.Implementation
```

All Implemented Interfaces:

- java.rmi.Remote, javax.xml.rpc.server.ServiceLifecycle, Interface

```java
public class Implementation
    extends java.lang.Object
    implements Interface, javax.xml.rpc.server.ServiceLifecycle
```

Server functionality implementation.

Method Summary

<table>
<thead>
<tr>
<th>Method</th>
<th>Signature</th>
<th>Description</th>
</tr>
</thead>
<tbody>
<tr>
<td><code>void</code></td>
<td><code>destroy()</code></td>
<td>Destroy service instance.</td>
</tr>
<tr>
<td><code>void</code></td>
<td><code>init(java.lang.Object context)</code></td>
<td>Initialize service instance.</td>
</tr>
</tbody>
</table>

Methods inherited from class java.lang.Object
equals, getClass, hashCode, notify, notifyAll, toString, wait, wait, wait

Method Detail

init
public void init(java.lang.Object context)
Initialize service instance.
Specified by:
init in interface javax.xml.rpc.server.ServiceLifecycle

destroy
public void destroy()
Destroy service instance.
Specified by:
destroy in interface javax.xml.rpc.server.ServiceLifecycle

request
public java.lang.String request(java.lang.String info,
java.lang.String command)
throws java.rmi.RemoteException
Process server request.
Specified by:
request in interface Interface
Parameters:
info - Data entered or selected on client. In List it is name of selected item. In TextBox it is a value entered by user.
command - Command name pressed by user.
Returns:
xmI string representing next screen to be displayed on client.
Throws:
java.rmi.RemoteException

serverscript
Class Interaction
java.lang.Object
serverscript.Interaction

public class Interaction
extends java.lang.Object
Interaction description Object used between the Servlet and the Proxy Agent to exchange an HTTP request and its response
Method Summary

Methods inherited from class java.lang.Object
equals, getClass, hashCode, notify, notifyAll, toString, wait, wait, wait

serverscript

Class ProxyAgent
java.lang.Object
  jade.core.Agent
  serverscript.ProxyAgent
All Implemented Interfaces:
    jade.core.TimerListener, java.io.Serializable, java.langRunnable

public class ProxyAgent
  extends jade.core.Agent
Proxy Agent Agent linking the multi-agent system to the servlet providing HTML interfaces.

Nested Class Summary

Nested classes/interfaces inherited from class jade.core.Agent
jade.core.Agent.Interrupted

Field Summary

Fields inherited from class jade.core.Agent
AP_ACTIVE, AP_DELETED, AP_IDLE, AP_INITIATED, AP_MAX, AP_MIN, AP_SUSPENDED, AP_WAITING, D_ACTIVE, D_MAX, D_MIN, D_RETIRED, D_SUSPENDED, D_UNKNOWN

Method Summary

void setup()
  Starting method of the agent: enable object2agent and set a cyclic behavior to check the queue.
void takeDown()
    Disables the object-to-agent communication channel, thus waking up all waiting threads

Methods inherited from class jade.core.Agent
addBehaviour, blockingReceive, blockingReceive, blockingReceive, blockingReceive,
blockingReceive, changeStateTo, clean, doActivate, doClone, doDelete,
doMove, doSuspend, doTimeOut, doWait, doWait, doWake, getAgentState,
getAID, getAMS, getArguments, getContainerController, getContentManager,
getCurQueueSize, getDefaultDF, getHap, getHelper, getLocalName, getName,
getO2AObject, getProperty, getQueueSize, getState, here,
notifyChangeBehaviourState, notifyRestarted, postMessage, putBack,
putO2AObject, receive, receive, removeBehaviour, restartLater, restore,
restoreBufferedState, run, send, setArguments, setEnabledO2ACommunication,
setGenerateBehaviourEvents, setQueueSize, waitUntilStarted, write

Method Detail
setup
public void setup()
    Starting method of the agent: enable object2agent and set a cyclic behavior to check the queue.
    Overrides:
    setup in class jade.core.Agent

takeDown
public void takeDown()
    Disables the object-to-agent communication channel, thus waking up all waiting threads
    Overrides:
    takeDown in class jade.core.Agent

serverscript
Class Synchronizer
java.lang.Object
    serverscript.Synchronizer

public class Synchronizer
    extends java.lang.Object

Method Summary

Methods inherited from class java.lang.Object
equals, getClass, hashCode, notify, notifyAll, toString, wait, wait, wait
### Packages

<table>
<thead>
<tr>
<th>Package</th>
</tr>
</thead>
<tbody>
<tr>
<td>example.serverscript.connector</td>
</tr>
<tr>
<td>example.serverscript.demo</td>
</tr>
</tbody>
</table>

### Package `example.serverscript.connector`

#### Interface Summary

<table>
<thead>
<tr>
<th>Interface</th>
</tr>
</thead>
<tbody>
<tr>
<td>Interface</td>
</tr>
</tbody>
</table>

#### Class Summary

<table>
<thead>
<tr>
<th>Class</th>
</tr>
</thead>
<tbody>
<tr>
<td>Interface_Stub</td>
</tr>
<tr>
<td>Request</td>
</tr>
<tr>
<td>RequestResponse</td>
</tr>
</tbody>
</table>

#### `example.serverscript.connector` Interface Interface

**All Superinterfaces:**
- java.rmi.Remote

**All Known Implementing Classes:**
- Interface_Stub

```java
public interface Interface extends java.rmi.Remote
```

### Method Summary

```java
java.lang.String request(java.lang.String string_1,
                         java.lang.String string_2)
```

### Method Detail

**request**

```java
java.lang.String request(java.lang.String string_1,
                         java.lang.String string_2)
```

**Throws:**

Throws java.rmi.RemoteException

106
java.rmi.RemoteException

element.serverscript.connector
Class Interface_Stub
java.lang.Object
    \element.serverscript.connector.Interface_Stub
All Implemented Interfaces:
    Interface, java.rmi.Remote

public class Interface_Stub
extends java.lang.Object
implements Interface

Constructor Summary

Interface_Stub(java.lang.String serverURL)

Method Summary

java.lang.Object _getProperty(java.lang.String name)

void _setProperty(java.lang.String name, java.lang.Object value)

java.lang.String request(java.lang.String string_1, java.lang.String string_2)

Methods inherited from class java.lang.Object

equals, getClass, hashCode, notify, notifyAll, toString, wait, wait, wait

Method Detail

_setProperty

public void _setProperty(java.lang.String name, java.lang.Object value)

_getProperty

public java.lang.Object _getProperty(java.lang.String name)

request

public java.lang.String request(java.lang.String string_1, java.lang.String string_2)
        throws java.rmi.RemoteException
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Specified by:
request in interface Interface

Throws:
java.rmi.RemoteException

```
example.serverscript.connector
```

Class Request
ejava.lang.Object

```java
public class Request
extends java.lang.Object
```

Constructor Summary

<table>
<thead>
<tr>
<th>Constructor</th>
<th>Description</th>
</tr>
</thead>
<tbody>
<tr>
<td>Request()</td>
<td></td>
</tr>
<tr>
<td>Request(java.lang.String string_1, java.lang.String string_2)</td>
<td></td>
</tr>
</tbody>
</table>

Method Summary

<table>
<thead>
<tr>
<th>Method</th>
<th>Description</th>
</tr>
</thead>
<tbody>
<tr>
<td>java.lang.String getString_1()</td>
<td></td>
</tr>
<tr>
<td>void setTimeout(java.lang.String string_1)</td>
<td></td>
</tr>
</tbody>
</table>

Methods inherited from class java.lang.Object

equals, getClass, hashCode, notify, notifyAll, toString, wait, wait, wait

Method Detail

```
getString_1
```

```java
public java.lang.String getString_1()
```

```
setString_1
```

```java
public void setTimeout(java.lang.String string_1)
```

example.serverscript.connector

Class RequestResponse
ejava.lang.Object

```java
public class RequestResponse
```

```java
```
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extends java.lang.Object

### Constructor Summary

<table>
<thead>
<tr>
<th>Constructor Summary</th>
</tr>
</thead>
<tbody>
<tr>
<td>RequestResponse()</td>
</tr>
<tr>
<td>RequestResponse(java.lang.String result)</td>
</tr>
</tbody>
</table>

### Method Summary

<table>
<thead>
<tr>
<th>Method Summary</th>
</tr>
</thead>
<tbody>
<tr>
<td>java.lang.String getResult()</td>
</tr>
<tr>
<td>void setResult(java.lang.String result)</td>
</tr>
</tbody>
</table>

Methods inherited from class java.lang.Object

equals, getClass, hashCode, notify, notifyAll, toString, wait, wait, wait

### Method Detail

#### getResult

public java.lang.String getResult()

#### setResult

public void setResult(java.lang.String result)
Appendix C: Sample Code

A sample class code of a buying agent, which is a very important role in the system, is shown as follows. An instance of this class BuyerAgent can be initiated with some attributes such as the title of the targeted item, maximum server activity time, total lifetime, and preferred price. The multiple behaviors of a buying agent, such as migration and negotiation, are modeled as the inner classes that are implemented in a multi-threaded manner. The class provides some methods, for example, setup() for agent’s initialization, takedown() for sending a SMS message before agent’s termination. Note that a behavior of an agent is not the same concept as a method of a class object. In the object-oriented context, a class object’s method is called a behavior of this object. In the agent context, a behavior of an agent means a task performed by this agent.

```java
public class BuyerAgent extends Agent {
    // The title of the item to buy
    String targetTitle;
    String toPhoneNumber;
    int maxprice;
    // The list of known seller agents
    AID[] sellerAgents;
    int maxServertime;
    int maxTotaltime;
    String isMobile;
    //String fproperties = "agent.properties";
    Vector itinerari;
    final int MAXPRICE=99999;
    final int INTERVAL=45;
    int _bestprice;
    AID _bestSeller;
    int _besthop;
    int step;
    boolean found;
    // Put agent initializations here
    protected void setup() {
        // Printout a welcome message
        System.out.println("Hallo! Buyer-agent "+getAID().getName()+" is ready.");
        _bestprice=MAXPRICE;
        _besthop=0;
        found=false;
        // Get the title of the item to buy as a start-up argument
```
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```java
Object[] args = getArguments();
if (args != null && args.length > 0) {
    ArrayList al = (ArrayList) args[0];
    targetBookTitle = (String) al.get(0);
    maxPrice = Integer.parseInt((String) al.get(1));
    toPhoneNumber = (String) al.get(2);
    isMobile = al.get(3).toString();
    maxServertime = Integer.parseInt((String) al.get(4));
    maxTotaltime = Integer.parseInt((String) al.get(5));
    itinerari = (Vector) al.get(6);
    System.out.println("Target good is "+targetBookTitle+"mobile?"+isMobile);
    if (isMobile.equals("Y")) {
        addBehaviour(new MyB(this, itinerari, targetBookTitle, maxServertime, maxTotaltime));
        System.out.println("go into migration program");
    } else {
        System.out.println("go into stationary program");
        // Add a TickerBehaviour that schedules a request to seller agents every minute
        addBehaviour(new TickerBehaviour(this, INTERVAL*1000) {
            protected void onTick() {
                System.out.println("Trying to buy "+targetBookTitle);
                // Update the list of seller agents
                DFAgentDescription template = new DFAgentDescription();
                ServiceDescription sd = new ServiceDescription();
                sd.setType("book-selling");
                template.addServices(sd);
                try {
                    DFAgentDescription[] result = DFService.search(myAgent, template);
                    System.out.println("Found the following seller agents:");
                    sellerAgents = new AID[result.length];
                    for (int i = 0; i < result.length; ++i) {
                        sellerAgents[i] = result[i].getName();
                        System.out.println(sellerAgents[i].getName());
                    }
                } catch (FIPAException fe) {
                    fe.printStackTrace();
                }
                // Perform the request
                step=0;
                myAgent.addBehaviour(new RequestPerformer(sellerAgents));
            }
        });
        addBehaviour(new TickerBehaviour(this, maxServertime*1000)
            {
                protected void onTick()
                {
                    System.out.println("Time?sup!");
                    if (found)
                    {
                        step=2;
                        myAgent.addBehaviour(new RequestPerformer(sellerAgents));
                    }
                }
            });
```
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```java

else
    myAgent.doDelete();
}
}
else {
    // Make the agent terminate
    System.out.println("No target commodity title specified");
    doDelete();
}

// Put agent clean-up operations here
protected void takeDown() {
    // Printout a dismissal message
    String msg="Buyer-agent "+getAID().getName()+" terminating."
    if (found==false) msg=msg+ "There is no suitable ITEM ("+targetBookTitle+") and price"+
        ("+maxprice+") to buy";
    else msg=msg+"Finally found best price ("+_bestprice+" for ITEM ("+targetBookTitle+"") from"+
        _bestSeller.getName()+"at server "+itinerari.get(_besthop);
    System.out.println(msg);
    try{
        WMABridgeAPI wma=new WMABridgeAPI();
        wma.handleSMS(toPhoneNumber,msg);
        wma.quit();
    }
    catch (Exception e)
    {
        e.printStackTrace();
    }
    /**<
     * Inner class RequestPerformer.
     * This is the behaviour used by Book-buyer agents to request seller
     * agents the target item.
     */
    private class RequestPerformer extends Behaviour {
        private AID bestSeller; // The agent who provides the best offer
        private int bestPrice; // The best offered price
        private int repliesCnt = 0; // The counter of replies from seller agents
        private MessageTemplate mt; // The template to receive replies
        // private int step = 0;
        private AID[] sellerAgents;
        public RequestPerformer(AID[] sellerAgents)
        {
            //step=0;
            this.sellerAgents=sellerAgents;
        }
        public void action() {
            switch (step) {
```
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case 0:
    // Send the cfp to all sellers
    found=false;
    ACLMessage cfp = new ACLMessage(ACLMessage.CFP);
    for (int i = 0; i < sellerAgents.length; ++i) {
        cfp.addReceiver(sellerAgents[i]);
    }
    cfp.setContent(targetBookTitle);
    cfp.setConversationId("book-trade");
    cfp.setReplyWith("cfp"+System.currentTimeMillis()); // Unique value
    myAgent.send(cfp);
    // Prepare the template to get proposals
    mt = MessageTemplate.and(MessageTemplate.MatchConversationId("book-trade"),
                         MessageTemplate.MatchInReplyTo(cfp.getReplyWith()));
    step = 1;
    break;

case 1:
    // Receive all proposals/refusals from seller agents
    ACLMessage reply = myAgent.receive(mt);
    if (reply !=null) {
        // Reply received
        if (reply.getPerformative() == ACLMessage.PROPOSE) {
            // This is an offer
            int price = Integer.parseInt(reply.getContent());
            if (bestseller == null || price < bestPrice) {
                // This is the best offer at present
                bestPrice = price;
                bestseller = reply.getSender();
                found=true;
            }
        }
        repliesCnt++;
        if (repliesCnt >= sellerAgents.length) {
            // We received all replies
            if (found)
               {_bestprice=bestPrice;
                _bestSeller=bestSeller;
                System.out.println("at present,found best price ("+bestPrice") for item 
("+targetBookTitle") from "+bestseller.getName());
            }  
            if (maxprice>=_bestprice)
                step=2; //reached target price
            else
                step = 4; //go on search best price
        }
    }else {
        blockO;
    }
    break;
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```java
case 2:
    // Send the purchase order to the seller that provided the best offer
    ACLMessage order = new ACLMessage(ACLMessage.ACCEPT_PROPOSAL);
    order.addReceiver(_bestSeller);
    order.setContent(targetBookTitle);
    order.setConversationId("book-trade");
    order.setReplyWith("order"+System.currentTimeMillis());
    myAgent.send(order);
    // Prepare the template to get the purchase order reply
    mt = MessageTemplate.and(MessageTemplate.MatchConversationId("book-trade"),
                               MessageTemplate.MatchInReplyTo(order.getReplyWith()));
    step = 3;
    break;

case 3:
    // Receive the purchase order reply
    reply = myAgent.receive(mt);
    if (reply != null) {
        // Purchase order reply received
        if (reply.getPerformative() == ACLMessage.INFORM) {
            // Purchase successful. We can terminate
            String msgtxt=targetBookTitle+" successfully purchased from agent
            "+reply.getSender().getName();
            System.out.println(toPhoneNumber+msgtxt);
            System.out.println("Price = "+_bestprice);
            try{
                WMABridgeAPI wma=new WMABridgeAPI();
                wma.handleSMS(toPhoneNumber,msgtxt + "Price = "+_bestprice);
                wma.quit();
            }
            catch (Exception e)
            {
                e.printStackTrace();
            }
            myAgent.doDelete();
        }
        else {
            System.out.println("Attempt failed: requested book already sold.");
        }
    }
    step = 4;
    }
else {
    blockO;
}
break;
}
```

```java
public boolean done() {
    if (step == 2 && bestSeller == null) {
        System.out.println("Attempt failed: "+targetBookTitle+" not available for sale");
        //myAgent.doDelete();
    }
```
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```java
return ((step == 2 && bestSeller == null) || step == 4);
}
} // End of inner class RequestPerformer
private class MyB extends SimpleBehaviour{
    private String _msg;
    private boolean _done;
    private int _state;
    private int _hopcounter;
    private Vector _itinerari;
    private Agent _a;
    private int _maxServertime;
    private int _maxTotaltime;
    private AID[] _sellerAgents;
    private boolean _purchased;
    private String msgtxt;
    //private int _step;
    public MyB(Agent a, Vector itinerari, String item,int maxServertime,int maxTotaltime){
        super(a);
        // System.out.println("after supera");
        _msg = item;
        _a = a;
        _state = 0;
        _done = false;
        _purchased=false;
        _hopcounter = 1; // _hop0 is host
        _maxServertime=maxServertime;
        _maxTotaltime=maxTotaltime;
        // Properties p = new Properties();
        _itinerari = itinerari;
        step=0;
        /* try {
            p.load(new FileInputStream(fproperties));
            parseltinerary(p);
        } catch(Exception e){
            e.printStackTrace();
            System.out.println("Error reading agent file properties.");
            myAgent.doDelete();
        }
        */
        addBehaviour(new TickerBehaviour(_a, _maxServertime*1000)
        {
            protected void onTick()
            {
                System.out.println("Time?w up in server!");
                System.out.println(_msg);
                System.out.println("Moving to \\
                        _itinerari.get(_hopcounter));
                AID a = new AID("ams@" +
                        (String)_itinerari.get(_hopcounter) + ":1099/JADE",true);
                a.addAddresses("http://" + (String)_itinerari.get(_hopcounter)
                        + ":7778/acc");
                PlatformID dest = new PlatformID(a);
```
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_hopcounter++;
_maxTotaltime=_maxServerTime;
if(_itinerari.size() == _hopcounter)
    _state=1;
myAgent.doMove(dest);
}
addBehaviour(new TickerBehaviour(_a, INTERVAL*1000) {
    protected void onTick() {
        System.out.println("Trying to buy "+targetBookTitle);
        // Update the list of seller agents
        DFAgentDescription template = new DFAgentDescription();
        ServiceDescription sd = new ServiceDescription();
        sd.setType("book-selling");
        template.addServices(sd);
        try {
            DFAgentDescription[] result = DFService.search(myAgent, template);
            System.out.println("Found the following seller agents:");
            _sellerAgents = new AID[result.length];
            for (int i = 0; i < result.length; ++i) {
                _sellerAgents[i] = result[i].getName();
                System.out.println(_sellerAgents[i].getName());
            }
        } catch (FIPAException fe) {
            fe.printStackTrace();
        }
        // Perform the request
        step=0;
        myAgent.addBehaviour(new RequestPerformer2(_sellerAgents));
    }
});
}
public void action(){
    switch(_state){
    case 0:
        if (_maxTotaltime<=0)
        {
            System.out.println("\\n\nReturning to host " +
            _itinerari.get(0));
            _state=2;
        }
        if (_itinerari.get(0).toString().equals(_itinerari.get(_hopcounter-1).toString()))
        {
            System.out.println("already at home");
        }
        else
        {
            AID a = new AID("ams@" +
            (String)_itinerari.get(0) + ":1099/JADE",true);
            a.addAddresses("http://" + (String)_itinerari.get(0)
            + ":7778/acc");
        }
    }
```
PlatformID dest = new PlatformID(a);
myAgent.doMove(dest);
}
break;
case 1:
    _state=0;
    _hopcounter=1;
    break;
case 2:
    _done = true;
    if(_purchased)
    {
        try{
            WMABridgeAPI wma=new WMABridgeAPI();
            wma.handleSMS(toPhoneNumber,msgtxt + "Price = "+_bestprice);
            wma.quit();
        }catch (Exception e)
        {
            e.printStackTrace();
        }
    }
    System.out.println(_msg);
    System.out.println("Agent " + _a.getName() + " has ended his itinerary.");
    myAgent.doDelete();
}
public boolean done(){
    return _done;
}
private void parseItinerary(Properties p){
    String prop = "";
    int i = 0;
    while(!(prop = p.getProperty("hop" + i, "")).equals("")) {
        _itinerari.add(prop);
        i++;
    }
}