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Abstract

Researches on access control models have been conducted on a diversity of application areas. For those applications that adopt Web services-oriented techniques and portal principles, access control model is one of their important issues. This thesis presents our research on the access control model for a Web services-oriented e-learning portal system, Ubilearn. The access control model has been designed and developed as an access control portal framework to accommodate a variety of services’ components within e-learning system. This portal framework integrates two access control approaches: a role-based access control mechanism is to control the role of individual users’ access to a classified group of services via its portal interface; whereas an action-driven policy-based mechanism performs the identity services and policy management in a way that identity declarations can be transmitted and shared among each of the services within the system. Finally we describe the implementation of such access control framework in Ubilearn, a Web services-oriented e-learning portal application.
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<table>
<thead>
<tr>
<th>Abbreviation</th>
<th>Description</th>
</tr>
</thead>
<tbody>
<tr>
<td>ACLs</td>
<td>Access control lists</td>
</tr>
<tr>
<td>AD-PBAC</td>
<td>Action-driven policy-based access control</td>
</tr>
<tr>
<td>B2B</td>
<td>Business to Business</td>
</tr>
<tr>
<td>B2C</td>
<td>Business to Consumer</td>
</tr>
<tr>
<td>B2Bi</td>
<td>B2B integration</td>
</tr>
<tr>
<td>CA</td>
<td>Certificate Authority</td>
</tr>
<tr>
<td>COM</td>
<td>Component Object Model</td>
</tr>
<tr>
<td>CORBA</td>
<td>Common object request broker architecture</td>
</tr>
<tr>
<td>DAC</td>
<td>Discretionary access control</td>
</tr>
<tr>
<td>DCOM</td>
<td>Distributed Component Object Model</td>
</tr>
<tr>
<td>ERP</td>
<td>Enterprise Resource Planning</td>
</tr>
<tr>
<td>HTML</td>
<td>Hypertext Markup Language</td>
</tr>
<tr>
<td>HTPP</td>
<td>Hypertext Transfer Protocol</td>
</tr>
<tr>
<td>IETF</td>
<td>Internet Engineering Task Force</td>
</tr>
<tr>
<td>JMS</td>
<td>Java Message Service</td>
</tr>
<tr>
<td>JMX</td>
<td>Java Management Extension</td>
</tr>
<tr>
<td>LDAP</td>
<td>Lightweight Directory Access Protocol</td>
</tr>
<tr>
<td>LMS</td>
<td>Learning management system</td>
</tr>
<tr>
<td>MAC</td>
<td>Mandatory access control</td>
</tr>
<tr>
<td>MOM</td>
<td>Message oriented middleware</td>
</tr>
<tr>
<td>OMG</td>
<td>Object Management Group</td>
</tr>
<tr>
<td>PBAC</td>
<td>Policy-based access control</td>
</tr>
<tr>
<td>PDP</td>
<td>Policy decision point</td>
</tr>
<tr>
<td>PEP</td>
<td>Policy enforcement point</td>
</tr>
<tr>
<td>RBAC</td>
<td>Role-based access control</td>
</tr>
<tr>
<td>RHS</td>
<td>Right-hand side</td>
</tr>
<tr>
<td>RMI</td>
<td>Remote Method Invocation</td>
</tr>
<tr>
<td>RPC</td>
<td>Remote procedure calls</td>
</tr>
<tr>
<td>RSBAC</td>
<td>Rule Set Based Access Control</td>
</tr>
<tr>
<td>SOA</td>
<td>Service Oriented Architecture</td>
</tr>
<tr>
<td>SOAC</td>
<td>Subject-object access control</td>
</tr>
<tr>
<td>SOAP</td>
<td>Simple Object Access Protocol</td>
</tr>
<tr>
<td>SSO</td>
<td>Single sign-on</td>
</tr>
<tr>
<td>TBAC</td>
<td>Task-based authorization control</td>
</tr>
<tr>
<td>UDDI</td>
<td>Universal Description, Discovery and Integration</td>
</tr>
<tr>
<td>UI</td>
<td>User Interface</td>
</tr>
<tr>
<td>UIM</td>
<td>User identity management</td>
</tr>
<tr>
<td>UML</td>
<td>Unified modeling language</td>
</tr>
<tr>
<td>URI</td>
<td>Uniform Resource Identifier</td>
</tr>
<tr>
<td>WSDL</td>
<td>Web Services Description Language</td>
</tr>
<tr>
<td>WS-ELP</td>
<td>Web services e-learning portal</td>
</tr>
<tr>
<td>WSRP</td>
<td>Web Services for Remote Portal (Portlet)</td>
</tr>
<tr>
<td>XML</td>
<td>Extensible markup language</td>
</tr>
</tbody>
</table>
Chapter 1 Introduction

1.1 Objectives

More and more Web and Web services-based learning management systems (LMS) have been built in order to satisfy the increased demand for sharing learning resources and reusing learning components across the Internet. Indeed the distributed nature of these systems raise numerous concerns related to data management and controlling users access to different applications.

Web services are self-contained, self-described modular applications that can be published, located and invoked across the Internet. Applying Web services technology for LMS enables applications from different domains to communicate via XML-based interoperable interfaces, where web services based applications adopt XML-based protocols to carry and transmit data through, e.g. HTTP over the Internet.

The main access control issue for those Web and Web services-oriented applications and systems is that the system infrastructures are distributed and usually requires constructing specific authentication and authorization model to make its components easily accessible.

Access is the ability to conduct operations of using, changing, and viewing on a computer resource. The ability of access control can be explicitly enabled or restricted through ways of physical and system-based controls. Computer-based access controls can prescribe not only who (people) or what process (applications) may have access to a specific system resource or service, but also the type of the permitted access [31]. Furthermore, we need to set up an access point to allow users to access the diversity of services across different domains.

A Web portal offers a mechanism that integrates a variety of services directly linked to other sites. The portal principle facilitates the creation of a single entrance to a system so that any
user can access multiple, heterogeneous services through this point. Although portal technology presents a way to encapsulate multiple applications in a single Web browser, we need to formulate a feasible solution on the user identity and access management issues for this application model. The typical concerns focus on the abilities to manage users’ identity, to authenticate the users accessing applications, to differentiate user accessing to different functional services, and to render those accessible services. Specifically, an access control mechanism combined with role, policy, attribute, rule, conditions, and context extensions would be constructed for the Web services e-learning portal (WS-ELP) so that the combination of user identity management and accessing to services’ components can be easily handled.

1.2 Contributions

This thesis proposes two access control approaches for a Web services-based e-learning portal framework. By integrating the role-based portal access control approach and the action-driven policy-based approach, we created and implemented a portal framework to achieve the emerging needs for distributed WS-ELP to provide an access control management in which all accesses to learning objects or services can be controlled (on the basis of the role of the user and other parameters in terms of services, attributes and access modes). Moreover, the action-driven policy-based approach combines role-based and rule-based access control models to fulfill the separation of policy-checking function from other services components, improving the reusability and maintainability of those other services in Ubilearn. We will give further explanations for these two access control approaches.

The major contributions related to the proposed access control model are briefly summarized in the following:

- The thesis analyzes traits of controlling access to the involved components in the Ubilearn system based on the ways of services are executed and accessed, and the way parameters are transmitted. (Ubilearn is a WS-ELP which has been developed at the Multimedia Communications Research Laboratory at the University of Ottawa, Canada.)
• The thesis describes details of analyzing and designing the proposed access control using Unified Modeling Language (UML).

• Based on the analysis and design, an access control portal-based framework has been created to accommodate a variety of services’ components and those two access control approaches have been implemented and integrated into the Ubilearn.

• Publication:

1.3 Organization of this thesis

The thesis is organized as follows. In Chapter 2, we give background explanation of the research topic and summarize the diversity of the access control mechanisms. After conducting analysis of the architecture and the general requirements in access control for WS-ELP in Chapter 3, we describe the role-based access control portal framework for Ubilearn which integrates required services by using appropriate UML diagram in Chapter 4. In Chapter 5, we describe the implementation of the action-driven policy-based access control mechanism. Finally, Chapter 6 includes a summary and future work.
Chapter 2 Overview of Access Control

2.1 Basic concepts

Typically, we utilize traditional user-id and password for authentication to restrict unauthorized users from accessing some specific services and resources. A major security risk is that passwords are often easy to guess or infrequently changed, creating additional security risks as a result. For any security system, authentication, authorization and access control are the usually mentioned terminologies to achieve the primary goals of confidentiality, integrity and availability [6].

2.1.1 Common used notions

The following terminologies are often used for identity management processes [38]:

- User: Users are people whose access to systems and identity information must be managed.
- Account: An account is the collection of data used by a system to identify a single user, authenticate a user and control that user's access to resources.
- User-ID: On most systems, accounts are uniquely identified by a short string of characters. This is called the User-ID, login ID or login name.
- Privilege: A privilege is the right to do something on a system. Privileges normally relate either to the ability to access services or data, or the ability to use some features.
- Group of Users: A user group is a list of accounts on a system to simplify administration of privileges (i.e., assign privileges to the group, and actively manage just the membership of the group).
- Managed system: A managed system may be an operating system, database or application where users access some features or data, and where user access must be controlled.
- Resource: Resources are data or functions that users access on systems.


- E-Provisioning: The process of setting up accounts and possibly other resources for users on strictly electronic access. Provisioning is usually triggered by a new user registration or a user’s role assignment.

**2.1.2 Authentication**

The term authentication is usually used to denote identity authentication, which is a process of verifying the identities that users are who they claim they are. Users have to provide an identity pair consisting of a user-id and password so that the application can verify whether the user is allowed to access the services offered by the application or not. In addition, authentication represents a technical procedure to ensure that all messages transmitted across the communication network are from the original source without change in transit.

**2.1.3 Authorization**

Authorization is to make it valid, legal, binding, or official for a user or application to perform certain actions after being authenticated. Authorization is usually used to find out if the person, once identified, is permitted to access services and resources offered by the system. This is usually determined by finding out whether that person is a part of a particular group and has privileges to access specific services and resources requested.

**2.1.4 Access control and access matrix**

Access Control is an internal protection mechanism that monitors or controls the users or applications (subjects) access to the system’s resources or services (objects). Access can be granted or denied on the basis of a wide variety of criteria. Only authorized parties can access services or resources defined by an access control system [19].

The definition of access control usually includes access matrix, a conceptual model that specifies the rights that each subject accesses to corresponding objects. In the access matrix, a row is used for each subject, and a column for each object. Only those operations that are pre-defined in a cell of the access matrix can be executed by the subject in the row to the object in the column [16]. The information included in it is usually represented separately row-by-row, in the form of access control lists (ACLs), or column-by-column, in the form of capabilities [19].
2.1.5 Access control list

For a specific object, an access control list defines whether a list of subjects can act on the object and what kinds of actions each subject can perform on the object. Each of the permissions defines objects and actions that the subject may perform on the objects, as shown in Figure 2-1.

![Diagram of Access Control List](image)

**Figure 2-1: Basic authorization pattern [62]**

For the purposes of this research, our main interest is in explicit rules and policies that apply on role based access controls. One of the greatest obstacles to the growth of a distributed system is the inability to manage authorization data effectively. Access control lists (ACLs) are constructed for authorization management to control user access to functional services based on the providers’ location of those services.

ACLs usually specify a list of named individuals, or groups composed of individual users, with their respective modes of access to those services or objects. ACLs tie every end user to particular objects. In many enterprises environments, end users do not “own” the information to which they are allowed access. In contrast, the organization who utilizes the system is the actual “owner” of system resources or services; hence connecting those objects with the type of controls on the basis of the users may not be appropriate.
Therefore, it is important to make a policy available in classifying information related to subject-based policies with rule agreement and least privilege access. The support of such policies requires the ability to restrict the right of entry on the basis of a user function or role within the distributed system.

The characteristics of ACLs that associates users with permissions make it complicated due to a very large number of user and permission management workload. This situation is even worse when a user takes on different responsibilities, resulting in the selective addition or deletion of user/permission associations on all servers that greatly increase the risk of maintaining residual and inappropriate user access rights.

2.1.6 Permission and policy

Permission is an approval of particular mode of access to one or more objects in the system. Positively defined and granted on their holder the ability to perform an action in the system, permissions can not only apply to one or more objects and but also be specified as concrete actions to those objects.

Policies are high-level guidelines that determine how access is controlled and how access decisions are determined. Usually, policies are divided into authorization policies for access control management and obligation policies for resource management [46]. Access control mechanisms are largely independent of the policy for which they could be used. The desirable goal is to allow mechanisms to be reused in order to serve and support a variety of security purposes such as secrecy, integrity, or availability objectives [5].

In general, there are no policies that are “better” than others; rather, there exist policies that ensure more protection than others. Policies suitable for a given system may not be suitable for another. The choice of access control policy depends on the particular characteristics of the environment to be protected. For instance, very strict access control policies, which are crucial to some systems, may be inappropriate for environments where users require greater flexibility.
2.1.7 Personalization

In the realm of the Internet, personalization is the process of forming pages or generating services based on an individual user's profile, characteristics or preferences. Commonly used to enhance customer service or e-commerce sales, personalization is a means of meeting the customer's needs more effectively and efficiently, making interactions faster and easier and consequently, increasing customer satisfaction and the likelihood of repeat visits. Many portal-based sites, such as Yahoo allow site visitors to customize the page with selected news categories, local weather reports, and other features. To gather specified information on the Web and deliver it in user-specified format and layout, push technology is used for delivering of personalized information. Moreover, the commonly used technologies that apply to personalization include looking up user profile and rule base, data mining, collaborative filtering, and data analysis tools for predicting possible future interactions [7].

2.2 Types of access control

The introduction of Service Oriented Architecture (SOA) such as Web services technology has led to the practice of constructing software systems as collections of heterogeneous distributed components. Such systems are increasingly used for database integration, decision support systems, e-business, e-learning and many other distributed systems. In general, the services provided and resources stored by those systems are sensitive and requires some form of access control approach. This is particularly important as the internet is increasingly used as the basis for distributed systems and as the threat from hackers and malicious software continues to grow. To protect a system from these external threats, access control should also ensure compliance with privacy laws and should ideally guarantee that each user with access to the system uses the information only exactly as required and matched with their role within the organization.

In fact, as a critical functionality, access controlling has been implemented, maintained, monitored, and regulated within most security system to secure organization system and access control services on the application-level. This section briefly describes the classifications of access controls proposed.
2.2.1 Role-based access control

Role management includes concepts such as roles and positions to specify the organizational structure and activities for individuals within an organization. A role can be defined as "a collection of rights and duties" and a position can be described as the status within the organization.

Access rights can be grouped by role name, and the use of resources is restricted to individuals authorized to assume the associated role. The use of roles to access part of the system can be an effective means for developing and enforcing enterprise-specific security policies, and for streamlining the security management process [60].

Role-based access control (RBAC) is a technology that is attracting a great deal of attention because of its potential for reducing the complexity and cost of security administration in distributed systems. Under RBAC, security administration is simplified by using roles, hierarchies and constraints to organize user access levels. RBAC reduces costs within any organizations, which is applicable in a situation that employees or students change more frequently than the duties changes related to positions [2].

With RBAC, access decisions are based on the roles that individual users have as part of an organization. The process of defining roles should be based on a thorough analysis on how an organization operates. Users take on assigned role, for example, roles can be classified as instructor, student, system administrator, and secretary within an educational institute.

RBAC does not permit users to be directly associated with permissions. The fundamental notions of RBAC are user, role and permission, where users are authorized to use the permissions assigned to the roles they belong to, and roles are created based on organization needs for various functions. Permissions are associated with roles, and subjects are assigned roles based on their responsibilities and qualifications within the organization. Figure 2-2 shows role-based access control model. RBAC regulates the access of users to services and resources of an application system based on the users’ task requirements within an organization.
**Figure 2-2: Role-based access control model [62]**

In addition, separation of duties, an attractive feature offered by RBAC, is the ability to prevent a user from assuming conflicting roles. The enforcement of separation of duty requirements ensures that a single user cannot acquire too much authority. For example, a single individual may be able to assume both “instructor” and “student” roles at different times but not simultaneously.

Based on the role concept, RBAC supports security principles such as least privilege, separation of duties, and data abstraction to provide a fine granularity of access control [16]. This facilitates the management of the access control and reduces the cost of security administration.

### 2.2.2 Mandatory and discretionary access controls

Mandatory and discretionary access controls are known as MAC and DAC respectively. MAC is a standardized type of categorizing resources and users based on a predetermined set of criteria assigned to subjects and objects. DAC, on the other hand, is a subjective type of allowing decisions made by an individual user that controls access to an object on the basis of a subject’s permissions or denials [18]. MAC usually is more secure than DAC but typically less convenient for end users, who rely on another party to identify their security clearance level [18].
Examples of MAC are a specific portal existing in an E-learning system which can only be accessed by a pre-defined group of users. In contrast, an example of DAC in an e-learning system is that when importing a resource, an instructor can define an access control list that regulates access rights on associating user with resources based on actions. This type of system takes away the control from a central authority and leaves the assigning of permission to the resource’s creator. Therefore, DAC usually is granted based on a combination of user-ID/password that is linked to a set of permissions.

2.2.3 Rule-based access control

Although role-based access control has satisfied the basic authorization needs which has been implemented as the main user identity management product, it has some significant drawbacks if encountering such those situations that a large number of different roles are needed, and restricting users’ access based on the users’ attributes and even the environment parameters. Rule-based access control mechanisms allow users to access services and contents based on pre-determined and configured rules. Generally, a rule can be treated as a basic generalization being accepted as true and used as a basis for reasoning or conduct [30]. Thus, rules can be established to restrict accessibility by all end-users coming from a particular domain, host, network, or IP addresses.

![Rule-based access control model](image)

**Figure 2-3: Rule-based access control model**

Usually, rules consist of a condition in the so-called left-hand side (LHS) and one or more actions on the right-hand side (RHS) [29], that is, when the expression on the LHS is true, the action on the RHS is executed. A rule is often described as If-C-Then-A condition statement, where C represents LHS and A represents RHS.
Being able to retrieve a rule from users’ attribute database makes a highly dynamic access control mechanism, rule-based access control has some drawbacks in that it is hard to obtain an overview concerning who is allowed to do what. The capacity of roles to build “business roles” which contain all permissions for a specific service associated to a specific user or a group of users is difficult. Figure 2-3 shows the rule-based access control model. A “rule” consists of the following two things, filter condition and actions. This means that we can define only one filter condition per rule but we can define as many actions as deemed necessary. Filter condition is a combination of different Boolean operators which will combined resulting in an answer that is either “True” or “False”; whereas actions are events that are conducted when a filter condition output is “True”.

As mentioned above, a rule can have more than one actions associated with it which means that if a filter condition evaluates to a true value then all of the actions associated with that rule will execute. If the filter condition, on the other hand, evaluates to a false value then all of the defined actions will be skipped.

The rules have to be interpreted by a rule engine at runtime. A rule engine can be understood as a high-performance and specialized interpreter for if-then commands that analyzes the transferred values and objects based on pre-defined rules and then returns values of “True” or “False” or performs actions directly. Thus, the rule engine fetches “rule sets” one by one from the rule repository by picking up the first rule and evaluates its filter condition. If that filter condition is evaluated to “False”, all the actions associated with that rule will be skipped and it will pick up the second rule. If the filter condition, on the other hand, is “True”, it will execute all the actions that are associated with this rule in the order in which they are defined. After the execution of all the actions, it will pick up the next rule in the current rule set. Once all the rules have been executed, the current rule set will be destroyed and the rule engine will fetch the next rule set if any.

If, however, we associate the rule-sets with users’ role, even when users change their role within the organization, their existing authentication credentials remain in effect but they are
allowed to access those services based on the role of the users. Using rules in conjunction with roles adds greater flexibility because rules can be applied to people, as well as devices.

2.2.4 Policy-based access control

Policy-based access control (PBAC) is a strategy for managing user access to one or more systems, where business classification of users is combined with policies to determine user access privileges [Figure 2-4] [40]. Theoretical privileges are compared to actual privileges, and differences are automatically applied to manageable systems [38].

For example, within an E-learning system, a role may be defined for an instructor. Specific types of tasks such as creating course and uploading learning materials and document management system may be attached to this role. Appropriate users are then attached to this role. A policy-based provisioning system would evaluate the actual privileges of every user based on some parameters such as the IP address or time the system is accessed. Moreover, to implement a PBAC model for an application system, new information should be scrutinized and examined. This includes the definitions of the exhaustive set of roles, the access requirements for each user specified in terms of roles, and a periodic process to measure the privilege set possessed by each user and comparison of his/her privileges with the pre-defined access policy.

![Diagram](image)

Figure 2-4: Typical policy model
Policies define a relationship between a subject and a target object domain. This relationship expresses either an authorization (what activities the users are permitted or forbidden to perform) or an obligation (what activities the user must or must not perform on the managed objects). Obligation policies are triggered by events while authorizations are considered to be valid until revocation [37].

PBAC is also known as Rule Set Based Access Control (RSBAC). An access control policy is a set of rules that determine users’ access rights to resources within an enterprise network (e.g., files, directories, sites, web pages).

One prevailing mechanism for enforcing enterprise policy is the use of access control lists (ACLs). ACLs associate with every resource with a list of users or groups of users and their access rights (i.e., the type of access attempts that should be allowed). ACLs are ineffective in enforcing policy. When using ACLs to enforce a policy, there is usually no distinction between the policy description and the enforcement mechanism - the policy is essentially defined by the set of ACLs associated with all the resources on the network. Having a policy being implicitly defined by a set of ACLs makes the management of the policy inefficient, error prone, and hardly scalable to large enterprises with large numbers of employees and resources. In particular, every time an employee leaves a company or even just changes his/her role within the company, an exhaustive search of all ACLs must be performed on all servers, so that user privileges are modified accordingly.

Coupled with the policy description language there should be an enforcement mechanism capable of intercepting access attempts, evaluating them against the policy, and accordingly granting or denying the access requests.

In addition, policy-based management provides a means for administrators, end-users and application developers to manage and dynamically change the behavior of computing systems. A policy based management architecture based on the Internet Engineering Task Force (IETF) framework consists of four main components: a policy management tool, a policy repository, a policy decision point, and a policy enforcement point.
Figure 2-5: Policy-based management architecture

Figure 2-5 shows a general architecture for such a policy based management system [45]. Most current systems employing policies follow such architecture. After a system administrator enters the policies via the policy management tool, these policies are then sent to and are stored in the policy repository and are retrieved by the policy decision points (PDPs). The PDP is responsible for interpreting the policies stored in the repository and communicating them to the policy enforcement points (PEPs). The PEP is the system component that actually applies and executes the policies. The PEP and the PDP may both be located on a single device or they can be on different physical devices [43].

Furthermore, PBAC makes a strict distinction between the formal statement of the policy and its enforcement. Making rules explicit, instead of concealing them in ACLs, gets the policy easier to manage and modify. Such a mechanism is usually based on a specification language which should be expressive enough to easily formulate the policy rules.

Thus, PBAC is not designed with fine granularity or management simplification in mind. In addition, these approaches must be used in combination with other access control approaches for better effectiveness [39].
Chapter 3 Analysis of Access Control for Ubilearn

3.1 Overview technologies for e-learning

The recent influx of "e-" application systems such as e-business, e-commerce, e-government and e-learning has combined conventional business processes, legacy technologies, and Internet-based applications. Emerging as a comprehensive training solution, e-learning systems have been recognized and utilized by many organizations and educational institutes to provide an integrated and scalable teaching and learning technology platform [54]. Operating seamlessly together, the main e-learning components include content, collaboration, testing and assessment, skills and competency, Internet video-audio-based learning, e-payment and learning management system (LMS). Usually, by connecting all other components together, LMS is the infrastructure containing those segments as technology, content and services that accomplish the tasks of tracking, supporting, managing, and measuring e-learning process [10].

From the technical view, usually, an LMS is a Web-based application that consists of three fundamental tiers [Figure 3-1]:

- Presentation-tier: presents data to the end user or system;
- Application-tier: performs the business logic, processes user input, makes decisions, obtains more data and present data to the Presentation tier to send back to the user; and
- Data-tier: stores things needed by the application and act as a repository for both temporary and permanent data.

3.1.1 Traditional distributed computing system

A Web application is a client/server software application that interacts with users or other systems using HTTP. For an end user, a web browser such as Internet Explorer or Netscape Navigator can be treated as the client; a client could also be an HTTP user agent that acts as an automated browser. The end user views web pages and is able to interact with them by
sends choices to and from the system. The functions performed can range from relatively simple tasks like searching a content for a file or reference, to highly sophisticated applications that perform real-time sales and inventory management across multiple vendors, including both Business to Business (B2B) and Business to Consumer (B2C) e-commerce, workflow and supply chain management applications.

![Web application multi-tier model](image)

Figure 3-1: Web application multi-tier model

Traditionally, simple applications were built with a common gateway interface application (CGI) running on the web server itself and often connecting to a simple database. Modern applications written in .NET or Java run on distributed application servers and connect to multiple data sources through complex business logic tiers. Moreover, a traditional distributed computing system usually contains several interconnected and relatively independent subsystems that share the computing tasks and service resources through some common communication middleware over a network [22].

The most common used types of middleware in distributed computing are remote procedure calls (RPC), message oriented middleware (MOM), and common object request broker architecture (CORBA).

- The typical communication processes for RPC client-server application include the client-side application sending a request, waiting for response from server-side, and continuing its own processing.
• MOM is a kind of middleware that resides in both the client and the server sides of a distributed system and typically supports asynchronous calls between the client and server applications to exchange messages. Nominaly, MOM systems provide a message queue between interoperaing processes, so if the destination process is busy, the message is held in a temporary storage location until it can be processed [23].

• Developed by the Object Management Group (OMG), Common Object Request Broker Architecture (CORBA) is a typical architecture which applications utilize to communicate with each other in a decentralized environment. CORBA applications are composed of objects, individual units of running software that combine functionality and data and that frequently represent something in the real world [24].

### 3.1.2 Service-oriented architecture

Within the realm of software engineering, the architecture of a software system describes the components, and interactions between components at a high level. Some problems can be raised when combining heterogeneous components that have been developed for different systems. Enormous dependency problems in scalability occur due to the fact that these components must know too much about the interfaces of each other.

Service-oriented architecture (SOA), in contrast, is an architecture that consists of components designed and built through heterogeneous networks and featured with interoperability and location transparency [8]. Bearing a network-addressable interface and being provided by a component, a service can be dynamically discovered and used by any other component based only on the interface contract. Web Services include HTTP as the primary network protocol, SOAP/XML for the payload format, UDDI (Universal Description Discovery and Integration) for service repository, and WSDL (Web Services Description Language) to describe the service interfaces.

### 3.1.3 Web services interaction model

The Internet has brought a revolutionary change in the way of conducting businesses. Although the initial focus was primarily on B2C interactions, there is overwhelming evidence that businesses, organizations and companies need not only participate in trading partnerships but also work in close cooperation. B2B integration (B2Bi) is about
coordinating activities by transparently sharing information between organizations to streamline and automate business processes which provide better quality of service [44].

Traditional middleware platforms based on component technologies such as COM/DCOM, J2EE, and CORBA have matured and have been well proven to implement key enterprise requirements such as distributed transaction integrity, workflow automation, security, scalability, and so forth. However, there are some downsides to it. One major drawback of these middleware architectures is their inability to interoperate with each other. This is primarily due to the binary incompatibility between the object models and proprietary protocols used for information exchange. For instance, a COM object running on a Microsoft platform cannot quite easily interact with a Java component or a CORBA object. Yet another problem associated with component technologies is firewall penetration. Object protocols such as DCOM, RMI, and IIOP operate using an arbitrary set of ports on the server, thereby opening up potential security holes. For security reasons, Web administrators are wary of opening ports other than 80.

Web services offer a perfect solution by providing a uniform interface to access business functions using protocols such as SOAP and XML-RPC. Working with XML as the payload over the ubiquitous HTTP, these protocols circumvent both problems mentioned above. Web services include the collection of functions that are packaged as a single entity and published to the network for use by other programs. Web services are building blocks for creating open distributed systems, and allowing companies and individuals to quickly and cheaply make their digital assets available worldwide. One Web Service may use another one to build a richer set of features to the end user.

As a new distributed computing model, Web services model can fulfill application-to-application communication over the Internet, in which different organizations’ applications are implemented by using different platforms. A data-oriented service provides a flexible way to allow for the interaction of applications through a well-defined interface by using an XML-based description language. Web services are self-contained, self-describing modular applications that can be published, located, and invoked across the Internet [25].
Specifically, the W3C’s Web Services Architecture Working Group has given the definition of a Web service: “A Web service is a software application identified by a URI, whose interfaces and bindings are capable of being defined, described, and discovered as XML artifacts. A Web service supports direct interactions with other software agents using XML-based messages exchanged via Internet-based protocols” [28].

Basic Web services combine the power of two ubiquitous technologies: XML, the universal data description language; and the HTTP transport protocol widely supported by browser and Web servers, that is:

Web services = XML +transport protocol (such as HTTP)

The Web services framework consists of three roles: service requester, service broker, and service provider, whose interactions involve operations of publishing, finding, and binding. Figure 3-2 shows their relationships [26]. In a typical scenario [28], a service provider hosts a network Web services-based accessible module. The service provider defines a service description (using WSDL) for the Web service and publishes it to a requestor or service discovery agency. The service requestor uses a find operation to retrieve the service description locally or from the discovery agency, which is called UDDI repository, and uses the service description to bind with the service provider and invoke or interact with the web service implementation. Service provider and service requestor roles are logical constructs and a service may exhibit characteristics of both.

![Figure 3-2: Web services: Publish-Discover-Invoke model](image-url)
A generic Web services architecture is divided into the following four tiers: Service requester tier, Web service tier, Business logic tier, and Backend tier. An independent Web service tier is added to the traditional client-server architecture so that Web service solution can be integrated with an existing distributed infrastructure. Because SOAP is used for standard data exchange between the first two tiers of this Web services architecture, the Web service tier can be called through any kind of application, whether implemented on a Windows or UNIX platform using J2EE Servlets or .NET.

Furthermore, we can use the Web services technologies to create rapidly reusable application-to-application communication interfaces to be accessed by any of the components at any of the tiers. The typical communication between Web services components is the SOAP communication, which begins by a service requestor sending a SOAP request message to a UDDI registry to retrieve the information of desired services. It then communicates with the Web Service tier application directly through SOAP or XML based RPC. In the Web service tier, a Web service application can publish its service description document called WSDL file to a UDDI registry. Here, an XML handler is designed to parse and compose the request and response SOAP messages. Intercepted data from request messages are routed to the Web services component, in which the desired functional objects are invoked via the underlying middleware. The Web services component then retrieves the result from the middleware, encoding it in XML and sending the response back to the Service request tier.

The middleware that resides in the Business logic tier could be any one of sophisticated technologies such as RMI, JMS, DCOM, CORBA or any other vendor-specified API. The business/application process components are actually the requesters ultimately interested in accessing. The last backend tier, the resources that the requester is ultimately trying to access could be a relational database system, an enterprise resource planning system or a legacy mainframe system [12]. Figure 3-3 shows the communication between Web services client and server [44].
Figure 3-3: Web services client and server communication

An E-learning system can utilize the Web services mechanism to strengthen relationships among the diversity of E-learning components, achieve seamless integration inside and outside educational institute, gain real-time views of user accounts, and increase operational efficiencies and reduce costs.

3.1.4 Portlet and portal

From an end user perspective, a portal is a Web site with pages that are organized by tabs or some other form of navigation. Each page contains a nesting of sub-pages, or one or more portlets-individual windows that display anything from static HTML content to complex interfaces of client-side of Web services components. A page can contain multiple portlets, providing users with access to different information and tools in a single place. The portlet is an extension to the Java Servlet and many aspects of portlet development are common to typical Web application development. A portal, on the other hand, is a Web-based application that provides personalization, single sign-on, and content aggregation from different sources, and hosts the presentation layer of information systems.

Usually, portlets can be shared and exchanged by various portlet containers. Once the portlets contained in a portal receive a request from a user, they process requests and
generate dynamic contents, showing all the services that the user can access. Portals use portlets as pluggable user interface components that provide a presentation layer to information systems [Figure 3-4].

<table>
<thead>
<tr>
<th>HTTP</th>
</tr>
</thead>
<tbody>
<tr>
<td>HTML, WML, VoiceXML</td>
</tr>
<tr>
<td>Portal Web Application</td>
</tr>
<tr>
<td>Portlet Provider SPI</td>
</tr>
<tr>
<td>Portlet/Servlet Container</td>
</tr>
<tr>
<td>Portlet API</td>
</tr>
<tr>
<td>Portlet Application</td>
</tr>
</tbody>
</table>

Figure 3-4: Relationship of portal and portlet

Generally, a portal, which organizes portlet-set into portal pages, may include sophisticated personalization features in order to provide customized content to different users. From the point of view of access control, it is necessary to set up a mechanism to control users’ access to services (representing via a portlet) based on the group the user belongs to.

Precisely, a portlet represents active components of a portal. Portlets are responsible for the generation of widgets of a graphical user interface. A portal is defined by an individual set of portlet modules.

Whenever the interface is newly created, all portlet modules of the portal are loaded and each portlet module is asked to create an object using the new method which is provided by the base class. Moreover, actions are portlet-specific activities that need to be performed as the result of the incoming request. Figure 3-5 shows how actions are created and executed.
Figure 3-5: Creations and executions for a typical portlet action

The procedure for the creation and execution of a typical portlet action are as follows [20]:

- The portlet creates a URI pointing to itself;
- The portlet creates an action and attaches it to the URI;
- The portlet writes the URI as the HREF of a URL in its HTML markup;
- The portal aggregates this markup to a page;
- The user clicks on the link;
- The browser sends the request to the portal server;
- The portal server notifies the action listener of the portlet of the action event;
- The action listener can change the state of the portlet; and
- The portal server asks the portlet for its markup in order to generate the response to the request.
### Table 3-1 Message transmitting table

<table>
<thead>
<tr>
<th>Series #</th>
<th>Method name</th>
<th>Series #</th>
<th>Method name</th>
</tr>
</thead>
<tbody>
<tr>
<td>1.</td>
<td>get portal page()</td>
<td>9.</td>
<td>return page()</td>
</tr>
<tr>
<td>2.</td>
<td>request service</td>
<td>10.</td>
<td>click on URI()</td>
</tr>
<tr>
<td>3.</td>
<td>createURI()</td>
<td>11.</td>
<td>get action for event()</td>
</tr>
<tr>
<td>4.</td>
<td>createAction()</td>
<td>12.</td>
<td>action performed()</td>
</tr>
<tr>
<td>5.</td>
<td>addAction()</td>
<td>13.</td>
<td>change state()</td>
</tr>
<tr>
<td>6.</td>
<td>toString()</td>
<td>14.</td>
<td>request service</td>
</tr>
<tr>
<td>7.</td>
<td>write HTML of URI()</td>
<td>15.</td>
<td>return fragment()</td>
</tr>
<tr>
<td>8.</td>
<td>return fragment()</td>
<td>16.</td>
<td>return page</td>
</tr>
</tbody>
</table>

Generally, a portal framework consists of a presentation component, a portal engine component, and a portlet container.

- The presentation component provides customized and personalized pages for users through aggregation. The page content is composed of a combination of content from a variety of sources and applications.
- The portal engine component provides a pure java engine whose main responsibility is to incorporate content from different resources and serve those incorporated contents to multiple devices. It also provides a mechanism to decouple the presentation layer of the portal from the portlet implementation details.
- The portal container can be treated as a container of Web services requester which includes several local portlets called service requester and remote portlets.

### 3.1.5 Naming and directory services

A Naming Service provides a mechanism for assigning names to objects that can be retrieved and used without knowing the location of the object. Objects can be located on any machine accessible from the network, not necessarily the local workstation. Naming Services not only provide an indispensable mechanism for de-coupling the provider of a service from the consumer of the service, but also allows the supplier of a service to register the service against a name. Therefore users or clients of the service only need to know the name of the service in order to use it.
The Lightweight Directory Access Protocol (LDAP) is an information model and a protocol to query, manipulate, and access information directories such as organizations, individuals, phone numbers, and addresses. Usually, the information directories reside on the so-called LDAP-based Directory Server.

An LDAP directory is organized in a simple "tree" hierarchy to be distributed among many servers. Each server can have a replicated version of the total directory that is synchronized periodically. An LDAP server that receives a request from a user takes responsibility for the request, ensuring a single coordinated response for the user.

Roles within a Directory Server entry mechanism are similar to the concept of a group. Just as a group has members of roles, a role has members of users and a profile list of user is an LDAP entry that is said to possess the role. The criteria for the role itself is defined as an LDAP entry with attributes, identified by the Distinguished Name (DN) attribute of the entry.

3.1.6 WSRP

Web Services for Remote Portals (WSRP) are visual, user-facing web services centric components that plug-n-play with portals or other intermediary web applications that aggregate content or applications from different sources. Since WSRP includes presentation, service providers can determine how their content and applications are visualized by end-users and to what degree are adaptation, transcending, and translation allowed.

WSRP decouples portlet applications from portals, which offers significant benefits for managing large portal deployments. Instead of bundling all portlets within one single portal application, we can choose to deploy our portlets on a remote server, and let the local portal consume those portlets through the WSRP mechanism. For most large portal development projects, this decoupling eases team development, upgrades, and administration. The WSRP protocol defines a set of web services that WSRP Producers implement. WSRP consumers can send messages to Web services to view and interact with the UI. The WSRP protocol translates the typical browser-server interaction protocol into a protocol that is suitable for applications (consumers) to act as clients for other applications (producers) that host the UI.
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An important point to realize is that WSRP web services are synchronous and UI-oriented. Unlike business logic-oriented or data-oriented web services, UI-oriented web services offer a more coarse-grained application reuse and are more resilient to change [27].

WSRP natively supports portlet concepts, such as modes (view, edit, help, preview, and custom), window states (maximized, minimized, solo, custom), and portlet preference management. This makes it much easier to integrate portlet applications in a portal paradigm. Furthermore, WSRP addresses some of the common integration issues, such as transparent session management, timeout handling, caching, and support for different markups, which integrates applications as services rather than fragile links. Moreover, WSRP applications are built over the SOAP stack that can be published into public or corporate service directories (UDDI), thus, not only can they leverage enterprise Web service management infrastructure, including service metering, routing, prioritization, and life-cycle manageability, on versioning, monitoring, and upgrade, but they can also be discovered from a UDDI registry and secured using Web service security standards. For transport-level security, WSRP can be used with SSL.

To accomplish these goals, the WSRP standard defines a web services interface description using WSDL and allows WSRP services to be implemented in very different ways, whether as a Java/J2EE based web service, a web service implemented on Microsoft’s .NET platform, or a portlet published as a WSRP Service by a portal. The standard enables use of generic adapter codes to plug in any WSRP service into intermediary applications rather than requiring specific proxy codes.

Carrying reusable presentation, interoperability and portability, WSRP has combined the power of Web services and portal technologies and is fast becoming the major enabling technology for distributed portals in an enterprise. In addition, WSRP possesses features such as visually rich functionality, presentation-oriented and reusable user interfaces, interactive applications with complex flow on multi-step and multi-page user interaction code sharing at the portlets level across different applications, and no re-implementing of the presentation layer on each portal.
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3.1.7 Federated portal

Today, software applications running on distributed environments are becoming more complex with increasing business processes and there is a need to render a unified face by using an enterprise portal. Thus, it is definitely a challenge to consolidate different portals, information islands and business processes, and bring information and data together from different business portals into a centralized enterprise portal for a variety of reasons. The challenge of realizing a true enterprise portal becomes obvious when it is imperative to consider the governance, information ownership models, and trust within an enterprise for information life-cycle management. The availability of the right technology and standards is important to realizing truly distributed portal information domains and simultaneously providing a seamless integration and delivery of information across the enterprise. Thus, the infrastructure for service on demand portals has been developed the use of SOA and WSRP [35].

Let us consider an educational institute that has several existing departmental portals. Each of them could be residing on a different technology. Some of them may not even be on a portal product. Each portal may or may not have the same look and feel or navigation, but all departmental portals participate under a central Single-Sign-On (SSO) umbrella. Each departmental portal is self-contained and provides unique functionality specific to its product or services.

By utilizing the Federated portal model, we can create a main portal that serves as an entry point or gateway to the enterprise. The main portal is a thin layer that sits on top of the individual departmental portals and leverages them. A federated portal allows organizations to provide a common entry point, but, at the same time, maintain the individual departments’ sovereignty so they may develop, maintain, and control their released schedules. A truly federated portal needs to integrate with transactional services and information across the enterprise, provided by various specialized portals and service infrastructures. Bearing a more elegant, service-oriented approach by integrating into an industry-standard manner, WSRP is an ideal technology for building federated portals [35].
The main portal acts as a facade [Figure 3-6] serving up a common log-on and home page. It authenticates users against the central SSO infrastructure to display a home page, which is composed of multiple portlets that display information from various departmental applications exposed as WSRP services. Each portlet, acting as a WSRP consumer and interacting with the WSRP producer on the other end, achieves departmental services integrated seamlessly into the main portal. It is convenient for a portal developer to rebuild the application in the main portal by adding a WSRP Producer layer on top of existing applications [35].

![Diagram of Federated Portals]

**Figure 3-6: Federated portals**

Moreover, there should be some restrictions on the responsibilities of WSRP consumers and producers. The WSRP consumers may only conduct content/application service assembly. Portal (top Level) personalization and customization, authentication and services may only be accessed through the departmental portal; whereas the producers provide business logic, content rendering, portlet-specific customization, and personalization, and access permission checks.
3.2 Architecture of e-learning system

3.2.1 Architecture layers

We designed and implemented our Ubiquitous Learning (Ubilearn) system by combining traditional and new distributed computing techniques. We exploited portal principle to centralize the starting place for access and to consolidate the functions through well designed interfaces with portlet applications. As shown in Figure 3-7, a generic architecture layer model to which our Ubilearn system is adopted consists of multiple tiers including a portal Web application, a portlet container in which portlet interfaces connect to a variety of applications such as Web services-based components, non Web services-based applications, Web business logic tier components, and WSRP components.

![Generic architecture layer model](image)

**Figure 3-7: Generic architecture layer model**

3.2.2 Ubilearn system

Figure 3-8 illustrates the Ubilearn system diagram for a multiple-tier e-learning Web services-oriented portal framework running in distributed environments.

Here, we give an explanation on organization of Ubilearn. The Ubilearn system framework includes a portal presentation layer, portal engine layer, service provider layer, service broker layer, and service request layer. The portal presentation service layer provides customized and personalized pages for users through aggregation model. The page content is aggregated from a variety of sources via content and applications. The portal presentation framework simplifies the development and maintenance of the portal by defining the page structure independent of the portlet definition. Portlets can be changed without an impact on the
overall portal page structure. Aggregation Modules for the requesting device render the overall portal page by collecting information from all the portlets on the page and adding standard decorations such as title bars, edit buttons, etc.

Providing a portal engine layer, the main responsibility for a portal is to aggregate content from different sources and to serve the aggregated content to multiple devices. The Portal Engine also provides a framework that allows the presentation layer of the portal to be decoupled from the portlet implementation details. This allows the portlets to be maintained as discrete components.

![Figure 3-8: Ubilearn](image)

In our learning context, a Service provider provides any learning information, material, or process as a self contained, self-describing modular service across different platform (J2EE, dot net and others). It could contain one or more of the following:
- Learning Objects and Learning Contents: are reusable learning resources as defined by SCORM Content Model [53] and can be any content stored in a database repository or a file system [55].
- Learning Management Applications: can be any program or function considered as shareable services by businesses or educational institution such as register management, course management, and so on.
- Learning Collaboration: includes both synchronous and asynchronous communications among different parties. Synchronous communication could be instant messaging/chat, shared whiteboard, or teleconferencing, etc. Asynchronous communication could be email, discussion forum, or news group, etc.

A Service broker provides a universal Web services registry (UDDI), in which service provider and service requester can publish learning services and find desired learning services respectively. Once the learning objects, contents, and applications are built as services, they are described by a WSDL document to let requesters know how to invoke them. Then, the WSDL file and XML metadata of the services are wrapped in a SOAP message that will be sent to the UDDI. All the necessary information for discovery is registered in the UDDI with directory and key word supports, just like a "Yellow Page".

A Service requester can be any application that requests a particular service. Based on the binding information of the services found in UDDI, the service requester can directly contact the services regardless of what kinds of platform used in each side, since SOAP is the standard communication protocol. In our framework, service requester can be a local portlet or a remote portlet in a portal e-learning system, which needs some specific services to integrate learning contents, remote course registration, and shared whiteboard together.
Chapter 4 Role-Based Portal Access Control Framework

4.1 Access control requirement for Ubilearn

4.1.1 Access control mechanism criteria

To choose the appropriate access control mechanisms for our Ubilearn, we must follow the following preliminary steps to help expedite and clarify the design process [32]:

- Clearly outline the types of role driven functions that must be implemented.
- Determine the relative interaction between data owners and administrative users.
- Specify the process for granting and revoking user access control rights on the system, whether it is a manual process, automatic upon registration or account creation, or through an administrative front-end tool.
- Try to quantify the relative value of information to be protected in terms of Confidentiality, Sensitivity, Classification, Privacy, and Integrity related to the organization as well as the individual users.
- Try to support access control mechanisms that, as closely as possible, adhere to the organization's security policy, such as acceptable time of day of certain data access, types of users allowed seeing certain data or performing certain tasks, etc.

Generally, a single case study is not sufficient to motivate the design of an access control mechanism. On the other hand, considering applying the principle and mechanism to satisfy the need for a typical example is instructive. To be able to accurately describe the access control model listed in Chapter 2, an ideal mechanism must fulfill a number of generic security criteria such as the following: conciseness, clarity, being aspect-oriented, fundamentality, being positive, level of need-to-know, and efficiency [34].

- “Concise” means that we must express the constraints and access rules in an easy and specific way. In general, mechanical repetition or extraneous effort in the expression of the rules is indications that something is amiss.
• “Clarity” is the second most important criteria in that it should be apparent what rule is saying what and whether it is correct, where access rules or constraints must be expressed and checked against corresponding conditions or situations.

• For a component based system, “fundamental” means that access control should be integral to the middleware rather than an optional add-on. One advantage of this is that developers are forced to address access control questions from the very start.

• “Positive” means that an access right should be expressed in terms of what a subject is allowed to do rather than what he/she is not allowed to do, which ensures that the default is that no access at all is allowed and that permissions must be explicitly listed.

• A strict “need-to-know” approach to access control means that users have a right to expect that no more of their data is being revealed than is absolutely necessary for a particular service.

• “Efficient” means that we must keep the overhead at a reasonable level in performing access control checks.

4.1.2 Analysis of access control for portal framework

A framework, as a reusable, semi-complete application that can be specialized to produce custom applications, provides developers with a set of backbone components that have the following characteristics:

• They are known to work well in other applications.
• They are ready to use with the next project.
• They can also be used by other teams in the organization.

While portals can bring an organization many needed benefits, they can also pose new IT challenges. Many of these challenges relate to the overall process for provisioning system resources and privileges to users who must access a portal. Therefore, designers of portal applications must address specific issues such as:

• How do new users get provisioned into the portal?
• What portal applications can each user view?
• How can a consistent approval process be used for granting portal access?
• How can identity information be synchronized across distributed applications and systems?
• Is there a mechanism by which the users can change their password through the portal?
• What happens when a user's privileges need to be revoked?

These challenges have common themes: access control and identity management. To manage the complexity of security administration in distributed systems such as e-learning, e-business and e-government, access control has become one of the most challenging issues. Access control systems usually provide authentication, authorization, and administration. Authentication is a process in which users are challenged for identity credentials so that it is possible to verify that they are who they claim to be. Once a user has been authenticated, authorization determines what resources a user is allowed to access. Administration refers to the ability to add, delete, and modify user accounts and user account privileges [31].

Under the RBAC portal framework, users are granted membership into roles based on their rights and responsibilities. The operations that a user is permitted to perform are based on the user's role. User membership into roles can be revoked easily and new memberships established as job assignments dictate. This simplifies the administration and management of privileges; roles can be updated without updating the privileges for every user on an individual basis.

When a user is associated with a role: the user can be given no more privilege than is necessary to perform the job. This concept of least privilege requires identifying the user's job functions, determining the minimum set of privileges required to perform that function, and restricting the user to a domain with those privileges and nothing more, which is not applicable to the e-learning portal application.

Furthermore, when implementing the Ubilearn system, we adopt principles of separating rules and roles from services' functionality. In this way, when applicable rules of processing logic have been changed at any time, some parts of the project do not need to be changed if
rules have not been embedded with the application, where a service is indifferent to who will use it.

As our Ubilearn system is implemented with portal and Web services techniques that combine service components together, we can apply access control on two levels. One is to apply role-based access control on portal resources like pages and page groups or on individual portlet by basically determining which portal-users are allowed to see which pieces of content. The second utilizes action-driven, condition-based access control behind each portlet interface using a Web services gateway.

An E-learning system running on distributed environment, especially implemented with techniques of Web services, portal, and WSRP, would also need to consider this issue. Each educational institute has its own regulations for every aspect of its functionality, such as course registration management, accessing course material, marking assignment, testing and grading, and teaching evaluation. Thus, extracting those “who or how to use” policies from functional components play an important role in making those e-learning service components portable, maintainable, flexible, and usable by any educational institute.

Therefore, the goal and purpose of the research is to create an e-learning portal framework embedded with role-based access mechanism. We create portal application interfaces with respected to the roles within the whole system. Thus, we do not need consider who will be the user of a service component when we develop it. We only need to create a portlet interface for the service component and integrate the interface into the corresponding portal. Moreover, every service in an E-learning system is independent from the other, and it is necessary that we implement an action-driven, policy-based access control (AD-PBAC) model to satisfy the personalization and collaboration of the distributed e-learning system. We explain the AD-PBAC model at Chapter 5.

4.1.3 User identity management

In the simplest terms, an identity is some method that verifies a user who distinguishes him/herself from others. The identity interacts with a process that determines what level of
security the user may possess and which services or activities the user may participate in after completing an authentication challenge. Associated with this process is a set of global attributes that contain information about the user that might be the user name, email address, pin/user password, credit card number, or Social Security number.

Identity management is becoming an important technology for managing users, accounts, passwords, provisioning processes, and deactivating processes for enterprise-scale organizations. Identity management typically lets agency administrators define user roles and grant access to resources according to tasks a user is allowed to perform. Identity management is a shared platform which provides consistent processes for managing information about users: who they are, how they are authenticated, and what they can access. Usually, an identity is created when a user initiates a relationship and gets an initial set of rights or privileges. As the relationship grows, rights may be added or subtracted, with preferences and affinity groups modified or removed.

![Figure 4-1: User identity management](image)

The user identity management (UIM) within Ubilearn provides several features for user registration, role management, user account provision, service designation and notifications management, and self-services such as password management [Figure 4-1] [41]. The user
registration allows any new user to register to the system by choosing a user-id and password; the role management provides a functionality to an administrative user assigning a role to the user who has been registered to the account that has not been activated; the user account provisioning capabilities automate the creation, update, and deletion of accounts on distributed systems across the enterprise; service designation and notifications management allows high-level users to define access policies for low-level users. The UIM also provides self-service capabilities, enabling users to initiate access to specific services, change their password, or update their identity information.

4.1.4 Single sign-on

Single Sign-On (SSO) is a key feature of the Enterprise Portal that eases user interaction with the many system components available to the user in a portal environment. Once the user is authenticated to the enterprise portal, he/she can use the portal to access external applications. With SSO in the Enterprise Portal, a user can access different systems and applications without having to repeatedly enter his/her user information for authentication.

To apply SSO with WSRP, SSO allows the propagation of user identity from the consumer to the producer. That is, the consumer provides authentication, and the WSRP stack ensures that the same user identity is established on each producer with which the user is interacting.

Moreover, by utilizing signed certificates, producers authenticate consumers through the use of client certificates in conjunction with SSL/TLS. Therefore, if you are relying on SSO and allow users to log-in to the Consumer portal, as recommended, the Producer must trust that Consumer. To establish this trust, the Consumer needs a certificate of authentication signed by an approved certificate authority (CA), such as VeriSign, Inc. The Java keytool utility can be used to generate a self-signed certificate.

4.1.5 Generic actors and their targets

The main components of Ubilearn e-learning community can be classified by roles of users and functionalities, as UML use case diagrams show in Figure 4-2 through 4-5. For administrators, components include managing user profiles and user roles, updating user
identity to LDAP directory and controlling access policies; for instructors, components include course creation, teaching material management and assignment publishing, quiz question generation, automatic grading and assessment; for learners, components include course registration, course material reviewing, and assignment uploading and online testing; and for anonymous users, we can have components as bulletin board, forum, and news publish board.

The shared components include “my contact”, “my task”, “my email” and “my notebook”, the scopes and types of e-learning content can be chosen from basic Web pages and documents to fully interactive courses, events, assessments and simulations; for personalization realm within e-learning context, content is formatted to suit individual needs and preferences.

![Diagram](image)

**Figure 4-2: Learner use case**
Figure 4-3: Instructor use case

Figure 4-4: Administrator use case
4.1.6 Manage users and groups

![Diagram of user and role relationships]

Figure 4-6: User and role entity relationship diagram

Generally, a user represents a person, system, or Java client; a group represents a static collection of users; whereas a role represents a dynamic collection of users. Obviously, the groups within any educational institute are relatively fixed, such as an instructor, learner or administrator; and each user must be assigned a role in order to access a service. Here, we do not differentiate between the definitions of role and group; for example, an instructor user who belongs to the instructor group is also assigned the role of instructor. First, we create tables, Users and User-Role within a database as a user identity repository. When a user
profile has been entered, the placement of a user in a group, or a role, rests with an administrator. Also, we can add an attribute to UserRole table to indicate whether the user’s role is activated or not. The entity relationship diagram is shown in Figure 4-6.

To implement our Ubilearn as a portal application, we utilize a group-based approach as a default way of controlling access to a portal. Group-based access control is typical of many portal products; it is most useful when the user group structure changes infrequently, and the access to portlets and pages maps well to user groups. Although Database and LDAP can fulfill the task of storing and retrieving user-role data, relational and other databases exercise extreme measures to ensure that data is consistent during write/update cycles by using transactions, locking and other methods.

4.2 System prototype

Services within a generic e-learning system can be classified as functional and non-functional (i.e. system-supporting) services. Functional services include creating a course, uploading course material, publishing assignments and grading assignments, registering a course, reviewing course material, submitting assignments, taking quizzes, registering user profile, assigning roles to users, and activating users’ accounts. Non-functional services include personalization, chatting, directory, internationalization support, and integration services.

To make an E-learning system more robust in terms of flexibility, portability, and maintainability, we design and implement those functional services independent from other restrictions of roles and rules, where the service itself does not care as to who will use it. Based on the requirement analysis of access control for Ubilearn system, we can construct a functional system utilizing portal principle and Web services techniques to fulfill the rule and role based access control. Figure 4-7 illustrates the mechanism on how we organize the services into different portals.
Figure 4-7: System prototype framework

In order to reach the purpose that once the user’s role is acknowledged upon his/her login, we realize the need for a protocol that system will direct a user, when browsing from the login page to the portal interface corresponding to the role of the user. Figure 4-8 shows the user-role-portal relationship to implement role-based access control on the Ubilearn portal application.

Figure 4-8: Role-based portal access control model

From Section 2.2, we describe the basic components of a simplified RBAC model. These are namely Users, Roles, Permissions, User-Role (U-R) relationship, and Role-Permission (R-P) relationship. In the role-based portal access control model, we replace the permission and role-permission relationship from RBAC model with portal, service, role-portal relationship, and portal-service relationship. By doing so, a user is only allowed to access those services belonging to a specific portal based on the role of the user.
We implemented our Ubilearn by utilizing Web services with portal technologies. Extending from Java Servlets, portlets can be used as a user interface connected to all services located on local or remote servers. A portal, being a container for portlets, represents a user interface for those accessible services which provide a single entrance for any user to access multiple and heterogeneous services through this point.

4.3 Design of Ubilearn role-based portal framework

4.3.1 Functional description

To solve the common challenges that e-learning faces on securing portal solutions with integration to back-end applications, we have implemented several functional components such as portal controller, user identity, and access management for users provisioning across the enterprise, permitting or denying access to resources based on the policies and users/groups who access the resources (authorization), determining who is accessing the site (authentication) and only requiring a single sign-on (SSO) to access resources to which they have been granted access; and an audit trail to ensure proper use of the system.

More specifically, we have developed several portlet applications for user and account management and approval of user provisioning requests by utilizing the JMX APIs and policies, to provide a user with an integrated SSO solution using an LDAP directory manager for authenticating once and access services within Ubilearn portal application, in order to manage user access control through role mapping with products that have access models.

The identity and access management includes such functional components as user registration, role assignment, new user creation, setting new members to a group matched to the role of the new user, and a portal controller to direct user’s browser to the appropriate portal application that the user is entitled to.

4.3.2 Use case model

This section describes the actors in the use cases, presents the use case diagram, and summarizes the use cases. For the Ubilearn system, we define two types of actors, general users – including instructors and learners, access to the main e-learning functional services,
and administrative users – including administrators and managers, and finally, access to user provisioning components. Actors are defined in Table 4-1. The description of each of the use cases is shown in the Table 4-2. Figure 4-9 depicts the use case model that outlines how users will interact with the system.

<table>
<thead>
<tr>
<th>Actor</th>
<th>Description</th>
</tr>
</thead>
<tbody>
<tr>
<td>General user</td>
<td>All general users within Ubilearn system.</td>
</tr>
<tr>
<td>(Instructor, or Learner)</td>
<td>All general users have to enter his/her profile information.</td>
</tr>
<tr>
<td>Administrative user</td>
<td>All administrative users within Ubilearn system.</td>
</tr>
<tr>
<td></td>
<td>All administrative users manage all general user provisioning.</td>
</tr>
</tbody>
</table>

**Figure 4-9: User provisioning use case diagram**
### Table 4-2 User provisioning use case description

<table>
<thead>
<tr>
<th>Use Case ID</th>
<th>Use case name</th>
<th>Goal in context</th>
<th>Actors</th>
</tr>
</thead>
<tbody>
<tr>
<td>UP01</td>
<td>User self-registration</td>
<td>Each new user have to enter his/her user profile information to get the identity pair (user-id and password)</td>
<td>General users</td>
</tr>
<tr>
<td>UP02</td>
<td>Approval and role assignment</td>
<td>Assign role to a newly registered user</td>
<td>Administrative users</td>
</tr>
<tr>
<td>UP03</td>
<td>User account activation</td>
<td>Activate user account by adding the user identity pair to the specific group in LDAP directory based on his role</td>
<td>Administrative users</td>
</tr>
<tr>
<td>UP04</td>
<td>User password change</td>
<td>After a user account is activated, a user can change the password</td>
<td>General users</td>
</tr>
<tr>
<td>UP05</td>
<td>Password batch activation</td>
<td>Update the password to the user identity pair in LDAP directory.</td>
<td>Administrative users</td>
</tr>
<tr>
<td>UP06</td>
<td>User account de-activation</td>
<td>De-activate the user account by removing the user identity pair from the specific group in LDAP directory</td>
<td>Administrative users</td>
</tr>
</tbody>
</table>

### Table 4-3 Use case details

**Table 4-3 (1) User self-registration:**

<table>
<thead>
<tr>
<th>Use case ID: UP01</th>
<th>UP01: User self-registration</th>
</tr>
</thead>
<tbody>
<tr>
<td><strong>Description</strong></td>
<td>Any new user has to create the initial profile in the Ubilearn application. The user enters his/her name and personal geographic, contact, organization information. After which the user information is sent to “User registration service” to create the user’s record and generate a user-id and password.</td>
</tr>
</tbody>
</table>
| **Precondition**  | The actor does not have a role.  
 | The actor’s name does not exist in the user profile database. |
| **Primary actors**| General users |
| **Secondary actors** | None. |
| **Main scenario** | 1. The new user navigates to the registration portlet with the login portal which includes login portlet and registration portlet;  
 | 2. The new user enters his/her personal profile for initial registration;  
 | 3. Registration service generates and displays the user’s identity pair. |
| **Alternatives**  | None. |
### Table 4-3 (2) Approval and role assignment:

<table>
<thead>
<tr>
<th>Use case ID: UP02</th>
<th>UP02: Approval and role assignment</th>
</tr>
</thead>
<tbody>
<tr>
<td>Description</td>
<td>An admin user selects and assigns a role to a newly registered user.</td>
</tr>
<tr>
<td>Precondition</td>
<td>UP01</td>
</tr>
<tr>
<td>Primary actors</td>
<td>Administrative users</td>
</tr>
<tr>
<td>Secondary actors</td>
<td>None</td>
</tr>
</tbody>
</table>
| Main scenario     | 1. The administrative user login through the Ubilearn login portal (his user identity pair has been predefined.)  
                      2. The Ubilearn controlling system directs the admin user’s browser to the administrative portal  
                      3. The admin user navigates to the “user role assignment” portlet and chooses a role, then chooses a user who does not have a role, and clicks submit button. |
| Alternatives      | None                                |

### Table 4-3 (3) User account activation:

<table>
<thead>
<tr>
<th>Use case ID: UP03</th>
<th>UP03: User account activation</th>
</tr>
</thead>
<tbody>
<tr>
<td>Description</td>
<td>An administrative user add users who have a role to the group in the LDAP server</td>
</tr>
<tr>
<td>Precondition</td>
<td>UP02</td>
</tr>
<tr>
<td>Primary actors</td>
<td>Administrative users</td>
</tr>
<tr>
<td>Secondary actors</td>
<td>None</td>
</tr>
</tbody>
</table>
| Main scenario     | 1. The administrative user login through the Ubilearn login portal (his user identity pair has been predefined.)  
                      2. The Ubilearn controlling system directs the admin user’s browser to the administrative portal  
                      3. The admin user navigates to the “user account activation” portlet and chooses a role, then chooses users who have a role, and clicks submit button. |
| Alternatives      | None                           |

### Table 4-3 (4) User change password:

<table>
<thead>
<tr>
<th>Use case ID: UP04</th>
<th>UP04: User password change</th>
</tr>
</thead>
<tbody>
<tr>
<td>Description</td>
<td>A general user changes his/her password</td>
</tr>
<tr>
<td>Precondition</td>
<td>UP03</td>
</tr>
<tr>
<td>Primary actors</td>
<td>General users</td>
</tr>
<tr>
<td>Secondary actors</td>
<td>None</td>
</tr>
</tbody>
</table>
| Main scenario     | 1. The general user (learner or instructor) login through the Ubilearn login portal, after his user identity pair has been activated.  
                      2. The Ubilearn controlling system directs the admin user’s browser to the learner or instructor portal  
                      3. The general user navigates to the “Change password” portlet and enters old password, then enters new password twice, and clicks submit button. |
| Alternatives      | None                       |
### Table 4-3 (5) Password batch change:

<table>
<thead>
<tr>
<th>Use case ID: UP05</th>
<th>UP05: Password Batch change</th>
</tr>
</thead>
<tbody>
<tr>
<td>Description</td>
<td>An administrative user updates general users’ passwords to the LDAP directory</td>
</tr>
<tr>
<td>Precondition</td>
<td>UP04</td>
</tr>
<tr>
<td>Primary actors</td>
<td>Administrative user</td>
</tr>
<tr>
<td>Secondary actors</td>
<td>None.</td>
</tr>
<tr>
<td>Main scenario</td>
<td>The administrative user login through the Ubilearn login portal</td>
</tr>
<tr>
<td></td>
<td>The Ubilearn controlling system directs the admin user’s browser to the administrative portal</td>
</tr>
<tr>
<td></td>
<td>The administrative user navigates to the “Password Batch Change” portlet and clicks submit button.</td>
</tr>
<tr>
<td>Alternatives</td>
<td>None.</td>
</tr>
</tbody>
</table>

### Table 4-3 (6) User account de-activation:

<table>
<thead>
<tr>
<th>Use case ID: UP06</th>
<th>UP06: User account de-activation</th>
</tr>
</thead>
<tbody>
<tr>
<td>Description</td>
<td>An administrative user remove a general user identity from the LDAP directory</td>
</tr>
<tr>
<td>Precondition</td>
<td>UP04</td>
</tr>
<tr>
<td>Primary actors</td>
<td>Administrative user</td>
</tr>
<tr>
<td>Secondary actors</td>
<td>None.</td>
</tr>
<tr>
<td>Main scenario</td>
<td>The administrative user login through the Ubilearn login portal</td>
</tr>
<tr>
<td></td>
<td>The Ubilearn controlling system directs the admin user’s browser to the administrative portal</td>
</tr>
<tr>
<td></td>
<td>The administrative user navigates to the “User account de-activation” portlet and chooses a user from the user list, and clicks submit button.</td>
</tr>
<tr>
<td>Alternatives</td>
<td>None.</td>
</tr>
</tbody>
</table>

### 4.3.3 Manage relationship between users and services

By analysis of role characteristics of a generic online institute, we classify Ubilearn users into three groups (roles): administrators, instructors, and learners. Moreover, we associate the group names with the virtual portals. Thus, we are able to categorize services by integrating them into those pre-defined portals according to the relationships between service functionalities and roles pre-assigned to users. In the Figure 4-10, represented by pre-organized names of services, permissions can be accessed by only the users according to their roles.
This portal access control mechanism provides excellent advantages by virtue of its functionality. Since each user is linked with what that user is allowed to access, once a user is authenticated and the user’s role data is retrieved, the portal container directs the user’s browser to the corresponding portal the user is entitled to. Another advantage depends heavily on the concept of inheritance; any change made to a group’s permissions will automatically be inherited by all members of that group. Furthermore, changes to a group’s permissions to access services can be made very easily by adding or removing portlets within that portal. Also, it is easy to accommodate the switch of an individual user to another group simply by removing the old role and assigning a new role.

4.3.4 Utilize LDAP in portal

However, the performance of Ubilearn system is a priority issue and LDAP is characterized as a 'write-once-read-many-times' service; using a simple asynchronous replication process, we take advantage of LDAP by mapping user and role relationship into a directory server for better user-role entries retrieval. Figure 4-11 shows component diagram for user identity and access management among the portal server and the application server.
Figure 4-11: Component diagram for user identity management

Figure 4-12: Servers working together
Figure 4-12 shows a general architecture of a portal server, application server, LDAP server and a database server working together. A brief description is provided below:

1. User enters credentials: When a user needs to access the E-learning management system, the user enters the UbiLearn Web site URL in a Web browser. The portal controller within portal server will direct the Web browser to the login portal where the user will use the login portlet to enter the user ID and password credentials.

2. Validate user credentials with embedded LDAP Server: The portal server will validate that the user credentials by communicating with the embedded LDAP Server.

3. Successful authentication and authorization: If the credentials are valid, the user will be authenticated to the system and then the Web browser will be directed to a portal corresponding to the role of the user, where the portal illustrates a group of portlets interfacing to those services that reside on the application server.

4. Manage user identity: When identity management is conducted, the identity management service will fetch the user identity data from Database and update data with the LDAP server through the service component with portal server.

Moreover, an embedded LDAP in a portal server container being provided by some portal development platform products makes it easier for developing portal applications. Figure 4-13 shows a portal server container.

![Portal Server Container Diagram](image)

Figure 4-13: Portal server container
Portal authentication and authorization is based on a pre-defined Server Security Applications (SSA) implemented for a controlling access protocol. When a user logs into the portal, the SSA handles the authentication of that user through either the embedded LDAP database or an external authentication provider. Once authentication is complete, based on the pre-defined protocol, the SSA determines which portal the user can access based on the role of the user. In other advantageous implementation cases, we can implement a mechanism to determine what portlets the user can view.

4.3.5 Portal controller

The Ubilearn system provides single sign-on authentication by including a basic authentication and authorization flow for any user to access to the services within Ubilearn application. Figure 4-14 shows a UML activity diagram for a user login procedure under the Ubilearn portal controller, a top level component to control and direct a user’s Web browser to the appropriate portal based on the role of the current user. Figure 4-15 show a diagram for portal controller.

![UML activity diagram](image)

Figure 4-14: UML activity diagram
4.3.6 User provisioning

In addition to assigning a role to a general user based on the user account ownership policy, the Ubilearn identity and access management keeps general user data stored in user profile database and keeps the data synchronized with embedded LDAP server by assigning and adding members to the specific group in LDAP directory. Once this action has been done, user account is activated.

More precisely, we utilize MBeans of JMX [42] as the communicative agents to place user identity objects into embedded LDAP server. Those operations include creating user identities, deleting user identities, changing user passwords, adding user members to a specific group, and checking whether a user is a member of a specific group.

4.3.7 Role-based portal framework for Ubilearn system

Based on the analysis above, we describe our research result as a role-based access control portal framework to integrate services’ interfaces together. The Unilearn system is comprised of four layers: access control layer, portal layer, web service proxy (agency) layer, and service layer.

- The access control layer: A role based access control directs different users to different portals that include different portlets based on the user role. Once a user has been authenticated, authorization determines what resources a user is allowed access.
Administration refers to the ability to add, delete, and modify user accounts, and user account privileges.

Figure 4-16: Portal access control framework

- The portal layer: this layer can be treated as a container of web services that consist of many local portlets called service requesters and some remote portlets. A learner portal can call a remote portlet from another e-learning system as its portlet through web services for remote portlets to share system functionality. Being integrated with a Web services-proxy, a portlet can call a Web service inside its system or the other e-learning system. Figure 4-16 shows two Ubilearn systems where both carry Web-services components with exposed Web service proxies via portlets placed in the portal containers. Users of Ubilearn-1 can access services provided by Ubilearn-2 through WSRP. That is, WSRP allows portals to display remotely-running portlets inside their pages without requiring any additional programming by the portal developers. Here, WSRP exposes UIs from remote components located in remote
domains, relieving the burdens of a system administrator that are caused by having all service components located in the same service domain. Access to such components must follow the rules located in the remote domain. Moreover, both Producers and Consumers of WSRP can control access by using the implemented security measures. Consumers can restrict end-users’ access to portlets and limit specific operations within those portlets. Producers can implement access control mechanism programmatically through the use of facilities such as an authenticated user identity.

- The web services proxy (agency) layer is a service engine that provides a pure Java engine whose main responsibility is to aggregate content from different sources and serves the aggregated content to multiple devices. It also provides a framework that allows the portlet layer of the portal to be decoupled from the service implementation details.

- The service layer provides a set of Web services’ components to be accessed through the SOAP protocol.

When a user logs in with a user ID and password, access control will verify the user ID and his/her user role and direct the user to the relative portal. A user can personalize his/her portlet through WSRP and locates some portlet interfaces that he/she prefers. The web services agencies then receive the request from the portlet and help the portlets to search the proper web service. Then web services agencies send the response back to portlet, if they find the relative web service.

Our framework enables a true flexible integration among educational institutions or businesses.

4.3.8 Login scenario

We have two methods for specifying a role to the user: one is to link the user’s profile to a static role manually; the other method is to link the user’s profile to roles automatically based on the user profile attributes. We apply the first method to our role-based portal access
control model and explain it as follows. For example, when a user, let’s say, Jill, browses our Ubilearn welcome page via the “Login/Registration Module”, she can use either registration, if she is a new user, or login, if her identity has been already activated. Suppose Jill is a new user and she wants to access services and learning resources as a learner, she has to register and let an administrative user, let’s say, John, link her profile to a role before she can access those services through a portal.

Upon Jill’s registration of her profile (which stored in the user profile database), John will link the user profile to a role she is entitled to and he will update the identity of Jill into the LDAP server; so that Jill can access those entitled services via a portal. Once Jill enters her user-id and password pair, the login module will check with the LDAP directory to see whether Jill’s credential are matched, and if yes, the login module will direct Jill’s browser to the learner portal, where a group of portlets connect with those corresponding services and through those services, Jill can access her expected learning resources.
Chapter 5 Action-Driven Access Control

5.1 Background

Traditionally, access control has been expressed in terms of read/write access. It is applicable for the standard file system and for the attributes associated with a record in a database system. However, a service component in a distributed environment only exposes one or more interface methods and encapsulates its details within it, and each method represents a pre-defined operation, deeming operations more complex than just a matter of read and write.

Moreover, group or role-based access control is not sufficient if access to portlets or pages is dependent on a more complex set of conditions than simply the group membership, or if it may need to change dynamically, based on changes to the user profile, without the involvement of an administrator. With traditional group-based or role-based access control, the placement of a user in a group or a role rests with an administrator. Where a more dynamic, flexible entitlement behavior is needed, policy-based entitlements become helpful. With policy-based entitlements, the business policy behind an entitlement becomes a self-documenting business policy that governs whether a user is given access to services through portlets or portal pages in a portal interface. Here arises an access control problem to prevent unauthorized users from invoking methods for which their access parameters do not satisfy some specific conditions.

In Chapter 4, we described the portal access control approach utilizing the role-based access control model on Ubilearn portal to fulfill the authentication and authorization pertaining to the role of users. Next, we discussed issues that arise from restricting users’ actions based on the environment parameters.

As we stated in Section 3.3, the functionality of each service is independent of the restriction of rules and roles. Thus, to restrict users’ access to specific services or actions within each of
the services, it is necessary to apply an access approach that associates policy-parameters with each action.

Generally speaking, policies are rules of conduct that characterize the behavior of a group of people involved in a certain enterprise. Accordingly, a policy refers to the actions being regulated, the role of participants that engage in such actions, and the applicable conditions.

Since all services being integrated within a portal exposed to a user, and each service includes several actions, there arises a dilemma: for we do not know which service or action the user will request and we cannot define the access order for the user, nor can we assign the accessing rules within the user session. The policy-assignment information is much bigger if too many services are integrated.

5.2 Action-driven policy-based access control

Here we propose an Action-Driven Policy-Based Access Control (AD-PBAC) approach, a modification of policy-based access control model, by combining role-based access control models, as the solution for the issue mentioned above. Our goal of the AD-PBAC approach is to simplify and automate the administration of IT environments by allowing the system administrator to specify only the conditional parameters that are to be met for one or more services, rather than having to know the internals of the system and how the actions and service are to be executed or accessed. By associating conditional parameters with role assignment, this approach enriches and compensates the defects of the role-based portal access control approach. Those condition sets can be defined as XML segments to represent access parameters such as, the location of all end-users, their roles, the service (or service sub-functions) they want to access, whether to apply time restrictions to the time periods, etc. All condition-sets are stored within an XML file independent from platform.

We implement the AD-PBAC as a Web services component in that it can be accessed by any type of application, either from other Web services components, or server-side or client-side application. The AD-PBAC component consists of three sub-components, an XML file to define a condition hierarchical structure, an XML parser to read the XML file, and an action
evaluator to compare the pre-defined XML policy corresponding to the user’s action. Figure 5-1 presents system diagram and Figure 5-2 the component diagram of AD-PBAC model.

![System diagram for AD-PBAC](image)

**Figure 5-1: System diagram for AD-PBAC**

![Component diagram of AD-PBAC](image)

**Figure 5-2: Component diagram of AD-PBAC**

A typical access control policy is defined by three elements: a service identifier; a set of parameter specifications, represented by parameter-name and parameter-value-range; a set of conditions against service identities.

### 5.2.1 Policy-parameter definition

To define a policy-set for each of actions invoked by the client application, the following parameters need to be considered based on our discussion in Chapter 3. Although the AD-PBAC model can deal with any condition parameters associated with the actions or services
in Ubilearn system, we focus on defining those parameters based on the environment attributes and user attributes such as action-identifier, role, domain, location, and time. Here,

- **Action-identifier**: identify the actions uniquely, such as service name, or action id;
- **Role**: defining the actions and activities assigned to a person or group
- **Domain**: representing what department or unit in Ubilearn system a user works, for example, an instructor who belongs to Computer Science Unit is not allowed to create a Medical course under the domain.
- **Location**: representing where the user is accessing services from. Location information is usually used in several types of rules and policies. One type uses location to identify the trust domain, where the user is accessing information services from. A reasonable policy would deny access to any sensitive information to anyone accessing it from such areas, off-campus, for instance.
- **Time**: time constraints specify the validity periods for a policy.

### 5.2.2 Workflow description

In order to find all possible policy parameters, we examine the services and actions of our Ubilearn system with operational environments. Ubilearn is a Web services-based portal system, in which individual operational service is implemented as a Web services component, interfaced as a portlet, and integrated within a portal. The implementation of the action evaluator follows the module of Ubilearn. Figure 5-3 presents a sequence diagram for the AD-PBAC approach.

For each action, we define an action-id (service-name) which corresponds to a policy segment within the XML policy file. The procedure from requesting action evaluation to returning permission in the sequence diagram of AD-PBAC lists as follows:
Figure 5-3: Sequence diagram of AD-PBAC approach

1. When a user invokes an action within the client-side application;
2. A method calls to Web Service Proxy indicating the action-id.
3. Web services Proxy generates a method call to Web services Evaluator with submitted attributes such as action-id, the role of the current user, caller’s IP address and time-restriction stamp;
4. The WS Evaluator calls the XML parser;
5. The XML parser reads and parses the policy XML file to fetch the policy segment matched with the action-id.
6. The XML parser returns the policy vector to WS Evaluator, which will compare the submitted attributes with the policy vector.
7. If matched, the WS evaluator returns “True”; otherwise it returns “False”.
8. WS proxy in turn returns the decision of permission or denial based on the return value.

Figure 5-4 shows an UML activity diagram for a general user to access a function from a portlet interface (within a service) guarded by an evaluating policy applied to the user.
Figure 5-4: UML activity diagram for a general user

5.2.3 Scenario

Suppose a student Jill wants to use the Chatting Service in Collaboration Tool (CSCT) and talk with her Professor Ron. When an action request is sent to the CSCT, the CSCT will invoke a call to the AD-PB component with several conditional parameters, including action name “CSCT”, the role of user “Student”, the IP address within campus, and the time.

Table 5-1 Snippet of the XML rule for CSCT

```xml
<Rule Service="CSCT">
  <Condition RoleName="professor">
    <parameter name="ipaddress" datatype="string" operation="Greater" value="000.000" />
    <parameter name="starttime" datatype="string" operation="GreaterOrEqual" value="18" />
    <parameter name="endtime" datatype="string" operation="LessOrEqual" value="20" />
  </Condition>
  <Condition RoleName="student">
    <parameter name="ipaddress" datatype="string" operation="StartWith" value="137.122" />
    <parameter name="starttime" datatype="string" operation="GreaterOrEqual" value="18" />
    <parameter name="endtime" datatype="string" operation="LessOrEqual" value="20" />
  </Condition>
</Rule>
```

The AD-PB component will check the conditional parameters requested against the XML rule defined with the component. For example, suppose Professor Ron appoints the Chatting
time period between 6pm to 8pm and he already creates a chatting room for a specific course through the Chatting Service during appointed time frame. If Jill logins to the Ubilearn system and clicks the Chatting Service within Collaboration Tool, say at 6:15pm, within the campus, then she can talk with Professor Ron.

Since the AD-PB component does not retain those session information; thus when the time is out of the appointed time frame, the chatting will be interrupted until the CSCT checks with the AD-PB component again.
Chapter 6 Conclusions

6.1 Related work

In Chapter 2, we described a variety of access control models such as access control list, discretionary and mandatory access controls, user-based access control, team-based authorization [11] and subject-object access controls, rule-based access control, and policy-based access control. However, those models are not appropriate to solving our issue mentioned above, especially for a situation that involves crossing university consortium, where e-learning systems are short of a user identity management mechanism integrated to provide access control services. Only few e-learning systems are architected specifically to satisfy the necessary requirement from users in any educational system, and supply sufficient learning and reusable services and material. Here, we briefly describe two of them.

6.1.1 OASIS and RAED system

One of the access control mechanisms is named "The Open Architecture for Secure Interworking Services (OASIS)" [49] [50], an implementation of distributed RBAC to support parameterized policy elements and their definitions, as well as session-based distributed operation utilizing a given role credential with attributes. That is, the role activation and privilege authorization rules are parameterized, which takes operations such as database lookup, or temporal checks. Those policy rules are specified in simplified clause logic and implemented in XML format.

Unlike many RBAC models including a notion of privilege delegation, the OASIS architecture employs the more expressive and secure notion of prior arrangement. This prior arrangement models the intuition that the principal-A can indirectly authorize other principals to perform tasks principal-A does not have the privileges to perform within the OASIS network. Distributed OASIS services share users’ authentication credentials through SOAP and X.509 certificates over HTTPS connections.

Among the few, the Role-Based Access Control for the Evolution of Distributed Courseware (RAED System) [51] provides a role-based access secured infrastructure for globally
distributed electronic courseware. The client-side presentation of the RAED system is demonstrated as a set of pages within a browser. The pages are dynamically generated, based on a set of rules for each role coupled with results from database queries [56]. For example, when a student logs in, the system will be presented with pages according to which course he/she is enrolled in, and any related material to which the student is allowed access as specified by a local tutor.

The RAED system utilizes a database driven mechanism to generate Web pages dynamically on the basis of requests sent from browsers. That is, the HTML code is compiled by a server-side set of programs. In this way, materials from several distributed sources are completely encapsulated so that system users see a single unified Web page; even a single Web page has combined information from distributed sources across two or more domains. This system is implemented with server-side technologies and database access technology on databases.

Figure 6-1 shows the RAED architecture with two domains, one at the University of Strathclyde (SU) and one at Glasgow Caledonian University (GCU). Both SU and GCU domains are running individual instances of web servers, OASIS servers and databases. A client wishing to access the SU system must present a valid password-protected X.509 certificate in order to set up a secure TLS-based HTTPS session between the client and the server. When a client attempts to access a secured resource, the request is first passed onto the OASIS server, which checks the local database to determine whether the client has the appropriate privileges.

The OASIS server then checks an XML policy file and performs environmental lookups. If the client request is authorized, the OASIS server informs a server-side script in the web server, which will dynamically generate the appropriate web pages for the client. When a client connected to GCU wishes to access data governed by the SU domain, the request propagates from the GCU OASIS server to the SU OASIS server. Thus, a shared policy must be negotiated between the two institutions. The SU OASIS server checks the policy file plus any environmental constraints and decides whether to allow the access to the local data.
The RAED system confirms that separating system and application administration simplifies the overall task and minimizes the risk of errors, particularly when distributed sites are cooperating. The tasks for a system administrative staff include registering individuals and recording in a database, or certifying, their employment or group memberships. The tasks for the application administrative staff include the expression and enforcement of role activation and authorization policies, including service-level agreements between distributed institutions [58]. For example, if GCU students are accessing material at SU, it is sufficient for the SU system to accept a GCU certified student certificate as a credential for activating a student-on-course role. One institution need never be involved with details of the individuals involved with the other. The fact that OASIS defines service-specific roles that are activated within sessions, as opposed to generic, persistent roles which are used for a wide variety of purposes, allows access control to be defined precisely, according to the principle of least privilege [51].
6.1.2 LCDM and LPEE

Learning Process Definition Model (LCDM) and a Learning Process Execution Engine (LPEE) [52] specify and execute learning process models, which represent instructional modules in the forms of activity trees. LCDM is a model implementation for distributed sharable learning service components (software objects) and resources (content objects). This model is implemented with Web services and Event-Trigger-Rule (ETR) technology for achieving Web services-based, dynamic and collaborative e-learning; and for making learning process models active, adaptable, flexible, and customizable. Through the integration of event, event filtering, event notification, condition-action rule processing technologies with computer mediated communication (CMC) tools, the interaction, coordination, and communication among people and software systems that are involved in distributed e-learning is enhanced.

To store and manage different types of rules, an ETR Server is integrated with the LPEE to make learning process models active, flexible, customizable, and adaptable. It is also used to facilitate the interaction and coordination among learners, administrators, authors, and other personnel involved in collaborative e-learning [52]. Those rules are triggered for processing when events are posted during the execution of an instance of an activity tree. This approach allows updating of any types of rules and adding new rules, without requiring changes to the system itself. Event-injected activities, condition action rules and triggers, which link events to rules, can be separately specified by different people or organizations and may be managed in a distributed fashion. This separation is important for achieving the dynamic properties at run time to be elaborated upon next.

By allowing users involved in e-learning to define and register events in a Web-service registry, those users can also browse or programmatically search the registered events and subscribe them. Through this way, users can define rules and triggers and store them at their corresponding sites with security and privacy access control. Those rules and triggers will be processed by the replicas of the Event-Trigger-Rule Server that are installed at these sites. The processing of distributed triggers and rules is activated by the event notification mechanism. Event, event filtering, and event notification can be powerful means to tie
loosely coupled distributed systems and users together. By integrating them with the rule specification and processing mechanisms, learning process modeling and execution mechanisms, and CMC tools, they can together form a powerful information infrastructure for achieving advanced distributed learning.

6.1.3 Comparison

We can make a table to compare my thesis work with RAED and LCDM model in terms of

- variety of functional services (VFS) vs. courseware delivery (CD),
- easier in integration of services corresponding to the role of users,
- easier in management of user identity,
- access to local and remote services,
- security of information transformation,
- role-based access control portal framework, and
- action-driven policy-based access control.

<table>
<thead>
<tr>
<th>Feature</th>
<th>RAED</th>
<th>LCDM</th>
<th>My work</th>
</tr>
</thead>
<tbody>
<tr>
<td>Variety of functional services (VFS) vs. courseware delivery (CD)</td>
<td>CD</td>
<td>VFS</td>
<td>VFS</td>
</tr>
<tr>
<td>easier in integration of services based on the role of users</td>
<td>N/A</td>
<td>N/A</td>
<td>Yes</td>
</tr>
<tr>
<td>easier in management of user identity</td>
<td>N/A</td>
<td>N/A</td>
<td>Yes</td>
</tr>
<tr>
<td>access to local and remote services</td>
<td>Yes</td>
<td>N/A</td>
<td>Yes</td>
</tr>
<tr>
<td>Message-level agreement</td>
<td>Yes</td>
<td>N/A</td>
<td>Trust assumed</td>
</tr>
<tr>
<td>role-based access control portal framework</td>
<td>N/A</td>
<td>N/A</td>
<td>Yes</td>
</tr>
<tr>
<td>action-driven policy-based access control</td>
<td>After the user logon, assigned to session.</td>
<td>Action trigger</td>
<td>Action trigger.</td>
</tr>
</tbody>
</table>

Table 6-1 Comparison with related work
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6.2 Summary

This thesis describes a successful implemented role-based access control portal framework with action-driven policy-based access control component, which matches the initial requirements for Web-services oriented e-learning system, Ubilearn.

Based on the experience with the implementation of access control approach and mechanism for Web services-oriented e-learning portal system, the following conclusions can be drawn with respecting to the criteria and requirements of access control as discussed in Chapter 3.

Single sign on

It is practical to use a portal as a single access point, which allows a user to access those services within the portal page with one-time login. Each virtual portal page can incorporate many portlet applications that conduct as user interfaces for service components across the distributed environments. All virtual portal rendering is controlled by a component called portal controller, where, when a user has provided his/her identity, the login module will direct the user’s browser to the corresponding portal on the basis of the role assigned to the user.

Easy of deployment and integration

When a new service component is ready, it is easy to integrate it into the role-based access control portal framework by importing the component package to the portal application and adding a new portlet user interface to the corresponding virtual portal. By combining with WSRP, portlets residing on remote servers and working as service providers can be incorporated into the local virtual portal and consumed by the local portlet, which increases the reusability of those remote service components.

Simplification of identity management

The mechanism of associating the role of users to the virtual portal in a portal controller simplifies user identity management and access control to each of the services that the user is entitled to. In this process, the management of access rights to the services only needs to be
conducted via assigning a role to a user, if the user’s identity is in effect, or remove the role from the user if the user’s identity is expired.

**Separation of environment parameters from functional component**

The action-driven policy-based access control provides a mechanism that makes a separation of controlling access to those services based on the environment parameters from the functional services themselves. This improves not only the feasibility and maintainability to development and implementation of a service component - where we do not care under which situation the service component will be accessed; but also the accessibility management - where the environment parameters can be modified without interfering the service component.

**6.3 Future work**

This thesis presents our design and implementation for an application-level access control mechanism that combines an action-driven policy-based approach with a role-based portal access control model for Ubilearn, a Web services-oriented e-learning portal. These distributed system security issues include access control, identity management, authentication, password management, authorization, encryption of confidential information on each node, and integrity of information passing between nodes.

Although, Web services are best applied at facilitating the inter-connection between providers and consumers of new custom application functions, the fact that client applications access those Web services-based components through their exposed interfaces demonstrates a risk from unauthorized user accesses since the presented access control mechanism is based on the assumption of the trust relationships between Web services-oriented functional components having been constructed.

WSRP allows user interface to be transmitted over a web services protocol and enhances the reusability. However, this mechanism is increasing risks where those WSRP producers allow their portlet interfaces to be consumed by the WSRP consumers without creating proper trust relationships. Both WSRP producers and consumers are thin user interfaces, which are lack
the ability to create reliable trust management contracts between them, nor provision for passing along -- such as a user token from an SSO system or other means of authenticating a user to the producer.

To solve the issue, we have to consider in creating trust relationship among the Web services-oriented applications and business logic tiers. Since some of the Web services could be “on the top” of other Web services, thus, creating trust relationships can be done among the Web services components. To secure creation of trust relationships, message-level security on encryption of confidential information is a big issue for Web services. Though the Web-based security technologies -- basic authentication and SSL -- have been incredibly effective for all sorts of online transactions works well for Web services components; and those technologies focus on securing the end-to-end transportation rather than just the SOAP message transmitted between two intermediary points-two Web services components.

In addition, more security issues for Web services should be considered, as such, whether the Web services are talking to the correct endpoints, whether the communications are kept confidential between all the distributed Web services components, whether the message integrity is maintained at all times, and whether a Web services component to be invoked is clearly identified, known, trusted, and authorized by all other authorized services [48].

Therefore, the future work for our UbiLearn system is to create message-level security services components as an intermediary to solve all issues while invoking Web services components within Web services-based portal application.
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